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1
Introduction

You cannot predict nor control what you cannot measure.

—Fenton and Pfleeger [1]

When you can measure what you are speaking about, and express it in numbers, you know

something about it, but when you cannot measure it, when you cannot express it in numbers,

your knowledge is of a meager and unsatisfactory kind.

—Lord Kelvin, 1900

1.1 OBJECTIVE

Suppose you are a software manager responsible for building a new system. You

need to tell the sales team how much effort it is going to take and how soon it

can be ready. You have relatively good requirements (25 use cases). You have a

highly motivated team of five young engineers. They tell you they can have it

ready to ship in four months. What do you say? Do you accept their estimate or not?

Suppose you are responsible for making a go/no-go decision on releasing a

different new system. You have looked at the data. It tells you that there are approxi-

mately eight defects per thousand lines of code left in the system. Should you say

yea or nay?

So how did you do at answering the questions? Were you confident in your

decisions?

The purpose of this textbook is to give you the tools, data, and knowledge to

make these kinds of decisions. Between the two of us, we have practiced software

development for over fifty years. This book contains both what we learned during

those fifty years, and what we wished we had known. All too often, we were

faced with situations where we could rely only on our intuition and gut feelings,

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
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rather than managing by the numbers. We hope this book will spare our readers the

stress and sometimes poor outcomes that result from those types of situations.

We will provide our readers, both students and software industry colleagues, with

practical techniques for the estimation and quantitative measurement of software

projects. Software engineering has long been in practice both an art and a

science. The challenge has been allowing for creativity while at the same time bring-

ing strong engineering principles to bear. The software industry has not always been

successful at finding the right balance between the two. We are giving you the foun-

dation to “manage by the numbers.” You can then use all of your creativity to build

on that foundation.

1.2 APPROACH

This book is primarily intended to be used in a senior or graduate metrics and esti-

mation course. It is based on a successful course in the Quantitative Software Engin-

eering Program within the Computer Science Department at Stevens Institute of

Technology. This course, which teaches measurement, metrics, and estimation, is

a cornerstone of the program. Over the past few years, we have had hundreds of stu-

dents, both full-time and part-time from industry, who have told us how useful it

was, how they immediately were able to use it in their work and/or school projects,
and who helped shape the course with their feedback. One consistent feedback was

the importance of exercises, problems, and projects in learning the material. We

have included all of these in our text.

We believe that the projects are extremely useful: you learn by doing. Some of

the projects can be quite time consuming. We found that teams of three or four stu-

dents, working together, were extremely effective. Not only did students share the

work load and learn from one another, but also team projects more closely simulated

a real work environment, where much of the work is done in teams. For many of the

projects, having the teams present their approaches to each other was a learning

experience as well. As you will find, there frequently is no one right answer.

Many of the projects are based on a hypothetical system for reserving theater

tickets. It is introduced in an early chapter and carried throughout the text.

Although primarily intended as a textbook, we believe our colleagues in the soft-

ware industry will also find this book useful. The material we have included will

provide sound guidance for both establishing and evolving a software metrics

program in your business. We have pulled from many sources and areas of research

and boiled the information down into what we hope is an easy to read, practical

reference book.

The text tackles our objectives by first providing a motivation for focusing on

estimation and metrics in software engineering (Chapter 1). We then talk about

how to decide what to measure (Chapter 2) and provide the reader with an overview

of the fundamentals of measurement theory (Chapter 3). With that as a foundation,

we identify two common areas of measurements in software: size (Chapter 4) and

complexity (Chapter 5).
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A key task in software engineering is the ability to estimate the effort and sche-

dule effectively, so we also provide a foundation in estimation theory and a multi-

tude of estimation techniques (Chapter 6).

We then introduce three additional areas of measurement: defects, reliability, and

availability (Chapters 7, 8, and 9, respectively). For each area, we discuss what the

area entails and the typical metrics used and provide tools and techniques for pre-

dicting and monitoring (Chapter 10) those key measures. Real-world examples

are used throughout to demonstrate how theory can indeed be transformed into

actual practice.

Software development is a team sport. Engineers, developers, testers, and project

managers, to name just a few, all take part in the design, development, and delivery

of software. The team often includes third parties from outside the primary

company. This could be for hardware procurement, packaged software inclusion,

or actual development of portions of the software. This last area has been

growing in importance over the last decade1 and is, therefore, deserving of a

chapter (Chapter 11) on how to include these efforts in a sound software metrics

program.

Knowing what and how to estimate and measure is not the end of the story. The

software engineer must also be able to effectively communicate the information

derived from this data to software project team members, software managers,

senior business managers, and customers. This means we need to tie software-

specific measures to the business’ financial measures (Chapter 12), set appropriate

targets for our chosen metrics through benchmarking (Chapter 13), and, finally, be

able to present the metrics in an understandable and powerful manner (Chapter 14).

Throughout the book we provide examples, exercises, problems, and projects to

illustrate the concepts and techniques discussed.

1.3 MOTIVATION

Why should you care about estimation and measurement in software and why would

you want to study these topics in great detail?

Software today is playing an ever increasing role in our daily lives, from running

our cars to ensuring safe air travel, from allowing us to complete a phone call to

enabling NASA to communicate with the Mars rover, from providing us with up-

to-the-minute weather reports to predicting the path of a deadly hurricane; from

helping us manage our personal finances to enabling world commerce. Software

is often the key component of a new product or the linchpin in a company’s plans

to decrease operational costs and increase profit. The ability to deliver software

on time, within budget, and with the expected functionality is critical to all software

customers, who either directly or indirectly are all of us.

1Just do an Internet search on “software outsourcing” to get a feel for the large role this plays in the soft-

ware industry today. Our search came back with over 5 million hits! Better yet, mention outsourcing to a

commercial software developer and have your tape recorder running.
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When we look at the track record for the software industry, although it has

improved over the last ten years, a disappointing picture still emerges [2].

. A full 23% of all software projects are canceled before completion.

. Of those projects completed, only 28% were delivered on time, within budget,

and with all originally specified features.

. The average software project overran the budget by 45%.

Clearly, we need to change what we are doing. Over the last ten years, a great deal

of work has been done to provide strong project and quality management frameworks

for use in software development. Software process standards such the Capability

Maturity Modelw Integration developed by the Software Engineering Institute [3]

have been adopted by many software providers to enable them to more predictably

deliver quality software products on time and within budget. Companies are pursuing

such disciplines for two reasons. First and foremost, their customers are demanding

it. Customers can no longer let their success be dependent on the kind of poor per-

formance the above statistics reflect. Businesses of all shapes and sizes are demand-

ing proof that their software suppliers can deliver what they need when they need it.

This customer demand often takes the form of an explicit requirement or competitive

differentiator in supplier selection criteria. In other words, having a certified software

development process is table stakes for selling software products in many markets.

Second, software companies are pursuing these standards because their profitability

is tied directly to their ability to meet schedule and budget commitments and drive

inefficiencies out of their operations. At the heart of software process standards

are clear estimation processes and a well-defined metrics program.

Even more important than being able to meet the standards, managing your soft-

ware by the numbers, rather than by the seat of your pants, enables you to have

repeatable results and continuous improvement. Yes, there will be less excitement

and less unpaid overtime, since you will not end up as often with the “shortest sche-

dule I can’t absolutely prove I won’t make.” We think you can learn to live with that.

Unquestionably, software engineers need to be skilled in estimation and measure-

ment, which means:

. Understanding the activities and risks involved in software development

. Predicting and controlling the activities

. Managing the risks

. Delivering reliably

. Managing proactively to avoid crises

Bottom line: You must be able to satisfy your customer and know what you will

spend doing it.

To predict and control effectively you must be able to measure. To understand

development progress, you must be able to measure. To understand and evaluate

quality, you must be able to measure.
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Unfortunately, measurement, particularly in software, is not always easy. How do

you predict how long it will take to build a system using tools and techniques you’ve

never used before? Just envisioning the software that will be developed to meet a set

of requirements may be difficult, let alone trying to determine the building blocks

and how they will be mortared together. Many characteristics of the software

seem difficult to measure. How do you measure quality or robustness? How do

you measure the level of complexity?

Let us look at something that seems easy to measure: time. Like software, time is

abstract with nothing concrete to touch. On the surface, measuring time is quite

straightforward—simply look at your watch. In actuality, this manner of measuring

time is not scientifically accurate. Clock time does not take into account irregulari-

ties in the earth’s orbit, which cause deviations of up to fifteen minutes, nor does it

take into account Einstein’s theory of relativity. Our measurement of time has

evolved based on practical needs, such as British railroads using Greenwich Stan-

dard Time beginning in 1880 and the introduction of Daylight Savings Time.

Simply looking at your watch, although scientifically inaccurate, is a practical

way to measure time and suits our purposes quite well [4].

For software then, like time, we want measures that are practical and that we

expect will evolve over time to meet the “needs of the day.” To determine what

these measures might be, we will first lay a foundation in measurement and esti-

mation theory and then build on that based on the practical needs of those involved

in software development.

1.4 SUMMARY

This textbook will provide you with practical techniques for the estimation and quan-

titative measurement of software projects. It will provide a solid foundation in

measurement and estimation methods, define metrics commonly used to manage

software projects, illustrate how to effectively communicate your metrics, and

provide problems and projects to strengthen your understanding of the methods

and techniques. Our intent is to arm you with what you will need to effectively

“manage by the numbers” and better ensure the success of your software projects.

ESTIMATION AND METRICS IN THE CMMIw

The Capability Maturity Modelw Integration (CMMI) is a framework for

identifying the level of maturity of an organization’s processes. It is the

current framework supported by the Software Engineering Institute and resulted

from the integration and evolution of several earlier capability maturity models.

There are two approaches supported by CMMI—the continuous representation

and the staged representation. Both provide a valid methodology for assess-

ing and improving processes (see Reference 3 for details on each approach)

and define levels of capability and maturity. For example, the staged
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approach defines five levels of organizational maturity:

1. Initial

2. Managed

3. Defined

4. Quantitatively managed

5. Optimizing

As organizations mature, they move up to higher levels of the framework.

Except for Level 1, which is basically ad hoc software development, each

level is made up of process areas (PAs). These PAs identify what activities

must be addressed to meet the goals of that level of maturity. Software estimation

and metrics indeed play a part in an organization reaching increasing levels of

maturity. For example, Level 2 contains a PA called Project Planning. To

fulfill this PA, the organization must develop reasonable plans based on realistic

estimates for the work to be performed. The software planning process must

include steps to estimate the size of the software work products and the resources

needed. Another PA at Level 2 is Project Monitoring and Control. For this PA,

the organization must have adequate visibility into actual progress and be able

to see if this progress differs significantly from the plan so that action can be

taken. In other words, there must be some way to measure progress and

compare it to planned performance. At Level 4, the PAs focus on establishing

a quantitative view of both the software process and the software project/
product. Level 4 is all about measurement, to drive and control the process

and to produce project/product consistency and quality. The goal is to use

metrics to achieve a process that remains stable and predictable and to produce

a product that meets the quality goals of the organization and customer. At

Level 5, the focus is on continuous measurable improvement. This means that

organization must set measurable goals for improvement that meet the needs

of the business and track the organization’s performance over time.

Clearly, a well-defined approach to estimation and measurement is essential

for any software organization to move beyond the ad hoc, chaotic practices of

Level 1 maturity.
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2
What to Measure

What you measure is what you get.

—Kaplan and Norton [1]

There are many characteristics of software and software projects that can be

measured, such as size, complexity, reliability, quality, adherence to process, and

profitability. Through the course of this book, we will cover a superset of the

most practical and useful of these measures. For any particular software project

or organization, however, you will need to define the specific software measure-

ments program to be used. This defined program will be successful only if it is

clearly aligned with project and organizational goals. In this chapter, we will

provide several approaches for defining such a metrics program.

Fundamentally, to define an appropriate measurements program you need to

answer the following questions:

. Who is the customer for the metrics?

. What are their goals with respect to the product, process, or resource under

measurement?

. What metrics, when collected, will demonstrate whether or not the goal has

been or is being met?

As you might guess, to define an aligned metrics program, it is critical to engage

your “customer” as well as project/organizational staff who are knowledgeable in

the object to be measured. So no matter which approach is used, identifying your

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
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customer and getting the affected stakeholders involved will be a common

element.1

2.1 METHOD 1: THE GOAL QUESTION METRICS APPROACH

The Goal Question Metric (GQM) approach, defined by Basili et al. [2], is a valuable,

structured, andwidely acceptedmethod for answering the question ofwhat tomeasure.

Briefly, the GQM drives the definition of a metrics program from the top down:

1. Identify the Goal for the product/process/resource. This is the goal that your
metrics “customer” is trying to achieve.

2. Determine the Question(s) that will characterize the way achievement of the

goal is going to be assessed.

3. Define the Metric(s) that will provide a quantitative answer to each question.

Metrics can be objective (based solely on the object being measured) or sub-

jective (based on the viewpoint taken as well as the object measured).

For example, let’s look at a software product delivery. The product/project
manager may have the following goal for the product:

Goal: Deliver a software product that meets the customer’s expectation for

functionality.

One question that could help characterize the achievement of this goal would be:

Question: How much does the software, as delivered to the customer, deviate

from the customer requirements?

One metric that could be used to answer this question would be:

Metric: Number of field software defects encountered. Typically, there will be a

contractual agreement on what constitutes a defect, often based on software

performance that deviates from mutually agreed upon requirements. The

more specific the requirements, the more objective this metric becomes.

Another metric that could be used to address this question is:

Metric: Customer satisfaction level as indicated on some form of survey. This is a

subjective metric, based solely on the viewpoint of the customer.

1A common misstep is to select the metrics based on what data is available or what is of most interest to

the metrics engineer. These metrics efforts tend to be doomed before they begin. It costs money and time

to collect metrics. The metrics need to be valuable to whomever is asking for the work to be done—that is,

the customer. Always begin with an understanding of who the customer is.
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This approach can be taken for any and all goals and stakeholders to define an

aligned metrics program. For example, it can be used as the structured approach

behind Method 2 once the decision makers have been identified.

2.2 METHOD 2: DECISION MAKER MODEL

Another method for selecting metrics is to focus on project decision making. The

decision maker is the customer for the metric, with metrics produced to facilitate

informed decision making. In this method, you need to determine what the needs

of the decision maker are, recognizing that these will change over time [3]. This

method is entirely consistent with the GQM method, with a focus on decisions

that must be made. Figure 2.1 illustrates this concept.

Understanding the decisions that must be made will naturally lead to the project

measures that must be put in place to support this decision making. For example, a

software project manager will need to make resource allocation decisions based on

current status versus planned progress. To be able to make these decisions, he/she
will need measures of both time and effort during the development life cycle. A test

manager will need to determine if the quality of the software is at a level acceptable

for shipment to the customer. To be able to make this decision, he/she will need to

have a measure of current quality of the software and perhaps a view of how that has

changed over time.

With this method, look to the needs of the decision makers to define the metrics to

be used.

2.3 METHOD 3: STANDARDS DRIVEN METRICS

There are generic software engineering standards for sets of metrics to be collected

and, frequently, industry specific ones as well. Some organizations use these to drive

Figure 2.1. Decision maker model.
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their metrics programs. For example, the Software Engineering Institute software

maturity model requires the measurement of system size, project time, level of

effort, and software defects. SEI integrates these measures with the required pro-

cesses in support of Project Management and Continuous Improvement. We con-

sider the SEI set, along with productivity, to be the minimal set for any

organization. To reiterate, we consider the minimal set to be:

System size

Project duration

Effort

Defects

Productivity

Different industries may have their own standards for metrics, reliability, and

safety. For example, in the telecommunications industry, the TL9000 standard

defines a lengthy set of metrics that software suppliers must produce and make avail-

able to their customers and, in anonymous form, to the telecommunications industry.

In the nuclear power industry, EIC 60880:1986-09 defines standards and metrics for

“Software for Computers in Safety Systems in Nuclear Power Stations.”

With this method, look for both industry and generic standards that are aligned

with your business goals for an indication of metrics to be used.

2.4 EXTENSION TO GQM: METRICS MECHANISM

There is an important addition to all of the above approaches that must be

considered. The mechanism for collecting the metrics data must be well understood

and agreed to before implementing the program. So, with a nod to Basili and

company, let’s add Mechanism to the GQM approach, giving us GQM2:

1. Goal

2. Question

3. Metric

4. Mechanism: This includes identifying whowill be responsible for ensuring the

collection and reporting of valid data, how frequently the data will be col-

lected, how frequently the data will be reported, and what infrastructure

(e.g., tools, staff resources) will be needed to collect and report the data.

Failing to understand and gain agreement on this last “M” can lead to numerous

failures of the metrics program:

. Data is incomplete or invalid because no one has ensured that it is entered in a

timely and correct manner.
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. Data is “stale” and not useful for current decision making.

. Data is unavailable when needed.

. Project budgets are overrun due to the cost of the metrics program

infrastructure.

. Project schedules are overrun due to unplanned staff time for data entry and

validation.

So, let’s expand our earlier product delivery example by adding our final M:

Mechanism for defect metric: Owner ¼ Customer Service Manager;

Frequency Collected ¼ as defects occur; Frequency Reported ¼ Monthly;

Infrastructure ¼ Existing customer defect entry toolþ 0.25 clerical staff.

Mechanism for customer satisfaction metric: Owner ¼ Product Manager;

Frequency Collected ¼ after each major software delivery; Frequency

Reported ¼ Quarterly; Infrastructure ¼ Existing Customer Survey sent with

each releaseþ 0.1 Product Manager.

2.5 WHAT TO MEASURE IS A FUNCTION OF TIME

One characteristic of any metrics program is that it is a function of time in three

ways. First, what to measure certainly varies based on the current position in the soft-

ware development and software product lifecycles. For example, code inspection

metrics are collected and monitored during the code development time in the life-

cycle. During the testing phase, development time to deliver a fix may be what

that same decision maker needs to know. Reliability of the software may need to

be measured in the early stages of product delivery and deployment, while cost to

maintain might be the area of interest when a product is near the end of its life.

Second, business needs change over time and the metrics programmust change to

remain in alignment. For example, if customer surveys show dissatisfaction with

product reliability, a system availability metric may need to be created and moni-

tored. If competitors are beating our products to market with similar functionality,

we may need to establish development process measures that will allow us to

focus on the most time consuming areas in order to drive improvement.

Third, metrics, especially when used as a factor in recognition and/or compen-

sation, can lose their efficacy over time. Focus can become fixated on the metric

itself and how to “manage the metric” rather than on the ultimate goal the project

is trying to achieve. This may necessitate selecting a different metric that supports

the goal or changing the way the existing metric is calculated.

2.6 SUMMARY

Each software project and organization is faced with the question of what to

measure. To answer this question, you must know your customers and their goals
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and use that to drive the appropriate definition of a measurement program. Standards

and approaches such as the decision maker model, GQM, and GQM2 provide ways

to answer that question. Regardless of the approach chosen, defining the metrics

program should be part of the initial project planning process. Gaining agreement

from all stakeholders at the start will ensure that the metrics needed to make

decisions and assess goal attainment are available when and where they are

needed. Every metrics program should be revisited regularly to ensure continuing

alignment with changing business and project needs.

PROBLEMS

2.1 What is the first step in defining a metrics program?

2.2 Assume you are the manager in charge of user training on Product A. If your

goal is to provide effective user training with each release of the product,

define one metric that would be useful to produce.

2.3 Once you have defined an effective metrics program for your organization,

how frequently should you change it?

2.4 You are given the job of creating metrics for a project. You read everything

you can, speak with your friends, figure out the cost effectiveness of various

metrics, and, finally, define a set of 25 metrics. All of your friends, including

your boss, think they look great. You present them to your director. She is not

thrilled. What might have gone wrong?

2.5 Your boss wants you to define and collect metrics for him. He is responsible

for system testing. What decisions might he need to make? What might be

some reasonable metrics?

PROJECT

2.1 You are the new CIO of your university or business, and you are appalled

at the lack of data being used in decision making within your

organization. You decide to start with your own job and lead by example.

Use the GQM2 methodology for your own position to define the metrics

you need.
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3
Measurement
Fundamentals

Measurement is the process by which numbers or symbols are assigned to attributes of entities

in the real world in such a way as to describe them according to clearly defined rules.

—Fenton and Pfleeger [1]

3.1 INITIAL MEASUREMENT EXERCISE

What is so hard about measuring software, you may think? OK, so why don’t you try

counting the number of lines of strncat.

/* Strncat() appends up to count characters from string
src to string dest, and then appends a terminating null
character. If copying takes place between objects that
overlap, the behavior is undefined. */
char *strncat (char *dest, const char *src, size_t count)

{
char *temp¼dest;
if (count) {

while (*dest)
dest++;

while ((*destþþ ¼*srcþþ)) {
if (��count ¼¼ 0) {

*dest¼‘\0’;
break;
}

}
g return temp;

}

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
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What number did you come up with? What rules did you decide to use? In exper-

iments with students, the answers range from 11 to 19, with occasional counts

over 100 if the data definitions are included. As with most everything, it depends

on how you count and what the rules are. Did you count comment lines? Did you

count lines with just a “g”? If instead, we have a well-specified model that tells us

“the rules,” then, counting lines becomes simple, and the students all arrive at the

same answer.

3.2 THE CHALLENGE OF MEASUREMENT

In software, the issue is that so many things that we want to measure seem so

“unmeasurable.” How do you measure the complexity of a program? What does

complexity even mean? How do you measure productivity? If someone can write

100 lines of code in two hours to program a function, but the software has five

bugs in it, is it reasonable productivity? And what is that productivity? Better yet,

if someone else can program the same function in one line of code, in one hour,

what is their productivity? Whose productivity is better?

Software measurement is difficult—it is abstract and difficult to visualize and

touch. It is also a relatively new discipline: we still are learning.

3.3 MEASUREMENT MODELS

The key to “making the unmeasurable measurable” ismodels. A model is an abstrac-

tion, which strips away unnecessary details and views an entity or concept from a

particular perspective. Models allow us to focus on the important parts, ignore

those that are irrelevant, and hypothesize and reason about an entity. Models

make measurement possible.

We must have models of whatever we want to measure. For example, say we

want to know how much of the total system development effort is testing. To deter-

mine that, we need a model of both the overall development process and the testing

process, which specifies when testing starts and when it ends, what is included, and

the number of people involved. If our model starts with unit test by the programmer,

it is a different model and will give different results than one that includes only

system test.

There are three types of models you can use—text, diagrammatic, and

algorithmic—that is, words, pictures, and numbers.

3.3.1 Text Models

Text models tend to be the least effective, but the most common. It is difficult to

adequately describe complex situations and dynamics using just words.
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Here is a text model for software development [2]:

Effort: The time required to develop a product, expressed as increments of staff

development time (e.g., staff months/hours). In general, effort is a function of
size and results in cost.

Features: The requirements of the product to be developed.

Size: The magnitude of the product to be developed. In general, size is a function

of features.

Defects: The incompleteness of the product. In general, defects are a function of

size and schedule.

Schedule: The total development time; completion times for principal mile-

stones. In general, schedule is a function of effort and resources.

Resources: The number of developers applied to the product development.

This text model has advantages and disadvantages. Each item is clearly defined

and easy to understand, but the relationships between items may be difficult to visu-

alize. But notice that this text model describes software development in such a way

that we can discuss it, measure it, and predict it: if the size changes, the number

of defects will change. This text model gives structure to the abstract concept of

“software development.”

We frequently use metaphors and heuristics to provide insight into the software

development environment dynamics. These tend to work well, due to the breadth of

meaning we associate with metaphors. The downside is that these models can limit,

as all models, our creative thinking as they structure it [2]. Some examples of text

model metaphors for software development are:

. The Wild, Wild West

. Agile Development (both a metaphor and a name)

. Death March

. Software Factory

Notice how each metaphor evokes a different mental image and response. You prob-

ably can envision the environment, the types of people, and processes from just the

few words.

Some examples of heuristics models are:

. “Adding additional staff to late projects makes them later” F.P. Brooks [3]

. “Prototyping cuts the work to produce a system by 40%” L. Bernstein

EXERCISE: (a) What is a metaphor for the software development that you do?

(b) Do you have a heuristic for the percentage of effort spent in coding versus

system testing? What is it?
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3.3.2 Diagrammatic Models

Diagrammatic models can be extremely powerful. There are many techniques for

diagrammatic modeling, two of which are Weinberg’s [4] and Senge’s [5]. They

allow you to model the entities, the relationships between them, and their dynamics.

Use one of the formal diagram modeling techniques if you will be doing extensive

modeling. Otherwise, simplistic flow diagrams (annotated circles and arrows)

should suffice. Figure 3.1 is a simple diagrammatic model of software development,

which matches the text model above.

EXERCISE: Consider creating a diagram model of one of the software metaphors

from above. What would it look like?

You may find this difficult, which is due to the connotations that we unconsciously

associate with the metaphors. Although a picture may be worth a thousand words,

sometimes using the right words is best.

3.3.3 Algorithmic Models

Algorithmic models are also called parametric models. In the right situations, they

can be extremely powerful, as they can clearly describe the relationship between

entities. Some examples of algorithmic models for software development are:

. Effort¼ Schedule � Resource.

. %Defects Found During One Test Cycle ¼ 30% of defects remaining in product.

. Effort ¼ A � (Size-of-ProgramB)þ C, where A, B, and C are all empirically

derived constants.

3.3.4 Model Examples: Response Time

The three different types of models—text, diagrammatic, and algorithmic—can be

used together or separately, as dictated by the situation. As a final model

example, consider response time.

Figure 3.1. Diagrammatic model of software development.
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Text: The response time (RT) is measured from the return key to the first response

on the screen. The metric is the average RT within a typical hour.

Diagrammatic: See Figure 3.2.

Algorithmic: RT ¼ Average (beginning of response – end of input) over a

typical hour.

We must have a model of whatever we are measuring. Models document entities

within a system and their interactions in a consistent manner. We cannot interpret

data without reference to an underlying model, nor can we really reason about a

system without an underlying model. Models allow us to consider improvement

strategies and predict the expected results.

3.3.5 The Pantometric Paradigm: How to Measure Anything

You may be concerned about how to create a model. The Pantometric Paradigm [6]

is a simple method to produce a purely visual and quantitative model of anything

within the material world. You can use it to create an initial model that can

evolve to meet your needs. The simple process is:

1. Reduce what you are trying to model to the minimum required by its defi-

nition. Strip away all extraneous information.

2. Visualize it on a piece of paper or in your head.

3. Divide it in fact or in your imagination into equal parts.

4. Then measure it (e.g., count the parts).

Now you have a quantitative representation (model) of your subject which matches

your definition. You can now manipulate it, reason about it, experiment with it, and

evolve it.

EXERCISE: How would you model a college metrics class?

Answer: It depends on how you want to define the class, and what is important to

you. One model could be the lectures. Another might be the students taking the

class. If it were the lecture, the model could be a list of the lectures by week. We

could then measure the number of lectures and the number of lectures by topic.

Figure 3.2. Response time model.
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3.4 META-MODEL FOR METRICS

Another method for creating models that takes abstract concepts to empirical

measurements is from Kan [7], and is depicted in Figure 3.3. You begin with an

abstract concept, define it, create an operational definition, and then specify a

real-world measurement. An example of this methodology, using the same response

time example, is shown in Figure 3.4.

There are attributes of software that we can define and measure directly, such as

the number of modules in a system or the number of people assigned to a project.

These are called “direct measures.” However, many of the attributes we want to

measure are calculated, such as number of defects per thousand lines of code

Figure 3.3. Meta-model for metrics.

Figure 3.4. Example using meta-model for response time.
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(KLOC) or average number of lines of code (LOC) produced per week. These are

called “indirect measures.”

EXERCISE: Define a four-level model for software reliability using the metrics

meta-model.

3.5 THE POWER OF MEASUREMENT

Measurement is extraordinarily powerful, more so than a young professional ever

suspects. What you measure is what you get. Or more accurately, it is what you

get people to do. Measurement typically causes people to focus on whatever it

takes to score well on that measurement. It is a specific expression of what is

valued. You can easily cause unproductive behavior as people try to look the best

on the wrong metrics. If you measure people by the number of lines of code they

produce, they will create a larger system. If you measure people by the number of

defects they create, the volume of defects will somehow start to decrease.

We both worked on a large project (400þ people) that measured field defects,

which were reported to top management. One department within the project felt

vulnerable and, although they had many satisfied customers, felt that they could not

“afford” high-priority defect reports. Consequently, customers learned to call to talk

about a problem if they wanted it fixed. If, instead, the customers filed an official

defect report, it might take months (rather than days) to get the problem fixed.1

In the 44th Dilbert newsletter [8], we have an excellent example of measurement

gone awry.

I worked as an accountant in a paper mill where my boss decided that it would improve

motivation to split a bonus between the two shifts based on what percentage of the total

production each one accomplished.

The workers quickly realized that it was easier to sabotage the next shift than to make

more paper. Co-workers put glue in locks, loosened nuts on equipment so it would fall

apart, you name it. The bonus scheme was abandoned after about ten days, to avoid all-

out civil war.

Extensive productivity research was done between 1927 and 1932 at the AT&T

Hawthorne plant in Cicero, Illinois. They studied manufacturing and believed that if

the environment was changed in certain ways (such as more light), it would

improve productivity. And they were right. Productivity improved. Then they

changed another factor and measured the result. Productivity improved. Then they

changed it back to the original state. Productivity improved.What was the conclusion?

Whatever management paid attention to and measured improved. The difference was

not the changes. It was the attention and measurement. This result is called “The

Hawthorne Effect.” What you pay attention to, and measure, will improve.

1We do not condone or recommend this type of behavior. We only report that it occurs.
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You need to believe in and remember the power of measurement. It drives beha-

vior. If you ever question it, remember that when your 5th grade teacher told you

that you had to write neatly to get an A, you did your best to write neatly.

3.6 MEASUREMENT THEORY

3.6.1 Introduction to Measurement Theory

Measurement theory allows us to validly define measurements and metrics and to

use statistical analysis on our metrics data.

Measurement theory is a branch of applied mathematics. The specific theory we

use is called the Representational Theory of Measurement. It formalizes our intui-

tion about the way the world actually works. In this theory, intuition is the starting

point for all measurement [1]. Any data manipulation of the measurements must

preserve the relationships that we observe between the real-world entities that we

are measuring.

Measurement theory allows us to validly analyze and manipulate our measure-

ment data.

As an example, consider a customer satisfaction survey. Your users were asked

what they thought of your customer support. The possible answers were:

1—Excellent

2—Good

3—Average

4—Inadequate

5—Poor

The result was that you ended up with a score of 3. So, you have average support,

and it means you just need to improve a bit, right? Well, maybe. Or maybe not.

When you looked at the data, you found out that your scores were 50% Excellent

and 50% Poor. No one thought your customer support was average. Measurement

theory dicates that taking the average of this kind of data is invalid and can give

misleading results.

Measurement theory allows us to use statistics and probability to understand

quantitatively the possible variances, ranges, and types of errors in the data.

Assume that you are responsible for estimating the effort and schedule for a new

project. You use a prediction model for development effort, and it predicts that, on

average, the effort will be 10 staff years with a duration of 1 year. What would you

then tell your boss as your estimate? Maybe you would pad it by one staff year, just

to be safe. What if you knew that the standard deviation is 2 staff years? A standard

deviation of 2 means that 68% of the time, you expect the result to be between 8 and

12 staff years. This means that �16% of the time it will be over 12 staff years. Now

what would you estimate? 12 staff years? 13? Or 10? What if, instead, you knew that

the standard deviation was 4 months? Then what would you estimate? 10.5 staff
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years? (By the way, if we were the boss, we would prefer an answer that included

the range with probabilities. We would want the additional information to better

trade-off the risks and the rewards.)

3.6.2 Measurement Scales

Consider two different types of scales that measure weight: one is a balance scale,

the other is a bathroom scale. What is the difference? Which is better?

The balance scale is a relative scale. It compares the weights of objects. The bath-

room scale is an absolute scale that gives you an absolute number. Initially, you may

think the second scale is better. It does give you an answer. However, as you think

more about it, you realize the first may have less error. Bathroom scales frequently

are inaccurate. And as you think more and more about it, you probably reach

the conclusion that the scales are neither better nor worse, just different ways

of measuring.

In measurement theory, we have five types of scales: nominal, ordinal, interval,

ratio, and absolute.

A nominal scale is an unordered set of named categories, such that the only com-

parisons that are valid are “belongs to.” For example, you could have a nominal

scale for the type of project, and the possible values would be “commercial,” “mili-

tary,” or “MIS.” The purpose of a nominal scale is to create a mapping from the real

world into a set of categories that has some meaning in terms of how you will use it.

For example, military projects are consistent in that the number of lines of code pro-

duced per staff hour tends to be less than an MIS project. Alternatively, you may

wish to count the number of the different types of projects in your data sample.

However, with nominal scales, there is no sense of ordering between different

types, based on the categories. A project that is “commercial” may be larger or

smaller than a “military” project. Using the nominal scale, you do not know how

they compare. You need additional relationships and attributes, such as size and

complexity, to make comparisons.

The ordinal scale is a linearly ordered set of categories, such that comparisons

such as “bigger than” or “better than” make sense. An example would be the criti-

cality of trouble reports (TRs). It could have the values of “critical,” “major,” and

“minor.” You know that one critical TR is worse than one major TR is worse

than one minor TR. However, you do not know if two major TRs are worse than

four minor TRs.

The interval scale is an ordinal scale with consistent intervals between points on

the scale, such that addition and subtraction make sense, but not multiplication and

division. Examples are the Fahrenheit and Centigrade temperature scales, where it

does make sense to say that if it is 808 in Miami and 108 in Buffalo, then it is 708
warmer in Miami, but it makes no sense to say that it is 8 times hotter in Miami.

Interval scales are rarely used in software measurement.

The ratio scale is an ordered, interval scale, where the intervals between the

points are constant, and all arithmetic operations are valid. With temperature, the

traditional example is the Kelvin scale, where there is an absolute 0, and 708K
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really is 7 times hotter than at 108K. With software measurement, examples abound,

such as defects per module or lines of code developed per staff month.

The absolute scale is a ratio scale that is a count of the number of occurrences, such

as the number of errors detected. The only valid values are zero and positive integers.

EXERCISE: Figure 3.5 is a “pain scale,” which is a series of six faces, each of

which shows progressively more pain and distress. You are at the doctor’s office

and you are asked to pick the face that best matches how you feel. What kind of

scale is the face scale?

Answer: Ordinal. It is an ordered scale, but the intervals between items are not

necessarily consistent.

EXERCISE: If you have five critical errors, two major errors, and five minor errors,

what is the average error?

Answer: It does not make sense to have an “average” error in this case. You could

talk about the median, or that you have a bimodal distribution, but the “average”

error is not major.

Scales can be subjective or objective. Two familiar subjective scales are the

Likert Scale and the Verbal Frequency Scale. For example:

Likert Scale: This program is very reliable. Do you

. Strongly agree, agree, neither agree nor disagree, disagree, strongly disagree

Verbal Frequency Scale: How often does this program fail?

. Always, often, sometimes, seldom, never

These subjective scales are ordinal scales; there is an implied order and relationship.

Averages or ratios are not valid (although frequently used).

3.6.3 Measures of Central Tendency and Variability

With measurement, you have data that you need to analyze, understand, and turn

into information. The most basic analysis is to understand the data’s central

Figure 3.5. FACES Pain Scale [9].
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tendencies and variability. This section reviews basic statistics that can and should

be part of every software engineer’s repertoire.

3.6.3.1 Measures of Central Tendency The central tendency is the middle,

or center, of a data set, be it the mean, median, and/or mode. Recall the following

definitions:

Mean is the sum of all the occurrences, divided by the number of occurrences.

Median is the middle occurrence in an ordered set.

Mode is the most frequent occurrence.

For the nominal scale, only mode makes sense, since there is no ordering.

For ordinal scales, mode and median apply, but mean is irrelevant. For example,

if you used a Likert Scale (e.g., a 5 point scale ranging from 5 for strongly agree

through 1 for strongly disagree) and asked baseball fans to indicate their agree-

ment/disagreement with the statement “I love the New York Yankees,” you

might get a distribution that had 40% strongly agreeing, 40% strongly disagreeing,

and the remaining 20% evenly spread throughout the other three categories. It would

be meaningless (and wrong) to then conclude that the average fan’s response was

neutral, even though the mean was 3. The most meaningful statements you could

make would speak to the bimodal distribution.

For interval, ratio, and absolute scales, mean, mode, and median are all meaning-

ful and relevant.

3.6.3.2 Measures of Variability The measures of central tendency indicate

the center of the data. Not only do we need to describe the sameness, but we also

need to describe the differences and variability.

The standard and simplest measures of variability are range, deviation, variance,

standard deviation, and index of variation. Even without a statistics background,

these measures are simple and useful enough that they can and should be part of

every software engineer’s knowledge base.

. Range: The range of values for the mapping of the data that is calculated by

subtracting the smallest from the largest. For example, assume you have

three modules—A, B, and C—which have sizes of 10 KLOC, 24 KLOC,

and 50 KLOC, respectively. Then the range of KLOC per module would be

from 10 to 50 KLOC or 40 KLOC.

. Deviation: The distance away from the mean of the measurement. In our

example, the average size of a module ¼ 84/3 ¼ 28 KLOC. Then the devi-

ations for our modules A, B, and C are 18, 4, and 22, respectively.

. Variance: A measurement of spread, which is calculated differently if it is for

a full population or a sample of a population.

For a full population, where N is the number of data points,

Variance ¼ S(Deviations2)/N.
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For a sample population,

Variance ¼ S(Deviations2)/(N2 1).

In our example, the variance (module size) ¼ (324þ 16þ 484)/3 ¼ 275.

To pick the right SD formula, you need to decide if your data is a complete

population or a sample of that population. In this example, we assume that

the data is for a complete population, that is, there are only three modules to

consider. If instead the three were “a representative sample” of a larger set

of modules, then we would divide by two rather than three.

. Standard Deviation (SD): The “typical” distance from the mean.

SD ¼
ffiffiffiffiffiffiffiffiffiffiffiffiffiffiffiffiffi

variance
p

. In our example, the standard deviation ¼ 16.6.

. Index of Variation (IV): An index that indicates the reliability of the measure-

ment. IV ¼ SD/mean. In our example, IV ¼ 16.6/28 ¼ 0.59. This metric

normalizes standard deviation by dividing it by the mean. A SD of 1 with a

mean of 250 is entirely different from a SD of 1 with a mean of 2. The

lower the index of variation, the less the variation.

Figure 3.6 illustrates lower and higher variance. With low variance, the values

cluster around the mean. With higher variance, they spread farther out.

Standard deviation is the classic measurement of variation. As the variance

increases, so does the standard deviation. It has additional significance for normal

(e.g., bell-shaped) distributions, in that the standard deviation intervals define a

certain distribution. The interval contained within 1 standard deviation (SD or s)

of the mean is �68% of the population. The interval within 2 SD is �95% of the

population, within 3 SD is �99.73% of the population, and within 6 SD is

�99.9999988%. The standard deviation percentages (68%, 95%, 99.7%) are

numbers you should know.

Figure 3.6. Examples of variance.
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3.6.4 Validity and Reliability of Measurement

If you had to choose between a valid measurement and a reliable measurement,

which would you choose? Which should you choose? And what exactly is the

difference?

The question of valid and reliable refers to the transformation of the abstract

concept of a metric into the operational definition (recall the meta-model from

Section 3.4). Is the operational definition a valid and/or reliable transformation of

what we want to measure?

Valid measurements measure what we intend to measure. Completely valid

measurements for complex concepts such as quality, productivity, and complexity

are difficult, if not impossible, due to the difficulty of creating an operational defi-

nition that matches the breadth of the concept. If you define your quality metric

to be the total number of defects per KLOC (i.e., the defect density) of a module,

then how do you account for factors such as ease of use and elegance? If you

define productivity as “the number of tested lines of code produced per day,” how

do you compare the productivity of one person who can code a feature in one line

versus a person who codes the same feature in 100 lines?

A reliable measure is one that is consistent. Assume that you have a tool that

counts defects, but it only counts the defects discovered during system and accep-

tance testing. This is a reliable measure. The tool will consistently count the

defects. It is not totally valid as a count of all defects in a project, but it is reliable

and useful. Another example is a watch. Some people set their watch five minutes

ahead of time. This is a reliable measure of time, but not valid.

The index of variation is one measure of the reliability of a measurement: the

smaller the IV, the more reliable the metric.

Theoretically, there are three types of metric validity [1]: construct, criterion-

related, and content.

Construct validity refers to whether the metric is constructed correctly. For

example, an invalid construct would be one that uses the mean as a measure of

central tendency for a metric that has an ordinal scale. So far within this chapter,

we have been discussing construct validity.

Criterion-related validity refers to the ability to use the operational definition

to predict the behavior of the abstract concept, which is extremely important.

Predictive measures consist of both mathematical models and predictive procedures.

For example:

. Function points can predict lines of code (LOC) (based on language).

. Lines of code can predict effort, where the mathematical model is Effort ¼

A �LOCB
þ C. The predictive procedures are the method for determining A,

B, and C.

Predictive procedures need to be validated to understand their inherent accuracy.

The validation is done by comparing empirical data with the outcomes predicted by

the predictive models.
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Content validity refers to the ability of the operational definition and measure-

ment method to capture the full range of meanings associated with the abstract

concept. Productivity measures based on functionality produced rather than lines

of code produced have higher content validity.

There is a natural conflict between reliability and validity in measurement.

Reliable measurements tend to be tightly and narrowly defined. Valid measurements

tend to be broadly defined and composites of other metrics (such as a quality metric

defined as a function of defect, ease-of-use, and ease-of-maintenance measures).

The traditional belief is that valid metrics are somehow better than reliable ones,

if you have to choose. Both do serve their purposes, and in many cases, the reliability

of a measurement that is invalid (think of the scale that always underweighs by

10 pounds) can be attenuated (by always adding 10 pounds to the result).

3.6.5 Measurement Error

What kind of errors might you make with the kind of foot measuring stick [10]

shown in Figure 3.7? You might measure the wrong part of a foot and always get

the wrong measurement. Or you might make an error in reading the measurement,

reading a little too high or a little too low.

The first type of error is a systematic error, meaning it is an error in the measure-

ment system. It will show up every time. It affects the validity of the measurement.

It is the “bias” with a measurement. The second type of error is a random

error, meaning it is an error in the measurement itself, which will appear “at

random.” It affects the reliability of the measurement. It is the “noise” within a

measurement.

In software development, if you were recording and calculating defects found

during code inspections, a systematic error would occur if no one compared the

code to the requirements, so those defects were never found or counted. Random

errors would be errors that the inspector made in recording the number and types

of defects found.

Figure 3.8 is a graph of random error. Random errors increase the variance but do

not change the mean.

Figure 3.9 is a graph of systematic error. Systematic errors change the mean but

not the variance.

Figure 3.7. Foot measuring stick [10].
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Valid measurements can have random errors. Reliable measurements can have

systematic errors.

You can reduce and manage measurement errors by:

1. Attenuating the measurement for systematic errors. Once you realize Mary

always underestimates by 25%, increase her estimates.

2. Test pilot your measurements, looking for both systematic errors and sources

of random errors. If you know that 10 defects were found in testing the last

week, and the official measurements only show 8, find out what went wrong.

3. Triangulate your metrics. Use different measurements and measurement pro-

cesses without the same systematic errors. All effort estimation methods have

high variance. Use at least three methods, and look at the mean and standard

deviations of the results.

4. Use statistics to determine and adjust for random errors.

Figure 3.10 is one final look at measurement error. If reality is the vertical line on

the left, then the distance from the actual mean to reality is the bias, or systematic

error. The clustering/variation around the mean is the random error.

Figure 3.8. Distributions of X with and without random error.

Figure 3.9. Distributions of X with and without systematic error.
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3.7 ACCURACY VERSUS PRECISION AND THE LIMITS
OF SOFTWARE METRICS

It is the mark of an instructed mind to rest satisfied with the degree of precision

which the nature of a subject admits, and not to seek exactness when only an

approximation of the truth is possible

—Aristotle, 330 B.C.

The accuracy of a measurement is the degree to which a measurement reflects

reality. Precision of a measurement represents the size of differentiation possible

with a measurement. In software engineering, we measure our processes and our

products, and use those measures to control, predict, monitor, and understand.

Many of these measures have inherent variations, making highly precise measure-

ments impossible or irrelevant. Consider counting the size of the code. There isn’t

one standard way of counting, which would make it easy to compare your size

measurements with another company’s.

Estimation is not precise by its very nature, and software estimation is no

exception. You will find that size estimates are considered excellent if they are

within 10%. This lack of precision means that reporting an estimate to be 1253

LOC is misleading. It implies that you actually believe this estimate is a better

estimate than 1254 LOC, which is highly doubtful. Instead, if your accuracy is

+10%, then report the estimate to be 1250 LOC. Better yet, estimate 1250

LOC+10%, which is more accurate, although less precise. Also, recall and use

what you learned about significant digits in grade school. If you are calculating

an indirect metric, it should not have more significant digits than the factors

going into it.

Figure 3.10. Measurement error.
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3.8 SUMMARY

Measurement can be a challenge, especially in software, due to its abstract nature.

An entity and the measurement of it are not equivalent. For example, aspects of

the quality of software can be measured by using defect data, or defect data and per-

formance data, but these are only certain aspects, not the whole story.

For each concept we want to measure, such as quality or complexity, we need to

decide which aspects are the most relevant and important to us and use those aspects

to create a model of the concept. There are different techniques to take these abstract

concepts and create real-world metrics that measure them. The underlying key is

models—you need to have models to allow you to create the specific definitions

of abstract concepts.

Measurement theory and statistics are tools that allow us to validly analyze

and compare the metrics data. This chapter contains an introduction to both,

including measurement scales, measures of central tendencies and variation, and

measurement error. These concepts are the basic building blocks of measurement

and metrics.

PROBLEMS

3.1 If the definition of quality was the defect density of a software release, what

would be (a) an operational definition and (b) a measurement in the real

world?

3.2 You decide to measure productivity by lines of code produced per month, but

you do not count comments. What do you think will happen?

3.3 True or False: You can measure anything in the material world.

3.4 True or False: Models are nice to have but not crucial to software

measurement.

3.5 True or False: Algorithmic models are preferred because they are the most

precise.

3.6 Suppose we take a sample of the number of defects in different modules. We

get the following data: 10, 20, 15, 18, and 22. Calculate the mean, SD, and IV

for the number of defects per module.

3.7 True or False: The mean is a valid measure of central tendencies for a metric

using the ordinal scale.

3.8 You are trying to understand customer satisfaction with your reliability, so

you survey and ask the following: How satisfied are you with the reliability

of the release?

1 ¼ Extremely

2 ¼ Very Satisfied
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3 ¼ Average Satisfaction

4 ¼ Not Satisfied

5 ¼ Very Disappointed

Three of your customers chose #1, two chose #2, and one chose #5. What

would be the valid way to report the central tendency of the answers to

this survey question?

3.9 True or False: A higher IV indicates a more reliable metric.

3.10 True or False: If there is random error in a measurement, the standard

deviation will be greater than that of the true values being measured.

3.11 True or False: Precision is more important than accuracy in a metric.

3.12 Suppose I want to evaluate which programmer is the best programmer. I’ve

decided that I will look at two criteria—quality and productivity. Quality is

defined as the number of bugs found per month and productivity is defined

as the number of lines of code written per month. What conclusions can I

draw from the following table?

Programmer Quality Productivity

A 2 2500

B 5 500

C 25 200

D 35 1000

3.13 I also define a Good Programmer Index (n) ¼ Productivity (n) / Quality (n).

What conclusions can I now draw from the previous data? What is the scale

of this index? Is it a reliable measure? Why or why not?

3.14 True or False: For a normal distribution, one s (one standard deviation, above

and below the mean) includes �80% of the population.

3.15 Your officemate decides to measure his code quality by the percentage of

comments in his code. You tell him it is an invalid metric. To which type

of metric (in)validity are you referring: construct, criterion, or content? Is

this metric reliable?

3.16 What is a metric which has predictive procedures, other than effort esti-

mation? How would you validate it?

3.17 Why do you think variance is defined differently for samples of populations

compared to complete populations?

32 MEASUREMENT FUNDAMENTALS



PROJECTS

3.1 Consider the concept of productivity. Define it with (a) a text model, (b) a

diagrammatic model, and (c) an algorithmic model.

3.2 Define your own metric for programmer productivity. Then evaluate it. Is it

valid? Reliable? Precise? What type of systematic errors would you expect

to encounter? What type of random errors do you expect? How difficult will

it be to obtain the data?

3.3 If you work on a project, find out how quality is measured. Evaluate the metric

for reliability, validity, and cost.
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4
Measuring the Size

of Software

How big is it? Well . . . it depends on how you count.

Size is one of the most basic attributes of software. Some of the key questions people

want to know about a project involve size. For example:

. How big is the software? How big is it compared to other projects?

. How much effort is it going to take to build the software?

. How does our quality compare to other projects?

. How productive are we compared to other projects?

Size is fundamental to all of these metrics. In order to answer the questions, we need

to be able to measure size in a standardized way that allows us to compare ourselves

against other projects and external benchmarks.

In this chapter, we examine size in both the physical and functional sense. Both

views are important in effort prediction and in normalization of other important

metrics such as productivity and quality.

4.1 PHYSICAL MEASUREMENTS OF SOFTWARE

The traditional measure for software size is the number of lines of code (LOC). It

is a simple measure, but it easily encourages undesirable behavior when used

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
Copyright # 2006 John Wiley & Sons, Inc.
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inappropriately. If productivity is measured based on LOC/programmer day, the

more lines you write, whether or not they do something useful, the more productive

you are. It also seems overly simplistic. Although “a rose is a rose is a rose,” a line of

code can be a blank, a comment, or a “;”, or it can be calculating a missile trajectory.

So how should we measure size? The LOC measure is frequently rejected

because it does not seem to adequately address the functionality, complexity, and

technology involved and may cause the wrong organizational behavior. However,

consider an analogy to buildings. A building has a size, typically in square feet. It

is an extremely useful measurement. Two thousand square feet means something

to us all. However, size is not the only way to describe a building. It could be a

home or an office building. It could be an executive seaside retreat or a cabin in

the woods. Size is a major cost factor in buildings, but it is just one factor. One

would expect the cost per square foot of a self-storage building to be less than

a state-of-the-art data center, with raised floors, dual power supplies, and optical

networking. However, one also would expect that the construction cost per square

foot of a data center built in Montana and one built in New Hampshire would be

relatively similar. In software, it is the same. The LOC measurement, just like

square feet, serves a purpose. It is one of the cost drivers and normalization

factors. We can use it to normalize metrics and compare different projects. We

just need to be judicious in how we use it.

LOC measures the physical length of the software itself. When well specified, it

is a reliable measurement. However, with visual and nonprocedural languages, such

as Visual Basic, it frequently misses the mark. Moreover, it is always lacking in

representing the size of the functionality of a system. Consequently, we need

some other size measurements as well.

4.1.1 Measuring Lines of Code

Counting source lines of code is simple and reliable. Tools are available on the

Internet that count well. The issue with counting code is determining which rules

to use so that comparisons are valid.

The Software Engineering Institute (SEI) of Carnegie-Mellon University has

published a framework for counting source code [1]. Included is a code counting

checklist that allows you to determine explicitly how you count the code, which

allows both internal and external standardization and benchmarking of code count-

ing. Figure 4.1 is an example of the first page of a filled-in checklist.

Different organizations and studies use different rules. The most popular is

NKLOC (non-commented thousand LOC) and LLOC (logical lines of code).

Your organization should be consistent in how it counts LOC. You can use the

SEI checklist to decide consciously how you will count code.

4.1.2 Language Productivity Factor

Consider the problem of counting all the occurrences of “amazing” in a file. How

many lines of code would this take? We would guess that in Assembler, it would
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take about 300; in FORTRAN, around 100; in C, probably 10 to 15. In Unix Shell, it

takes only one line with a “grep” in it.

Studies have shown that a proficient programmer can program approximately the

same number of debugged lines of code per day regardless of the language. That is,

if you are proficient at both Assembler and Java, your productivity, measured as

lines of code per day, is approximately the same in both languages.

Consequently, we have the concept of a “language gearing factor,” which

compares the expressiveness of languages and takes into account the differences

in “productivity” in languages. The more productive a language is, the fewer lines

of code you should need to write, and hence, the more productive you should be.

Early gearing factors1 were published by T. Capers Jones in 1991 [2], some of

which are shown in Table 4.1.

Figure 4.1. Code counting checklist [1].

1The gearing factor tables were created initially to show the relationship between LOC and function

points. Function points are discussed in detail later in this book.
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This table says that, on average, a function that took 38 LOC to program in

Access would take 91 LOC to program in Cobol (assuming both languages were

appropriate). If you can select the language you use, you want to pick the one

with the lowest gearing factor, since you should end up writing the fewest LOC.

In other words, if you can use a spreadsheet, do it, rather than writing code.

The concept of gearing factors is powerful: it allows us to normalize across

languages. Recognize though that these numbers are only initial guidelines or

averages and that they will vary based on a number of factors such as problem

domain and programmer skill.

Other companies such as QSM, The David Consulting Group, and SPR have later

gearing factors based on their clients and benchmarking research. Table 4.2 shows

results from the 2005 QSM report, based on 2597 QSM function point projects [3]

and The David Consulting Group’s data.

4.1.3 Counting Reused and Refactored Code

You need to indicate the extent of the reuse in order to validly compare measures

such as productivity and defect density. Refactored2 code offers some special chal-

lenges due to the predominance of changed and deleted code.

For reused code, NASA uses a classification scheme that has an ordinal scale

with four points: reused verbatim, slightly modified (,25%), extensively modified

(�25% modified), and new [4]. This classification scheme can be simplified to

reused (,25% changed) and new, since, typically, if you change more than 25%,

the effort is the same as if all of the code were new. Informal industrial surveys

show 25% count a verbatim module each time it is used, 20% only count it once,

5% never count it, and 50% never count code at all [2].

TABLE 4.1 1991 Gearing Factors

Language Gearing Factor Language Gearing Factor

Accesss 38 Cobol (ANSI 85) 91

Ada 83 71 FORTRAN 95 71

Ada 95 49 High Level Language 64

AI Shell 49 HTML 3.0 15

APL 32 Java 53

Assembly—Basic 320 Powerbuilder 16

Assembly—Macro 213 Report Generator 80

Basic—ANSI 64 Spreadsheet 6

Basic—Visual 32 Shell Scripts 107

C 128 Visual Cþþ 34

Cþþ 55

2In case you are unfamiliar with the term refactoring, it is a disciplined technique for restructuring an

existing body of code by altering its internal structure without changing its external behavior. Refactoring

is frequently used in object-oriented development, in which class and object evolution is a natural and

preferred method of development. There are tools that refactor code for some of the more popular OO

languages such as Java and Cþþ and automatically produce many code structure metrics.
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TABLE 4.2 2005 Gearing Factors

QSM SLOC/FP Data

David Consulting

Language Average Median Low High Group Data

Access 35 38 15 47 —

Ada 154 — 104 205 —

Advantage 38 38 38 38 —

APS 86 83 20 184 —

ASP 69 62 32 127 —

Assembler 172 157 86 320 575 Basic/

400 Macro

C 148 104 9 704 225

Cþþ 60 53 29 178 80

C# 59 59 51 66 —

Clipper 38 39 27 70 60

Cobol 73 77 8 400 175

Cool:Gen/IEF 38 31 10 180 —

Culprit 51 — — — —

DBase III — — — — 60

DBase IV 52 — — — 55

Easytrieveþ 33 34 25 41 —

Excel 47 46 31 63 —

Focus 43 42 32 56 60

FORTRAN — — — — 210

FoxPro 32 35 25 35 —

HTML 43 42 35 53

Ideal 66 52 34 203 —

IEF/Cool:Gen 38 31 10 180 —

Informix 42 31 24 57 —

J2EE 61 50 40 60 —

Java 60 59 14 97 80

JavaScript 56 54 44 65 50

JCL 60 48 21 115 400

JSP 59 — — — —

Lotus Notes 21 22 15 25 —

Mantis 71 27 22 250 —

Mapper 118 81 16 245 —

Natural 60 52 22 141 100

Oracle 38 29 4 122 60

Oracle Dev 2K/FORMS 41/42 30 21/23 100 —

Pacbase 44 48 26 60 —

PeopleSoft 33 32 30 40 —

Perl 60 — — — 50

PL/1 59 58 22 92 126

PL/SQL 46 31 14 110 —

Powerbuilder 30 24 7 105 —

REXX 67 — — — —

RPG II/III 61 49 24 155 120

Sabretalk 80 89 54 99 —

SAS 40 41 33 49 50

(continued)
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For counting reused code, you need to decide what makes the most sense in your

environment. Our personal preference is to count reused code as new if greater than

25% has changed, and only count it once. Again, it is important to be consistent and

to understand what behaviors you want to encourage and discourage.

4.1.4 Counting Nonprocedural Code Length

Until the early 1990s, most code was text. With visual languages, such as Visual

Basic, the size of the text is irrelevant, as “selections” and “clicks” became the

“code.” For these types of language and for generated languages, the typical

length measurements do not work well. Functional size measurements, discussed

later in this chapter, are typically used instead.

For object-oriented code, text size is still used, although it may not be as mean-

ingful as with procedural languages.

4.1.5 Measuring the Length of Specifications and Design

It is enticing to consider that the length of the specifications and/or design of

a system might predict actual code size and hence effort. Many researchers

have tried to find generic correlations without great success. Fenton and

Pfleeger [5] suggest that the success of the correlation depends greatly on the organ-

ization. We agree that these simple techniques can be effective in a disciplined

environment with a consistent style and level of detail in the documents. They do

need to be tuned and calibrated for the specific environment and tested to understand

their validity.

Two length measurements for specifications and design are number of pages and

number of “shalls.”

The simplest technique is to use the number of pages of specifications and

look for a correlation with either LOC or effort. If you use LOC, this is called the

specification-to-code expansion ratio. Similarly, you can measure the length of

the design specification and determine the design-to-code expansion ratio.

Table 4.2 Continued

QSM SLOC/FP Data

David Consulting

Language Average Median Low High Group Data

Siebel Tools 13 13 5 20 —

Slogan 81 82 66 100 —

Smalltalk 35 32 17 55 —

SQL 39 35 15 143 —

VBScript 45 34 27 50 50

Visual Basic 50 42 14 276 —

VPF 96 95 92 101 —

Web Scripts 44 15 9 114 —
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For example, from previous projects, you know that your design-to-code expan-

sion ratio is 300, that is, 300 NLOC for every page of design. Your current project

has 12 pages of design. You estimate that you will write 3600 NLOC.

Many organizations that are ISO-9000 certified and/or CMM Level 3 or higher

use “shalls” within their requirements documents for mandatory requirements. For

example, “the system shall record the time and date of every update” is a mandatory

requirement. These mandatory requirements can be traced to design, to code, and to

test cases, allowing an organization to certify that they have indeed developed and

tested every mandatory requirement. If you have a consistent style and level of detail

in your requirements, you may find a strong correlation between the number of shalls

and the overall effort or LOC in your project.

EXERCISE: Within your organization, you have found that the average number of

staff months per “shall” in a requirements document is 1.05 with a standard devi-

ation of 10%. You have a new project that has 100 “shalls” in the requirements.

What do you estimate the number of staff months to be? This estimate is for your

boss, and you need to be as accurate as possible.

Answer: First, verify that this project and team is similar to the other projects. Next,

estimate the percentage of “shall” changes that you expect to receive as the require-

ments “evolve” (e.g., change after they are finalized). Assume it is 10. Then you

would estimate the number of staff months to be 110 �1.05 ¼ 115.5 with two stan-

dard deviations of 20%. (Use 2 SD rather than 1 SD for the increase in accuracy.)

Twenty percent is �23 staff months. In other words, you expect the effort to be

between 92 and 138 staff months �95% of the time. If you do not assume any

requirements creep, then it is 100 �1.05 ¼ 105 staff months+ 21 staff months.

Although there are no benchmarks nor standards to use in predicting code length

from requirements or design documents, if you have a well-disciplined organization

with a consistent style, you may want to try using the length of the documents or the

number of mandatory requirements. You need to gather sufficient data to create

a historical trend. If your organization is not well-disciplined or does not have

a consistent style, these techniques will not work.

4.2 MEASURING FUNCTIONALITY

One issue with using LOC, or any physical size measurement, as a measure of pro-

ductivity is that it has little to do with the problem being solved and more to do with

the software development technology itself. Customers want solutions and care little

for the language or technology used to create them.

Consider what strategy you might use to size a system, based on what it needs to

do rather than how it does it internally. It is a little difficult, isn’t it? One possible

way would be to count the inputs, outputs, interfaces, and databases in a system.

That is the function point (FP) approach, once you add inquiries as well.
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Function Point Analysis (FPA) [6] was invented as an indirect measure for the func-

tional size of a system. Although many other measures have evolved from function

points, it is arguably still the most widely used Functional Size Measurement (FSM).

Alan Albrecht originally developed function points at IBM in 1979, after he

determined that you could estimate the size of a system from its external transactions

and databases. Function Point Analysis has grown to become a standardized

measure of size, with an international standards group (International Function

Point Users Group, IFPUG), certification procedures, and over 1400 members.

The IFPUG’s website, www.ifpug.org, is a comprehensive source for FP infor-

mation, including a function point counting manual. In addition, there are many

excellent texts [7] and training courses if you desire a deeper understanding or to

become certified in Function Point Analysis.

The IFPUG version of Function Point Analysis is the predominant function point

methodology within the United States, but there are many other extensions and

evolutions. Feature Points is a simple extension of function points for scientific appli-

cations. MKII Function Points was developed in the 1980s in the United Kingdom by

Charles Symons with the objective of improving accuracy and being more compati-

ble with structured analysis and design concepts. It was used extensively throughout

Europe and Asia. COSMIC Full Function Points is a new international standard,

which is gaining popularity in Europe and Canada. In addition, there are other

FSM methodologies such as the Lorenz–Kidd Method, Object points, WebMO

[8], and Use Case Points [9]. We will examine a few of the function point counting

methodologies in this chapter, and a few more of the other functional sizing method-

ologies in the estimation chapter, since they are used for effort estimation.

FSMs are also called “proxy points.” With proxy points, you count “something

else,” that is, a proxy, as a measure of the “functional size” of a system. You

usually can count proxies early in the development process—some of them are

effective during the high-level specification phase. From the proxy points, you

extrapolate to estimate either LOC or effort. Most of the methodologies start with

a “size” based on the “proxy” measurements and adjust it based on “difficulty”

factors, such as complexity and environment.

From a user viewpoint, proxy points (including function points) are a better

measure of productivity than lines of code because they measure the external

rather than the internal behavior of the system. Increases in productivity as measured

by function points means that the user is getting more functionality for the effort

applied. Increases in productivity as measured by LOC means the user is getting

more code for the effort applied, whether or not it is useful code.

4.2.1 Function Points

4.2.1.1 Counting Function Points In the IFPUG Function Point Analysis,

. the system’s functionality is decomposed into components of inputs, outputs,

external interface files (maintained by another system), internal data files

(maintained by this system), and inquiries;
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. each component’s difficulty is rated as simple, average, or complex;

. a complexity rating is given to each component based on its type and difficulty,

as shown in Table 4.3;

. the unadjusted function points (UFPs) are counted by summing all of the

complexity ratings;

. a value adjustment factor (VAF) is calculated based on the complexity of the

overall system; and

. the adjusted function point (AFP) count is calculated by multiplying VAF by

the UFPs.

The complexity ratings represent the relative implementation effort. For

example, from the FPA viewpoint, an average interface to an external file is

harder to implement than an average inquiry; hence, the weighting for the

average interface is 7 versus 4 for the average inquiry. That is, the external interface

file requires 1.75 times more effort than the inquiry.

The specific IFPUG rules such as how to determine whether a component is

simple, average, or complex, and how to count graphical user interfaces (GUIs)

can be found on the IFPUG website. Unfortunately, the inherent number of rules

and details in the Function Point Analysis process can be daunting and may deter

some from using FPA. David Herron, a leading FP consultant, recommends a

getting-started strategy of rating everything as average complexity. You can then

evolve into a more precise FP counting method with experience.

EXERCISE: You have a small program with four simple inputs, one data file

(trivial), and two outputs, both of average complexity. How many unadjusted

function points would this be?

Answer:

Inputs¼ 4 �3¼ 12

Data File¼ 1 � 7¼ 7

Ouputs¼ 2 � 5¼ 10

Total UFPs¼ 12þ 7þ 10¼ 29

An additional adjustment is made based on the expected implementation diffi-

culty of the system. Using the IFPUG standards, you calculate the VAF based on

TABLE 4.3 Function Point Complexity Ratings

Component Simple Average Complex

Inputs (I) 3 4 6

Outputs (O) 4 5 7

Data Files (F) 7 10 15

Interfaces (N) 5 7 10

Inquiries (Q) 3 4 6
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14 General Systems Characteristics (GSCs), each of which is rated on a scale of 0 to

5, with 0 meaning no influence (or not present) and 5 meaning that characteristic has

an extensive influence throughout the project. The 14 GSCs are described in

Table 4.4. These characteristics are really “implementation difficulty” factors.

Tremendous transaction rates (GSC #5) are more difficult to support than low

ones. Automated backup and recovery (GSC #12) requires more implementation

effort than manual.

The formula for adjusted function points is AFPs ¼ UFPs � (0.65þ 0.01 � VAF).

The VAF adjusts the function point count based on the “implementation

difficulty” (i.e., the general system characteristics) of the system. Observe that

for an “average” system, with all average values of 2.5 for the 14 GSCs, the

VAF ¼ 14 � 2.5 ¼ 35, such that the AFP ¼ UFP � (0.65þ 0.35) ¼ UFP, that is,

the AFP equals 100% of the UFP. The VAF can adjust the function point count

by +35% (if all of the GSCs are five or all are zero).

EXERCISE: You have a small project that has 25 UFPs. You rate the GSCs of

your system as trivial in all categories except complex processing and data

TABLE 4.4 General System Characteristics [10]

General System Characteristic (GSC) Brief Description

1. Data Communications How many communication facilities are there to aid

in the transfer or exchange of information with the

application of the system?

2. Distributed Data/Processing How are distributed data and processing functions

handled?

3. Performance Objectives Are response time and throughput performance

critical?

4. Heavily Used Configuration How heavily used is the current hardware platform

where the application will be executed?

5. Transaction Rate Is the transaction rate high?

6. Online Data Entry What percentage of the information is entered

online?

7. End-User Efficiency Is the application designed for end-user efficiency?

8. Online Update How many data files are updated online?

9. Complex Processing Is the internal processing complex?

10. Reusability Is the application designed and developed to be

reusable?

11. Conversion/Installation Ease Are automated conversion and installation included

in the system?

12. Operational Ease How automated are operations such as backup,

startup, and recovery?

13. Multiple Site Use Is the application specifically designed, developed,

and supported for multiple sites with multiple

organizations?

14. Facilitate Change Is the application specifically designed, developed,

and supported to facilitate change and ease of

use by the user?

4.2 MEASURING FUNCTIONALITY 43



communications, which have a high influence. All trivial factors are scored as 1.

Complex processing and data communications both get scores of 5. How many

AFPs do you have?

Answer:

VAF ¼ 12 �1þ 2 �5 ¼ 22

AFPs ¼ UFPs � (0:65þ 0:01 �VAF) ¼ 25 � (0:65þ 0:22) ¼ 21:75

Software Productivity Research (SPR) has an alternative calculation for the VAF,

which “achieves results that are very close to the IFPUG method, but it goes

about it in quite a different manner” [11]. The SPR method uses only two

factors—problem complexity and code complexity—to adjust the function point

count. These are each rated on a scale of 1 to 5, as shown in Table 4.5. In this

method, the VAF ¼ 0.4þ 0.1 (Program Complexity ScoreþData Complexity

Score). Notice that if both factors are average, the VAF ¼ 1 and the adjustment

range is +40% in this method versus +35% in the IFPUG method. The

SPR method can be calculated manually but is automated in some of the SPR

estimation tools.

EXERCISE: Assume you have a program with a UFP count of 35. You determine

that the program has many difficult algorithms but simple data with few elements

and relationships. What is the AFP count using the SPR FP complexity adjustment

method?

Answer:

AFPs ¼ UFPs � (0:4þ 0:1 � (PCþ DC)) ¼ 35(0:4þ 0:1 � (5þ 1)) ¼ 35 �1 ¼ 35

TABLE 4.5 SPR Function Point Complexity Adjustment Factors [11]

Program Complexity Rating

1. All simple algorithms and simple calculations

2. Majority of simple algorithms and simple calculations

3. Algorithms and calculations of average complexity

4. Some difficult or complex algorithms or calculations

5. Many difficult algorithms and complex calculations

Data Complexity Rating

1. Simple data with few elements and relationships

2. Numerous variables and constant data items, but simple relationships

3. Average complexity with multiple files, fields, and data relationships

4. Complex file structures and complex data relationships

5. Very complex file structures and very complex data relationships
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4.2.1.2 Function Point Example Assume you work for a company that

currently makes home safety and security monitoring devices and controllers.

Now your company wants to sell home safety systems.

You need to design and build the software part of the system. The available

components are:

. Controller (with associated monitoring devices) for door and window alarms

. Controller (with associated monitoring devices) for motion detectors

. Controller (with associated monitoring devices) for panic buttons

. Controller (with associated monitoring devices) for fire detector

. Controller (with associated devices) for light activator and deactivator

. Controller/monitor for key device (to turn system on and off)

. Wireless dial-out device with controller

(a) Estimate the effort to build the system. Assume a productivity of 10 FPs per

staff month, with a standard deviation of +1 staff month.

(b) Now you are told that your company can only afford 75% of the estimated

staff months to build the system. What do you do now? Be specific.

Answers such as work 20% unpaid overtime will not get much

credit, although your boss may be impressed. Hint: Figure out multiple

ways to reduce the AFPs, showing the FP change and the impact on the

estimate.

Figure 4.2. Home security architecture.
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Solution for (a). You specify and design the system using block diagrams as

shown in Figure 4.2.3

The component count is:

Simple Input ¼ 5

Simple Output ¼ 2

Simple Internal Database ¼ 1

Medium Output (to Dial-out Controller) ¼ 1

UFPs ¼ 3 � 5þ 4 �2þ 1 � 7þ 1 � 5 ¼ 15þ 8þ 7þ 5 ¼ 35

The values for the GSCs are4:

Data Communications 3

Distributed Functions 2

Performance 3

Heavily Used Configuration 1

Transaction Rate 0

Online Data Entry 1

End-User Efficiency 1

Online Update 1

Complex Processing 1

Resuability 3

Installation Ease 5

Operational ease 5

Multiple Sites 5

Facilitation of Change 2

VAF 33

AFPs ¼ 35 � (0:65þ 0:33) ¼ 35 � 0:98 ¼ 34:3

The estimated number of staff months ¼ 34.3/10 ¼ 3.4. Since the standard devi-

ation is +1 staff month, 1 SD is 34.3/9 ¼ 3.81 and 43.3/11 ¼ 3.12. Therefore,

you expect the effort on this project to be between �3.1 and �3.8 staff months

�68% of the time.

Solution for (b).You need to reduce the expected staff months by at least 25%.

There are many ways to reduce the staff months by reducing the number of AFPs.

The first step is to look at the UFPs. How can these be reduced? One answer is to

reduce the functionality, but that might hurt the product. The next idea is to simplify

the design. You can change the interface to the monitoring devices to be one generic

monitoring input rather than 4 separate inputs. So now, instead of having 4 simple

3There are many possible designs. This is just one.
4The values for the GSCs are based on the assumption made about the system requirements and specifica-

tions. Other values are reasonable as well.
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inputs, which total 12 AFPs, there is 1 average input for a total of 4 AFPs. The design

change actually results in a better product, because it allows additional monitoring

devices (such as pressure monitors) to be added easily. You can also reduce the VAF

by changing some of the assumptions that you have made concerning the GSCs. For

example, you could choose to use a faster processor, which would allow you to

adjust the performance factor.

With only the design change, the AFPs are reduced from 34.3 to

27 � 0.98 ¼ 26.46, for a reduction of �7.8 AFPs, which results in a reduction of

�23%. Also, if we select a faster processor, so that the GSC for performance is

1 instead of 3, then the VAF becomes 0.31 which reduces the AFPs to

27 � 0.96 ¼ 25.92, which is a reduction of �8.4 AFPs or nearly 25%.

This example illustrates an important point and the value of proxy point analysis.

Budgets and staffing will always be inadequate. The question that must be answered

is how to reduce the required effort. There are hosts of factors that generate effort.

The best software engineers understand these factors and figure out how to simplify

the solution, which reduces the proxy points, rather than working more overtime or

cutting features.

4.2.1.3 Converting Function Points to Physical Size The primary

purpose of the gearing factors in Tables 4.1 and 4.2 is to convert function points

to lines of code, based on the implementation language.

EXERCISE: In Section 4.2.1.2, we ended up with a FP count of �26. How many

lines of code would you estimate if you were writing this system in Java? In

Ada? Which would you prefer to use if you knew both well? Use the QSM data

(Table 4.2) and the average SLOC/FP.

Answer: For Java, the average SLOC/FP is 60. For Ada, it is 154. There are 26

AFPs. Therefore, the estimated LOC is 1560 for Java and 4004 for Ada. Rounding,

it is 1.6 KLOC for Java and 4.04 KLOC for Ada. We would choose to use Java and

spend the extra time at the gym.

The only issue with converting FPs to LOC is which gearing factor to pick. You

could choose the average, the maximum, the minimum, the median, The David

Consulting Group (DSG) number, or the Jones number. We prefer the QSM or

DSG data because they are newer and have more data points. After that, hopefully

we would have some experience with past projects to guide us. If not, and unless we

had more insight into the ease of using the language for this specific system, then we

would start with the average, use a range to demonstrate the potential variance, and

factor it into our risk management plan.

4.2.1.4 Converting Function Points to Effort Once you count function

points, how do you use them to estimate effort? The primary method is to convert

the function points to KLOC and use the methods and tools discussed in later chap-

ters to estimate schedule and effort.
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Our second method, assuming you are using a procedural language, is to use the

Jones engineering rules5 for procedural languages [11]. He suggests using these

engineering rules in situations where you are looking for only rough estimates or

as a sanity check against other estimation methodologies. The essence of his data

for productivity in LOC versus project size is captured in Figure 4.3. This data

assumes 132 hours per month and includes all project efforts from requirements

through testing.

The productivity decreases logarithmically as the size of the program increases.

This decrease is due in large part to the increase in nonprogramming activity in

larger projects.

EXERCISE: Estimate the effort for the system in Section 4.2.1.2.

Answer: For 1.6 KLOC, we would estimate the productivity to be �2 KLOC per

month, based on Figure 4.3. Therefore, we would estimate the total effort to be

�1 staff month. For 4 KLOC, the productivity is 1.8 KLOC per month, so we

would estimate it to be 4/1.8 or �2.2 staff months.

4.2.1.5 Other Function Point Engineering Rules Jones also has other

engineering rules for function points. Some of the more interesting ones are:

. Schedule ¼ FP0.4, where schedule is in calendar months.

. Staff ¼ FP/150, where staff includes developers, testers, quality assurance

personnel, technical writers, project managers, and database administrators.

. Effort ¼ Staff � Schedule.

For the schedule equation, the power factor ranges from�0.32 to�0.45 with 0.32

for the smaller, simpler projects, and 0.45 for the larger, complex military projects.

Figure 4.3. Productivity engineering rule in LOC.

5We use the terminology of “engineering rules” throughout this text. It is similar in meaning to “rules of

thumb” without the potential negative connotations.
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The schedule covers the period from requirements through delivery. In his text, Jones

remarks that the schedule engineering rule has been one of the most useful ones to

come out of the FP data. He also urges readers to collect their own historical data

and tune these rules to their own environment, which we thoroughly endorse.

EXERCISE: Estimate the effort for a system with 25.93 FPs, using the Jones engin-

eering rules for function points.

Answer: First, we would round the number of function points to 26. The precision of

this methodology certainly is worse than 0.1 FP. To estimate schedule, you need to

decide on the power factor: 0.4 is the average for 1000 FP projects. We know that

smaller projects have greater efficiencies, so we would use the smallest power

factor, which is 0.32. Therefore,

Schedule ¼ 260:32 ¼ 2:84 calendar months

Staff ¼ 26=150 ¼ 0:173 (!!!)

Effort ¼ 0:173 �2:84 ¼ 0:5 staff month

Hmm. . . The schedule seems to be a reasonable number, but the staffing is basically 1/
5 of a person. This does not seem reasonable, or at least it does not match up that well

with the LOC engineering rules.

Actually, this is an excellent example of using the engineering rules and esti-

mation methodologies. The FP engineering rules result is 50% less than the Java

estimate and �75% less than the Ada estimate.6 Our experience is that the staffing

rule does not hold up well for very small projects, although the schedule rule might.

The accuracies may seem low, but the point in estimation, especially using engin-

eering rules, is to get in the right ballpark, not in the third row of the upper deck.

These rules give a starting point and a sanity check and are extremely useful

when you understand both their strengths and limitations.

4.2.1.6 Function Point Pros and Cons Function points have been a tremen-

dous addition to software estimation and countingmethodologies. Function points are:

. technology independent,

. effective early (requirements phase) in the software life cycle,

. well-documented and specified,

. supported by standards and an international users group,

. backed by substantial data that supports the methodology,

. reasonably reliable and accurate,

6Note that the language chosen can have a huge impact on the FP productivity, which is not taken into

account in the FP engineering rules. Consequently, since the range of gearing factors is large, it is reason-

able to expect the FP engineering rules for effort to be even more imprecise.
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. useful in negotiations with users and management, and

. insightful for understanding the sources of effort.

However, function points do have their issues, which include:

. They are semantically difficult. Many of the terms and factors are from the

1970s and 1980s and are difficult to understand in the context of today’s

systems. In this chapter, we have actually simplified the components for ease

in understanding [12].

. They include many steps.

. Significant effort is required to become a certified function point counter.

. There are no tools that automatically count function points.

. There can be significant subjectivity in adjustment factors.

Nevertheless, function points are an important size metric and are still used suc-

cessfully today. Albrecht’s function point concepts are the foundation for all of the

other FSMs.

4.2.2 Feature Points

Function points were originally designed for use with management information

systems (MISs). The perception was that FPs were not optimal for heavily algorith-

mic systems, such as military, communications, and systems software. Feature

points were developed by SPR [13] as an extension to function points to give

additional weight to algorithmic complexity. SPR also reduced the relative

weight of the average interface from 10 to 7. You can use the information in

Table 4.6 to calculate the number of feature points. You use the VAF to convert

UFPs to AFPs.

EXERCISE: You have a program that converts N, the number of days past A.D. 0,

into the calendar date D. For example, if N ¼ 10, then D would be January 10, 0001.

How many total unadjusted feature points are there?

TABLE 4.6 Feature Point Component Weights

Component Empirical Weight

Algorithms 3

Inputs 4

Outputs 5

Inquiries 4

Data Files 7

Interfaces 7
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Answer:

Algorithms ¼ 1

Inputs ¼ 1

Outputs ¼ 1

Inquiries ¼ 0

Data files ¼ 0

Interface Files ¼ 0

Therefore, UFPs ¼ 3þ 4þ 5 ¼ 12

Feature points never reached widespread acceptance. They are interesting in that

they show an evolution of FPs to better match another problem domain space.

4.3 SUMMARY

Size is one of the fundamental measures of software. We use it to normalize effort,

quality, and cost. Although lines of code may have a poor reputation as a measure of

size, since it does not indicate the complexity, functionality, or technology, it is a fun-

damental and useful metric, just as square feet is a fundamental and useful metric for

buildings. It is important to have specific counting rules for lines of code—what

should be included and what should not—so that you are consistent across projects

and so that you understand how your counting compares with other projects.

We also need to measure the functionality, not just physical length, of software.

Customers care about features and functionality, not how many lines of code it took

to write it. Function Point Analysis was the first significant functional size measure-

ment (FSM) and, although not perfect, a huge step forward for software estimation.

It is the foundation for later FSM metrics.

The important concept of language gearing factors comes from function points.

Gearing factors indicate the comparative number, on average, of statements required

within a language to implement a function point. They allow us to both predict the

number of lines of code required from a function point count and compare projects

normalized by functionality rather than lines of code.

For both function points and lines of code, there are many engineering rules and

algorithms to predict effort and schedule. These rules are extremely useful,

especially for quick, rough estimates.

PROBLEMS

4.1 You have a system that has 3 inputs, 1 output, and 1 database file. All are of

average complexity. The Technical Complexity Factors are all 2. You are

writing this in Java, using The David Consulting Group’s gearing factors.

(a) How many UFPs are there?
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(b) What is the AFP count?

(c) What is the expected LOC?

4.2 You are the development manager and your team comes up with an estimate of

6 people for 9 months (e.g., 54 staff months). You know that the job needs to be

done in 36 months, and you cannot add more people. (You also think that

more people may actually slow you down anyway.) You find out that your

team estimated by taking FPs and converting them into LOC, and then

using Jones’ productivity guideline.

(a) How many lines of code did they initially estimate?

(b) You know they intend to write the project in Java. How many function

points did they calculate?

(c) You know you can reduce the functionality to cut the schedule, by

working with the customer. How many function points do you need to

reduce to have the estimate be 6 months instead of 9?

4.3 If you could program a system in Java or C equally well, which language

would you expect would lead to less effort? Why?

PROJECT

The Theater Tickets Project is used throughout this book. The first step is to create a

high-level design. In later chapters, you will continue to use it.

4.1 Theater Tickets Reservation System. This system reserves and allows you to

purchase theater tickets. It has a database for tickets, a system administration

interface, a user interface, and an interface to an online credit card validation

system. The credit card validation system is a different system, which you do

not need to build.

(a) Create a high-level design for this system (preferably, a block

diagram).

(b) Without using any of the estimation tools you have learned so far, guess at

the LOC and the number of staff months of effort it would take to build the

system. Java is the programming language.

(c) Now count the number of function points.

(d) How many LOC do you estimate?

(e) Using Jones’ table, what is the estimated effort?

(f) Compare your estimates. How do they differ?

(g) Now your boss listens nicely to your estimate and tells you it is 20% too

large. How do you cut the effort by 20%? Hint: Change your design/plan
so that there really is 20% less effort rather than by working overtime or

just saying a component is simpler.
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5
Measuring Complexity

Simplicity is an acquired taste. Mankind, left free, instinctively complicates life.

—Katharine Fullerton Gerould (1879–1944)

Technical skill is mastery of complexity while creativity is mastery of simplicity.

—Catastrophe Theory, 1977

Be as simple as possible, but no simpler.

—Albert Einstein

Unnecessary complexity is the Typhoid Mary1 of software development. With it

come unwanted and occasionally fatal guests—additional defects and lower

productivity.

The objective of complexity metrics is to identify those factors that cause these

“unwanted guests” to appear. There is inherent complexity in any system or any

module, based on the problem (e.g., weather prediction or interrupt handling) it

needs to solve.Whatever the problem being solved, wewant to minimize the complex-

ity of the solution. That is, we want to implement the solution as simply as possible.

By measuring the complexity of the software itself, we seek to predict and

understand what causes increased defects and lower productivity. The hypothesis

is that the more complex the code, the more difficult it is to understand and, there-

fore, the more difficult to debug and maintain, which in turn implies more defects

and lower productivity. Consequently, we want complexity metrics that have the

capability of predicting defect proneness and productivity, which means that these

metrics actually become the operational definition of complexity. We can use these

metrics to identify designs and code that should be considered for simplification

and, if not simplification, additional testing.

1A Typhoid Mary is a carrier of disease or misfortune who spreads it to those nearby.

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
Copyright # 2006 John Wiley & Sons, Inc.
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We look at three different aspects of complexity—structural, conceptual, and

computational.

5.1 STRUCTURAL COMPLEXITY

Structural complexity looks at the design and structure of the software itself.

Simplicity in design brings in the concepts of modularity, loose coupling, and

tight cohesion.2 Simplicity in structure brings in the concepts of simple control

flows and simple interfaces. The structural complexity metrics are operational defi-

nitions of these concepts.

There are many structural complexity metrics that have been defined, tried, and

evolved. We have selected the following metrics to consider, as they contain most of

the important structural complexity metric concepts.

Size: Typically measures LOC or function points.

Cyclomatic Complexity: Measures the control flow within a module.

Halstead’s Complexity: Measures the number of “operators” and “operands” in

the code.

Information Flow: Measures the flow of data into and out of modules.

System Complexity: Measures the complexity of the entire system in terms of

maintainability and/or overall design.

Object-Oriented Structural Metrics: Measures the different structure of object-

oriented programs (versus functionally designed programs).

5.1.1 Size as a Complexity Measure

5.1.1.1 System Size and Complexity Given that complexity is most basi-

cally defined as the quality of “interconnectedness” of parts, the simplest and

most obvious metric for structural complexity is size. Size can be thought of as

the sheer number of basic “parts,” be it LOC or function points, that work together

to accomplish a task. When function points are used as the measure of size, they are

usually converted into LOC by the language gearing factors. KLOC is the primary

factor in most effort estimation models.

The common wisdom is that defect density increases as a system increases in

size. Empirical studies have shown that this belief is not true. The data and this

relationship are examined in detail in Chapter 7. As a system increases in size,

the relationship between defect and size is relatively linear. This is a key concept,

2If you are unfamiliar with the concepts of coupling and cohesion, you may wish to refer to a software

engineering design text. Simply stated, coupling refers to the strength of the connections between the soft-

ware modules that comprise a particular system. The more interdependent the modules are (i.e., the tighter

the coupling), the more difficult the system is to understand and the more likely it is that changes to one

module will impact the other modules. Good design has loose coupling. Cohesion refers to how strongly

the elements within each module are related to each other. Good design has tight cohesion.
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so we will repeat it. As a system increases in size, the relationship between defect

and size is relatively linear. In other words, we expect the defect density to be rela-

tively constant as a system increases in size.

At first glance, system size may appear overly simplistic as a complexity metric,

but consider the data. LOC has remained over the years the primary factor in predict-

ing effort. LOC is also a primary factor in predicting defects in many accepted

models. Typically, other factors are modifiers and adjustments rather than the

primary factor.

5.1.1.2 Module Size and Complexity What is the “best size” for a module?

Is there a best size?

We believe the answer is yes—there is a sweet spot, although it will vary based

on the skill of the individual programmer. In this sweet spot, the defect density (e.g.,

the number of defects per LOC) is the lowest. It is typically between 200 and 750

LOC per module. There is some controversy on this point, however. We agree

with the analysis and findings of a curvilinear relationship rather than the alternative

and earlier view of a random relationship (see Figure 5.1).

A key issue is the difficulty in cleanly isolating the independent variables.

Malaiya and Denton [2] do a fine job in analyzing the published data (including

earlier data that implied a random distribution conclusion) and proposing an algo-

rithmic model. Although the curvilinear relationship is surprising to most, we

agree with the analysis and the reasoning behind it.

Hatton [3] and Malaiya and Denton [2] analyzed published defect density versus

module size and concluded that for very small modules, as the module size

increases, the defect density decreases linearly, until it hits a point somewhere

between 200 and 400 LOC, at which point, it flattens out and then starts to increase

linearly. This is quite a surprising finding. Another important conclusion is that the

language is not a large factor. The fault density behavior is consistent across

languages.

Malaiya and Denton constructed a composite defect density model to explain the

defect density data. They postulated, in this context, that there are two types of

Figure 5.1. Two views of module size versus defect density [1].
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faults—module-related faults and instruction-related faults. That is, the number of

defects is based on the number of modules and the number of lines of code. For

each module, there are faults caused by having a module rather than by having

the code be integrated into another module, for example, interface defects, initializa-

tion defects, and handling of global data. Therefore, for module-related faults, if a

module is of size s, its expected defect density Dm (in defects/LOC) is given by

Dm(s) ¼ a=s

where s must be greater than zero and a is an empirically derived constant. In terms

of defect density, this factor decreases as module size grows.

The instruction-related defects are a function of number of lines of code written,

with two components. The first component, called b, is that there is a certain prob-

ability that any line of code has a bug in it. The second component is that each line of

code within a module has a probability of incorrectly interacting with another line of

code within that module. Therefore, for instruction-related faults, the defect density

Di(s) is given by

Di(s) ¼ bþ c � s

where c is the empirically derived interaction factor. Therefore, the total defect

density, D(s), is

D(s) ¼ a=sþ bþ c � s

The optimum module size, Smin, for minimal defect density, which can be calculated

by taking the derivative and setting it equal to 0, is

Smin ¼
ffiffiffiffiffiffiffi

a=c
p

Smin is based on the skill and expertise of the programmer and typically ranges from

200 to 400 LOC, independent of language. Hatton postulates that this number is

based on the amount of code programmers can hold in their short-term memory

at once. The more swapping that occurs, in and out of the human short-term

memory, the more mistakes. This certainly seems intuitively reasonable.

We recommend that you issue guidelines for module size, either by starting with

a recommendation such as such as 200–750 LOC for module size, or by solving for

a, b, and c from your own project data.3 We highly recommend that you gather your

own data, analyze it, and draw your own conclusions. If you find a relationship, as

we hope you will, use it to improve your guideline and quality. Then publish the

results (in either case) to share with the rest of the software engineering community.

3The simplest way to algorithmically solve for a, b, and c is to initially ignore c and look at the smaller

modules, such as less than 750 LOC. Once you have a and b, then solve for c using the larger modules.
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5.1.2 Cyclomatic Complexity

The most famous complexity metric—and arguably the most popular—is McCabe’s

cyclomatic complexity (CC), which is a measure of the number of control flows

within a module. The underlying theory is that the greater the number of paths

through a module, the higher the complexity. McCabe’s metric was originally

designed to indicate a module’s testability and understandability. It is based on clas-

sical graph theory, in which you calculate the cyclomatic number of a graph,

denoted by V(g), by counting the number of linearly independent paths within a

program, which allows you to also determine the minimum number of unique

tests that must be run to execute every executable statement. A module is defined

as a set of executable code that has one entrance and one exit. The cyclomatic

number can be calculated in two ways (which give the same result), either by count-

ing the nodes and edges of the graph or by counting the number of binary decision

points. That is:

V(g) ¼ e – nþ 2, where g is the control graph of the module, e is the number of

edges, and n is the number of nodes.

V(g) ¼ bdþ 1, where bd is the number of binary decisions in the control graph. If

there is a n-way decision, it is counted as n2 1 binary decisions.

We expect modules with higher CC to be more difficult to test and maintain, due

to their higher complexity, and modules with lower CC to be easier.

Let us look at some examples. We will start with the three flow graphs in

Figure 5.2 and then try some code. In these examples, the nodes are the vertices

and the edges are the bodies of the arrows.

First, what does your intuition say about the complexity of A, B, and C? Ours

says that A is the least complex, then B, then C. Now let us compute CC by counting

Figure 5.2. Flow graphs.
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the nodes and edges:

V(A) ¼ 5� 5þ 2 ¼ 2

V(B) ¼ 6� 5þ 2 ¼ 3

V(C) ¼ 6� 5þ 2 ¼ 3

So by the McCabe complexity metric, A is less complex, and B and C have the same

complexity. This example demonstrates that loops are not weighed higher than any

other branch, which is counter to our intuition of complexity. Now let us compute

V(g) using the number of binary decisions instead:

V(A) ¼ 1þ 1 ¼ 2

V(B) ¼ 2þ 1 ¼ 3

V(C) ¼ 2þ 1 ¼ 3

These are equivalent, which is as it should be.

EXERCISE: Recall the code strncat, which concatenates two strings together.

/ * The strncat() function appends up to count characters
from string src to string dest, and then appends a
terminating null character. If copying takes place
between objects that overlap, the behavior is undefined.
* /

char *strncat(char *dest, const char *src, size_t count)
{

char *temp¼dest;
if (count) {

while (*dest)
destþþ;

while ((*destþþ¼*src++)) {
if (��count¼ ¼0) {

*dest¼‘\0’;
break;
}

}
} return temp;

}

What is the V(g) of this code?

Answer: The easiest way to calculate it is to count the number of binary decisions,

which is four, one for each “if” statement and one for each “while” statement.

Therefore,

V(strncat) ¼ 4þ 1 ¼ 5

5.1 STRUCTURAL COMPLEXITY 59



EXERCISE: What is the CC for the flow graph in Figure 5.3?

Answer: First, count the number of nodes and edges: V(g)¼ 102 9þ 2 ¼ 3.

Double check by counting the number of binary decisions: V(g) ¼ 2þ 1 ¼ 3.

Certain language constructs such as case statements and Boolean operators (and,

or, xor, eqv, andalso, orelse) within a conditional statement can legitimately be

counted in different ways. For example, case statements can be counted as one or

as the number of cases minus one. Variations of CC have been defined, which

count these in specific ways. Since all tend to be highly correlated with each

other, we recommend using the rules that you believe are the more accurate

model of complexity (and are easiest to count for you).

The objective, of course, for any metric is to give additional insight and under-

standing. What do we do with CC numbers? High CC numbers imply a high com-

plexity and difficulty in maintaining and testing. NASA’s in-house tests show that 20

is a threshold for error proneness [4]. Other published engineering rules [5, 6] for the

cyclomatic complexity for a module are shown in Table 5.1.

Remember that the cyclomatic complexity represents the minimum number of

tests required to execute every path in the code. CC . 20 is definitely cause for

concern, and CC . 50 is cause for alarm.

Figure 5.3. Example flow graph.

TABLE 5.1 Cyclomatic Complexity Recommendations

CC Type of Procedure Risk

1 to 4 A simple procedure Low

5 to 10 A well-structured and stable procedure Low

11 to 20 A more complex procedure Moderate

21 to 50 A complex procedure, worrisome High

.50 An error-prone, extremely troublesome,

untestable procedure

Very high

60 MEASURING COMPLEXITY



Cyclomatic complexity to us seems to bemore of a problemwhenmaintaining and

testing code, rather than when originally writing it. As the cyclomatic complexity

increases, the difficulty of fixing the code increases. One view [5] of the probability

of inserting a defect while trying to fix another defect, based on the CC, is:

CC Bad Fix Probability

1 to 10 5%

20 to 30 20%

.50 40%

Approaching 100 60%

There have been many studies that have looked at the relationship between cyclo-

matic complexity and defect rates. The results are mixed [7]. Many believe that

using LOC is just as good and simpler than using CC. In student experiments that

we ran, the correlation between LOC and CC was extremely strong.

Our view is that cyclomatic complexity is useful to:

. Identify overly complex parts of code needing detailed design inspections

. Identify noncomplex parts not in need of inspections

. Estimate maintenance effort, identify troublesome code, and estimate testing

effort

One interesting extension to cyclomatic complexity is cyclomatic complexity

density (CCD). CCD is the CC divided by LOC. Gill and Kemerer [8] conducted

a small study that indicated that this is “shown to be a statistically significant

single-value predictor of maintenance productivity.” That is, a lower CCD predicts

a higher maintenance productivity.

Another extension is the essential cyclomatic complexity (ECC) metric [9]. It is a

measure of the “unstructuredness” of code, such as gotos in the middle of while

loops. That is, it is the cyclomatic complexity of a piece of code after you

remove all of the structured constructs (if, case, while, repeat, sequence). Let us

now relook first at Figure 5.2. Graphs A and B only have structured constructs

that can be reduced to a single node, with an ECC of 1. But what about graph C?

How can you reduce it? The loop plays a role—and graph C reduces to the graph

on the right in Figure 5.4, with an ECC of 2þ 1 ¼ 3.

EXERCISE: What is the ECC of Figure 5.3?

Answer: This graph is composed completely of structured constructs and can be

reduced to a single node, which has an ECC of 1.

EXERCISE: What is the ECC if we have the control flow shown in Figure 5.5?

Answer: To calculate the ECC, we need to remove all of the structured constructs.

This reduces our flow graph to Figure 5.6, which has a complexity of 4 (3 binary

decisionsþ 1).
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The ECC of programs that contain only structured programming constructs

is 1. ECC is a measure of a program’s unstructuredness.

There are tools available (many as freeware) that calculate the complexity

metrics for a wide range of languages and are easy to use. We recommend trying

them to see if they are useful in your organization. Our experience, on large projects,

Figure 5.4. Essential cyclomatic complexity reduction.

Figure 5.5. ECC exercise flow graph.

Figure 5.6. ECC reduced flow graph.
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is that they do indeed indicate modules in need of additional testing attention and

potential candidates for simplification.

5.1.3 Halstead’s Metrics

In 1977, Halstead introduced complexity metrics based on the number of operators

and operands in a program (think of the analogy to verbs and nouns in a document).

He developed equations for difficulty, effort, and volume, which he called “software

science.” Halstead considered programs to be constructed of tokens, which could be

either operands or operators. Operands were tokens with a value, such as variables

and constants. Operators were everything else, including commas, parentheses, and

arithmetic operators.

Halstead’s metrics are defined as:

Length: N¼N1þ N2

Vocabulary: n¼ n1þ n2
Volume: V¼N(log2 (n))

Difficulty: D¼ (n1/2) � (N2/n2)
Effort: E¼D �V

where

n1 ¼ number of distinct operators

n2 ¼ number of distinct operands

N1 ¼ total number of operators

N2 ¼ total number of operands

The determination of the number of operators is neither completely clear nor unam-

biguous. One working definition is that operands are variables, constants, and

strings, and operators are everything else. Operators that are paired (such as while

do or f g) only count as one. Again, it is typically more important to decide how

you will count and to be consistent, rather than worrying about the details of the

specific rules.

EXERCISE: Calculate V, D, and E for strncat (repeated here for convenience).

/* The strncat() function appends up to count characters
from string src to string dest, and then appends a
terminating null. If copying takes place between objects
that overlap, the behavior is undefined. */

char *strncat(char *dest, const char *src, size_t count)
{

char *temp¼dest;
if (count) {
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while (*dest)
destþþ;

while ((*destþþ¼*srcþþ)) {
if (��count ¼ ¼ 0) {

*dest¼‘\0’;
break;
}

}
} return temp;

}

Answer:

n1: fg; þþ if while break¼55 – � return, therefore n1¼ 11

n2: temp count dest src 0 ‘\0’, therefore n2¼ 6

Operand Number

f g 4

; 5

þþ 3

if 2

while 2

break 1

¼ 3

¼¼ 1
� 3

return 1

– 1

Total 26

N1¼ 26

N2¼ 10

Length: N¼ 10þ 26¼ 36

Vocabulary: n¼ 11þ 16 ¼17

Volume: V¼ 36 (log2 (17))¼ 147

Difficulty: D¼ (11/2) � (10/6)¼ 9.2

Effort: E¼D �V¼ 1348

Halstead’s metrics were extremely useful in opening the discussion on code

structure metrics. In usage, they tend not to be practical. Since they are calculated

after the code is written, they have no predictive power for development

effort. They are in use as a predictor of maintenance effort. In general, though,

they have not been shown to be a better predictor than lines of code, which is

simpler.
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5.1.4 Information Flow Metrics

Information flow metrics measure the information flow into and out of

modules. The underlying theory is that a high amount of information flow

indicates a lack of cohesion in the design, which causes higher complexity.

They were originally proposed by Henry and Kafura in 1981 [10] and have

evolved into the IEEE Standard 982.2. Information flow metrics use some com-

bination of fanin (the number of local flows into a module), fanout (the number

of local flows out of a module), and length to compute a complexity number for a

procedure. Fanin, fanout, and length are defined in a number of ways by different

variations of the metric.

Henry and Kafura defined the Information Flow Complexity (IFC) of a module to

be IFC ¼ (fanin � fanout)2 where fanin is the number of local flows into a module

plus the number of data structures that are used as input. Fanout is the number of

local flows out of a module plus the number of data structures that are used as

output. Length is length of a procedure in LOC.

The IEEE 982.2 definitions, which are a little more specific, are:

. IFC ¼ (fanin � fanout)2

. Weighted IFC ¼ length � (fanin � fanout)2

. Fanin ¼ local flows into a procedureþ number of data structures from which

the procedure retrieves data

. Fanout ¼ local flows from a procedureþ number of data structures that the

procedure updates

. Length ¼ number of source statements in a procedure (excluding comments in

a procedure)

. A local flow between procedures A and B exists if:

A calls B

B calls A and A returns a value to B that is used by B

Both A and B are called by another module (procedure) that passes a value

from A to B

High information complexity of a procedure may indicate:

. More than one function (lack of cohesion)

. A potential choke point for the system (too much information traffic)

. Excessive functional complexity (lack of cohesion)

. A good candidate for redesign/simplification or extensive testing

EXERCISE: What would be the IFC of the module in Figure 5.7? Assume module

length is 100 LLOC.
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Answer:

Fanin ¼ 3þ 1 ¼ 4

Fanout ¼ 3þ 1 ¼ 4

IFC ¼ (4 � 4)2 ¼ 256

Weighted IFC ¼ 100 � 256 ¼ 25,600

EXERCISE: What would be the IFC of the strncat function, repeated here for

convenience?

/* strncat() appends up to count characters from string
src to string dest, and then appends a terminating null
character. If copying takes place between objects that
overlap, the behavior is undefined. */

char *strncat(char *dest, const char *src, size_t count)
{

char *temp¼dest;
if (count) {

while (*dest)
destþþ;

while ((*destþþ¼*src++)) {
if (��count¼ ¼0) {

*dest¼‘\0’;
break;
}

}
} return temp;

}

Answer:

Number of flows in¼ ???

Number of data structures read ¼ 3

Number of flows out ¼ 0

Number of data structures written ¼ 1

Figure 5.7. Information flow exercise.
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Ignoring the issues of counting flows in,

IFC ¼ (3 �1)2 ¼ 9

Weighted IFC ¼ 10 �25 ¼ 90

This exercise points out one of the problems with flowin. For procedures such as

library functions, flowin needs to be redefined.

There have been various studies (e.g., [11]) that examined the usefulness of the

information flow metrics in their ability to predict fault-prone modules and modules

that are considered “complex.” It was discovered that fanin was not well correlated

with either fault proneness or a subjective “expert opinion” of the complexity of a

procedure. Fanout seems to be a much better indicator.

From a theoretical standpoint as well, fanin seems to be a poor choice for infor-

mation flow complexity, since routines that are called frequently may just be evi-

dence of good design technique and reusability. We recommend evolving the

metric to have fanin equal the number of data structures read, and ignoring the

number of calls. Various metrics packages calculate the information flow complex-

ity with a variety of formulas.

EXERCISE: Using the evolved IFC definition (do not count the number of calls),

what would be the IFC for the two exercises above?

Answer: For Figure 5.7, fanin ¼ 1, fanout ¼ 4, therefore IFC ¼ (1 � 4)2 ¼ 16.

For the code, fanin ¼ 3, fanout ¼ 1, therefore IFC ¼ (3 � 1)2 ¼ 9.

5.1.5 System Complexity

5.1.5.1 Maintainability Index We want complexity metrics to indicate

modules and software that are difficult to maintain as well as to develop initially.

In the 1990s, considerable progress was made on a maintainability index, which

is a composite metric based on lines of code, Halstead’s metrics, and cyclomatic

complexity [6]. The work was done jointly by industry and academics (including

HP and the University of Idaho) and was successfully used on both large-scale

military and industrial systems for over ten years [12]. The intent was to define

a metric which an individual programmer could use while maintaining code to

determine if he/she was improving or diminishing the maintainability.

The maintainability index (MI) of a system is defined as [6]

MI ¼ 171� 5:2 ln(aV)� 0:23aV(g0)� 16:2 ln(aLOC)

þ 50 sin½(2:4 � perCM)1=2)�
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where

aV ¼ average Halstead volume V per module

aV(g0) ¼ average extended cyclomatic complexity4 per module

aLOC ¼ average count of lines of code (LOC) per module

perCM ¼ average percent of lines of comments per module (optional)

The coefficients were empirically derived from actual usage data.

Here are some engineering rules for the MI [13]:

Maintainability MI

Score

Highly maintainable .85

Moderately maintainable .65

and

�85

Difficult to maintain �65

EXERCISE: MI is for a system, and we cannot reproduce one here. Consequently,

we will apply it to strncat, just to see how it works. Instead of using the average, we

will use the one value.

Answer:

aV ¼ 147

aV(g0) ¼ 4

aLOC ¼ 17 (depending on the rules you use)

perCM ¼ 3=17 ¼ 0:18

MI ¼ 171� 5:2 ln(147)� 0:23 � 4� 16:2 ln(17)þ 50 sin½(2:4 � 0:18)1=2�

¼ 128

So based on this metric, strncat appears to be extremely maintainable.

Once you do the exercise, you can begin to see how the metric works. You start

off with a score of 171. The only positive factor that you can have is from the perCM

component, which has a ceiling of þ50 (if and only if there are 100% comments,

e.g., perCM ¼ 100). All of the other factors impact the MI negatively; that is, the

4The extended cyclomatic complexity takes into account the added complexity resulting from compound

conditional expressions. A compound conditional expression is defined as an expression composed of

multiple conditions separated by a logical OR or AND condition. If an OR or AND condition is used

within a control construct, the level of complexity is increased by one.
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higher the volume, essential complexity, or LOC, the lower the score. For a system

(rather than a module as in our exercise) MI uses the average per module; conse-

quently, for a system (or library) made up of routines similar in style and size to

strncat, you should expect a similar MI. More detail on the construction of this

metric can be found in Oman and Hagemeister [14].

Studies have shown that the MI seems to be consistent with experts in assessing

which modules and systems are more or less maintainable and can give potential

targets for redesign. It is also useful in that tools exist (or can be written for a

given environment) that automatically calculate the MI so that when programmers

change code, they can readily see (based on themetric) the impact onmaintainability.

5.1.5.2 The Agresti–Card–Glass System Complexity Metric The

Agresti–Card–Glass metric is a design metric based on the structured design mod-

ularity principles of coupling and cohesion. The intent is to examine high-leverage

design and architectural decisions and use those as a measure of the “goodness” of a

top–down design. It uses both the intramodule complexity and the intermodule

complexity to arrive at a system complexity metric [16, 17].

The initial equation is

Ct ¼ St þ Dt

where

Ct ¼ total system complexity

St ¼ total structural (intermodule) complexity

Dt ¼ total data model (intramodule) complexity

St is based on the Henry–Kafura metric, without the fanin component. That is,

St ¼ S( f (i))2

where

f (i) ¼ fanout of module i (internal data store writes are not counted).

Dt is based on the concept that the internal complexity of a module increases as

the number of internal variables increases (similar to some of Halstead’s concepts)

and decreases as the functionality is deferred to other lower level modules, which is

measured by the fanout of that module. So for each module, the internal complexity

is defined to be the number of internal variables divided by the fanout of the module.

Dt is the mean of all the internal complexity measures for all of the modules. That is,

for each module i,

D(i) ¼
V(i)

f (i)þ 1
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and

Dt ¼
XD(i)

n

The relative system complexity, RSC, is a normalization of the system complexity

based on the number of modules. It is the average complexity per module. That is,

RSC ¼ St=nþ Dt=n:

where n is the number of modules in the system and n0 is the number of new

modules. New modules (n0) are used with the data complexity in recognition of

the stability of reused modules.

RSC allows you to compare the complexity of systems, regardless of the overall

size.

EXERCISE: We have a small system with a call graph as shown in Figure 5.8.

Assume that each vertex is a module. All modules are new (i.e., n ¼ n0) Also

assume that the number of I/O variables per module is 1 for module 1, 2 for

module 2, . . . , and 5 for module 5. Calculate the Agresti–Card–Glass metrics.

Answer: Since

V(exercise) ¼ k1, 2, 3, 4, 5l5

Figure 5.8. Flow graph for Agresti–Card–Glass exercise.

5The notation V(G) ¼ ka, b, clmeans given programG, with modules 1, 2, and 3, then V(1) ¼ a, V(2) ¼ b,

and V(3) ¼ c.
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and

f (exercise) ¼ k1, 2, 1, 2, 0l

then

D(exercise) ¼ k0:5, 0:67, 1:5, 1:33, 5l

Therefore,

Dt ¼ 9

and since

f (example)2 ¼ k1, 4, 1, 4, 0l

then

St ¼ 10

Therefore, RSC ¼ 10/5þ 9/5 ¼ 3.8.

So what do these numbers mean? What are good values versus bad values? And

what do you do about them?

There are limited published results of using these metrics to predict defect den-

sities, and the data is old. That which exists suggests that RSC is a good predictor of

defect rates. The reference value RSC � 26 is good, while RSC . 26 is an overly

complex system [16]. If you choose to use this metric, you should establish your

own engineering rules for the individual measurements, tuned to your environment.

You can also use these metrics as operational definitions of design “goodness”

and work to reduce both the data and system complexity metrics (such as less

fanout and fewer I/O variables) that will improve the module cohesion and

reduce the coupling between modules.

The Agresti–Card–Glass metric was designed for large systems using top–down

design methodologies and reinforces top–down design techniques. It was success-

fully used in large projects at companies such as HP and Motorola. Although cum-

bersome to calculate manually, it can be calculated using tools and is a good

example of a design metric that encourage good design techniques.

5.1.6 Object-Oriented Design Metrics

Structural metrics for object-oriented design (OOD) need to be somewhat different

from those used for functional or data-driven design because the programs are

structured differently. OOD programs are structured around objects, which encapsu-

late the state, the characteristics, and the possible set of actions for that object.

Functional designs are structured around procedures and modules, and the decompo-

sition of those into smaller and smaller procedures and modules. Although we want

to measure the structural complexity for both types of code, the operational

definition of structural complexity differs. For example, we have found that
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LOC is a measure of size for procedural code, but, intuitively, it does not make as

much sense for OO code. Similarly, fanout may not make much sense either.

Instead, we need metrics that indicate the complexity of the OOD and implemen-

tation. We would like them to measure classes, modularity, encapsulation,

inheritance, and abstraction.

The Chidamber and Kemerer (CK) metrics suite [18] is a popular set of OOD

metrics that is similar to many other proposed OOD metrics. It consists of six

metrics that measure class size and complexity, use of inheritance, coupling

between classes, cohesion of a class, and collaboration between classes. These

metrics are:

. WMC—Weighted Methods per Class: This metric focuses on the number and

complexity of methods within a class. The complexity typically defaults to one,

in which case this is the number of methods per class. Alternatively, the com-

plexity may be computed by a variety of methods, such as McCabe’s CC or

LOC. Operationally, it equals the sum of the complexity for all methods

within a class. This metric has been shown to be an indicator of the amount

of effort required to implement and test a class. High values suggest that the

class is too large and should be split [19].

. DIT—Depth of Inheritance Tree: This metric measures how many inheritance

layers make up a given class hierarchy. Large values imply more design com-

plexity, but also more reuse.

. NOC—Number of Children: This is a measure of the number of immediate

successors of the class. Again, large values imply that the abstraction of the

parent class has been diluted, the increased need for testing and, more reuse.

Redesign should be considered.

. CBO—Coupling Between Object Classes: This is a measure of how many other

classes rely on the class and vice versa. It is a count of the classes to which this

class is coupled. Two classes are consided coupled whenmethods declared in one

class use methods or instance variables of the other class. Large values imply

more complexity, reduced maintainability and reduced reusability.

. RFC—Response for Class: This metric is the size of the set of methods that

can potentially be executed in response to a message received by an object.

It is calculated as the sum of the number of methods plus the number of

methods called by local methods (count only one level down). Complexity

increases as the RFC increases, as well as the need for increased testing.

. LCOM—Lack of Cohesion on Methods: This metric counts the number of

different methods within a class that reference a given instance variable. Com-

plexity and design difficulty increase as LCOM increases.

OOD metrics are still evolving. Some are operationally not well defined, some

may not count exactly what they intended to count, and some are extremely difficult

to count manually. Fortunately, tools do exist. Although refinement is required,

studies on the CK metrics have shown that the OOD metrics appear to give added
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insight beyond the traditional size metrics and that high values of the CK OOD

metrics correlate with:

. Lower productivity

. High effort to reuse classes

. High effort to design classes

. Difficulties in implementing classes

. Number of maintenance changes

. Number of faulty classes

. Faults

. User reported problems [19]

In 1999, Rosenberg et al. [20] of NASA published guidelines specifying that any

class that meets at least two of the following criteria needs to be flagged and inves-

tigated for possible refactoring:

. Response for class . 100

. Coupling between objects . 5

. Response for class . 5 times the number of methods in the class

. Weighted methods per class . 100

. Number of methods . 40

Others have published similar guidelines.

The CK metrics are useful when they are well defined locally. When used in

concert with some of the other traditional metrics, they will identify outliers in

need of further investigation and potentially more testing, as well as giving you

additional insight into the structure and maintainability of your OOD system. You

may also be able to come up with additional local practices and guidelines for

“good OOD,” which you can codify into your own metrics.

5.1.7 Structural Complexity Summary

We described the most popular and well-known structural metrics that are useful in

judging and/or predicting defect proneness, productivity, and maintainability. LOC,

amazingly, is really the top metric. The value of many of the others as individual

indicators is, in many cases, still not clear. Nevertheless, when used in combination,

they can be extremely useful.

5.2 CONCEPTUAL COMPLEXITY

Conceptual complexity refers to difficulty in understanding. You want to be able to

measure how hard it is to understand the system/requirements and/or code itself. It
tends to be more psychological, based on mental capacity and thought processes of
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programmers. As an analogy, consider calculus versus algebra. Calculus is much

more conceptually complex and difficult than algebra. There are leaps of under-

standing and insight that need to be mastered. In software, consider interrupt hand-

ling versus payroll systems. Payroll systems are relatively straightforward, with

typically clear requirements. Interrupt handling systems need to handle the unex-

pected, such as timing issues, and race conditions. The typical interrupt handling

system is conceptually more complex than the typical payroll system.

Consider two different implementations of a factorial routine, written below in

pseudocode. Which routine do you consider more difficult to understand?

Factorial Routine 1
Int fact(int n){

If (n¼ ¼0)
{ return 1}

Else
{return n* fact (n-1)}

}
Factorial Routine 2

Int fact(int n) {
total¼1
For i¼1 to n

{total¼i*total }
Return total
}

For most people, Routine 1 is conceptually more difficult due to the recursion.

Note that the CC of the two routines are equivalent.

Conceptual complexity is difficult to quantify. In some cases, such as the interrupt

handling, it could be based on how difficult it is to specify a solution. In other cases,

it may be the amount of effort required to understand the code itself. There are

metrics that measure recursion, if recursion is the source of complexity, but there

are no specific metrics of which we know that measure conceptual complexity.

Nevertheless, it can be an important consideration when comparing designs and

implementations.

Now consider this question: “Since maintaining someone else’s code is harder

than writing new code . . . and if we are as clever as possible when we write

it . . . then who will maintain it?” [21]

5.3 COMPUTATIONAL COMPLEXITY

Computational complexity refers to the complexity of the computation being per-

formed. An example is weather forecasting. This kind of complexity can be

measured by determining the amount of time (number of instructions) and space

(disk and/or memory) required for the calculations. Algorithms that we as
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humans consider “complex,” because they are difficult for us to evaluate, may or

may not be computationally complex.

Consider the previous Factorial Routines 1 and 2. Which is more computationally

complex? Routine 1 requires a call stack on the order of size nþ 1, one for each call.

This can become infinitely large as n becomes infinitely large. Routine 2 requires a

call stack of size 1, and a limited amount of storage for variables. Hence, from a

space viewpoint, Routine 1 is far more computationally complex than Routine 2.

From a time viewpoint, both increase linearly as n increases and, hence, have a

similar order of magnitude of computational complexity, although again we

expect Routine 2’s complexity to be less because the computation required for

each iteration is less.

Computational complexity is used to evaluate and compare implementations and

designs for efficiency and to ensure that the complexity of the solution does not

exceed the inherent complexity of the problem being solved.

5.4 SUMMARY

We have examined structural, conceptual, and computational complexity and ways

to measure them. Structural complexity looks at the structure of the software itself.

There are many metrics: source lines of code is one of the best, although the others

can give additional insight into error proneness and maintainability. Many structural

complexity metrics are embodied in easy-to-use tools. Conceptual complexity looks

at how hard the software is to understand. This concept is important and needs to be

considered in design, but it is difficult to measure. Computational complexity looks

at the difficulty of computing the algorithms used, in terms of amounts of storage and

CPU required. It is used to compare designs for efficiency.

The complexity metrics are operational definitions of good design and good pro-

gramming and are indicators for productivity and defect proneness, which, in turn,

are factors in the cost effectiveness of our work. Use these metrics to identify

simpler designs and to identify high-risk areas that may need special attention.

As a final thought, we offer Bob Colwell’s view, who wrote: “I believe design

complexity is a function of the number of ideas you must hold in your head simul-

taneously, the duration of each of those ideas, and the cross product of those two

things, times the severity of interactions between them.” [22]

PROBLEMS

5.1 The following pseudocode implements the Sieve of Eratosthenes, which finds

all prime numbers less than n.

Eratosthenes (n) {
e[1]:¼0
for i: ¼ 2 to n do e[i]:¼1
p:¼2
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while p*2<n do {
j:¼p*2
while (j<n) do {

e[j]:¼0
j:¼jþp

}
repeat p:¼pþ1 until e[p]¼1
}
return(a)

}

Calculate the following complexity metrics for this program: LOC, CC,

ECC, Halstead, Agresti–Card–Glass, information flow, and maintainability

index.

5.2 The pseudocode below is of an object-oriented implementation of the same

program, using a different algorithm. Calculate the following metrics for

this program: CK, LOC, CC, ECC, Halstead, Agresti–Card–Glass, infor-

mation flow, and the maintainability index.

//Initiate an instance IEEval of class ESieveEval

public class ESieveEval implements IEEval{

private EFilterEval EFilterEval;

private integer newVal=new Integer(2);

//initiate the class ESieveEval

public ESieveEval() {

LRStruct src¼(new EIncEval(2,1)).makeELRS (); // src¼2,3,4,5,. . .

EFilterEval¼new EFilterEval(newVal, src); //filter out numbers

}

//inherit predefined class LRStruct,

public LRStruct nextLRS() {

newVal¼(Integer)EFilterEval.nextLRS().getFirst();

EFilterEval¼ new EFilterEval (newVal, EFilterEval.makeELRS ());

return makeELRS();

}

//use the design pattern Singleton to define method makeELRS()

public LRStruct makeELRS() {

return LRSFactory.Singleton().makeLRS (newVal, this);

}}

Calculate the CK metrics for this program as well as all of the others from

Problem 5.1 that you can. Compare the results from Problems 5.1 and 5.2.

What conclusions and observations can you make?

5.3 What can you say about the computational complexity of the program in

Problem 5.1?
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5.4 What is the difference between computational complexity and structural

complexity? What is an example of a program that is computationally

complex but structurally simple? What is an example of a program that is

structurally complex and computationally simple?

5.5 True or False: If you decrease the complexity of a system, the function points

will always decrease as well.

5.6 True or False: The Agresti–Card–Glass metric attempts to measure both

coupling and cohesion.

5.7 True or False: If you have a module with a CC .50, you should seriously

consider refactoring/rewriting it.

5.8 True or False: If you have a high information flow count for a module, there is

a high degree of cohesion in the module.

5.9 True or False: Your module size should always be under 150 LOC.

5.10 True or False: A DIT of 10 indicates a good candidate for redesign.

5.11 According to the Maintainability Index, decreases in which of the following

improve code maintainability? LOC, number of unique variables, fanout, and

number of children.

PROJECTS

5.1 Determine the optimal size for your modules. (a) Gather your defect density

versus module size for your own data. (b) Graph it. (c) Determine a, b, and c.

5.2 Calculate complexities using tools.

(a) Find a free complexity counting tool on the Web. There are demo down-

loads and other freeware. Some possible tools are listed below (these were

good links as of July 2005).

http://user.cs.tu-berlin.de/�fetcke/measurement/products.html

http://www.chris-lott.org/resources/cmetrics

http://www.scitools.com/
http://www.semdesigns.com/Products/Metrics/JavaMetrics.html

(b) Next, select two programs (not just modules). These could be your own

code or even Linux code if you want.

(c) Include the Sieve of Eratosthenes as a program. Browse through the three

programs and rank order them by your intuitive view of complexity.

(d) Calculate the complexity metrics (LOC, CC, HK, DIT—whichever you

can do) using the tool you’ve selected.

(e) Document any assumptions in using the metrics and graph the results.

(f) How do the results compare to your intuition?

(g) What did you think of the tool—good or needs improvement?
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6
Estimating Effort

Good estimation is based on the understanding and use of a range of tools and techniques and

the expert judgment as to which combinations are most appropriate in each situation.

—F. Wellman, 1992

Anyone who expects a quick and easy solution to the multi-faceted problem of resource

estimation is going to be disappointed.

—Alfred M. Pietrasanta at IBM System Research Institute, 1968

We are sure you are going to be disappointed. Effort estimation still has a long way

to go.

Effort is probably the most popular metric we have in software. It is the question

that everyone always wants answered. How much effort is it going to take?

Effort is easily defined as the number of staff days/weeks/months or even

years associated with a project. The only possible issue in measuring effort is

determining which effort is counted for a project. Do you include the upfront spe-

cification effort? The bid and the proposal effort? Or only the development and

testing effort? Do you include the “overheads” of other organizations, such as a

metrics or a quality organization? This is a simple issue easily resolved by

clear rules and clear definitions.1

The complication with effort is that it is typically more useful to be able to

predict2 the effort rather than count it. In order to predict effort, we usually need

1When others quote effort numbers and when you use estimation tools, make sure you understand what is

included in effort. It is easy to swing effort by over 250% by definitions alone.
2Some make a distinction between prediction and estimation, especially when discussing quality and

reliability within the context of effort and schedule; however, the distinction is confusing and frequently

not terribly useful. Therefore, within this chapter, you should consider the terms interchangeable.

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
Copyright # 2006 John Wiley & Sons, Inc.
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to have taken the first steps of predicting the size and understanding the inherent

difficulties and complexities of the project.

In this chapter, we give you a bevy of estimation tools and techniques, with

examples, since different ones work better in different situations, and you should

always estimate using at least three different methodologies. We give you a

number of methods of combining them into one estimate. But let us set some expec-

tations first. These tools and methodologies will, without a doubt, significantly

improve your estimations and your ability to bring in projects on-time and

on-budget. But they are not silver bullets. Estimates are just probabilistic views.

Consequently, we also discuss and provide methods for dealing with the issues,

uncertainties, and inherent risks with estimation. Remember that the unknown

and uncertain will always be with us and will continue to cause havoc to our

schedules and plans as long as we solve problems that have not been solved

before, and implement systems that have not been implemented before.

6.1 EFFORT ESTIMATION: WHERE ARE WE?

How well do you estimate? How do you know? Do you actually track the estimates

throughout the life cycle of a project, and understand where you under- or overesti-

mated so that you can do better the next time? Do you actually have a documented

estimation process you follow?

How well do most people estimate? The 1995 Standish Group’s Chaos Report

found overruns on 89% of projects. The most common value reported in other

surveys is that 30–40% of the programs overrun [1]. Molokken and Jorgensen,

who studied software estimation results, point out that the root causes of the overruns

are complex, the data is not always reliable, and those responding to the surveys “may

have a tendency to over-report causes that lie outside of their responsibility. . ., e.g.,
customer-related causes.” We resonate with their observations and comments. What

goes awry on a project is usually not one factor. One factor can usually be

compensated for or fixed. It is the combination and interplay between factors, such

as schedules, changing requirements, new technologies, resource unavailability,

unforeseen problems, and personnel (management and staff), that lead to overruns.

Popular common causes for overruns listed in the literature are:

. Specifying incomplete or unclear requirements

. Failing to adjust schedules when scope changes

. Setting development schedules that are too aggressive

. Insufficient resources

It is interesting to note what the last three really say:

. Too much work

. Too little time

. Not enough people/equipment
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Our view is a little different. In our experiences, we see the primary causes as:

. Confusion of the desired schedule/effort target with the estimate. Development

teams are frequently pushed into dates because of the “needs of the business”

rather than because they have a rational plan to deliver on those dates.

. Hope-based planning. Developers know what the “right answer” is—it is

on-time and on-budget based on the target that marketing or higher manage-

ment tells them is needed. This is extremely related to confusion between

the estimate and the target. Hope is not a plan.

. Inability of software personnel to credibly communicate and support their

estimates. The lack of a good estimation process and knowledge frequently

leads to the tightest schedule you cannot prove you won’t make rather than a

rational one based on probable outcomes.

. Incomplete, changing, and creeping requirements. Nothing reeks havoc on

project estimates more than changing and growing requirements.

. Quality “surprises.” Projects can easily spend half of their time in test-and-fix,

especially when the need for speed causes the development team to take

additional risks and to turn over inadequately tested code.

6.2 SOFTWARE ESTIMATION METHODOLOGIES AND MODELS

There are hundreds of documented software estimation methodologies, tools, and

models. The first ones that we recall are those that actually estimated the software

cost as a percentage of the hardware cost. (Hardware cost a lot more in those

days.) The output of most of them is an estimation of staff effort from a wide

variety of inputs. Many use an analytical formula that takes as input parameters

descriptions of project characteristics, system size, complexity,3 and development

methodology, which are typically called “cost drivers.” You need to be sure you

understand what phases of the life cycle are included, since many models may

cover only software design, development, and testing. All of the methodologies

and models have significant limitations.

We categorize estimation methodologies as:

. Expert opinion

. Using benchmark data

. Analogy

. Proxy points

. Custom models

. Algorithmic models

3Complexity in this context typically means project complexity, such as the need for high security or

reliability, rather than the complexity of the design or the code.
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Expert opinion usually will give you the best estimates, but it requires you to

have true experts available. If you have an estimated size (FP or LOC), you can

use benchmark data as a great place to get an effort estimate very easily. Unfortu-

nately, estimating LOC is typically as difficult as estimating effort directly.

Analogy can either be a very simple method, where you extrapolate from a very

similar system, or an extremely complex method, requiring significant processing

capability and historical databases. Proxy points determine the size of a project

based on external characteristics of the system, such as screens, inputs, or use

cases. Algorithmic models typically take as input size (LOC or FP) and the

project and process characteristics and determine effort, schedule, and cost.

There are both manual and tool-based algorithmic models. In research studies,

use case points (one of the proxy point methods) generated results as good as or

better than expert opinion.

You can also classify estimation methodologies as either top–down or bottom–

up. The top–down methodologies generate an estimate based on the global proper-

ties of the software. The advantage is that the estimation process follows the

structure and natural evolution of the top–down software design process. The dis-

advantage is the same as for top–down design: that is, difficult technical issues

may be masked and cause later problems. The bottom–up models involve the

costing of components in the form they will be developed. Bottom–up models

have the disadvantage of being highly reliant on a well-defined design (which

occurs later in the development process) and the skill and expertise of the estimators.

So how do you select which methodology to use? The current thinking, with

which we strongly concur, is that you should use at least three different methods.

Each gives you some insight and understanding, and three allow you to triangulate

on an answer.

Note: You will find that few of the methods work well all of the time, and many

work poorly frequently. Results may vary significantly. Models and methodologies

are not a replacement for common sense and sound engineering judgment. You need

to be careful.

6.2.1 Expert Estimation

There are two approaches to expert estimation methodologies—activity decompo-

sition and system decomposition. One looks at the tasks to be performed, while

the other looks at the components and modules of the system.

With experts, you need to be able to converge the expert opinion when they dis-

agree and to handle the uncertainties of their estimates. The Delphi and wideband

Delphi methods are both designed to gain convergence.

6.2.1.1 Work and Activity Decomposition This method is a tried and true

method and probably the most widely used (other than the popular, but highly

dangerous, method of pulling numbers out of the air). The estimator, typically the

person who will be responsible for ensuring the work is accomplished, thinks

about the work to be done and the skill of the people who will do it, and creates
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an outline of the required activities, durations, and number of people required to do

those activities per time period (see Figure 6.1).

This example subdivides the work into six areas of responsibilities, Require-

ments, Design, Coding & Unit Testing, System Testing, Project Management &

Administration, and Training & Documentation. In this case, the estimation effort

may have been done by one person for the whole project, or by a set of people,

each responsible for one of the areas. In this case, it assumes a waterfall develop-

ment process. Obviously, for different processes and different projects, you would

use a different activity breakdown structure.

This estimation process is really a gestalt-type process, based on the wonderful-

ness of the human brain to think about the system that must be built, weigh potential

risks and uncertainties, and arrive at an answer. Its success comes from the estima-

tor’s skill and experience. It requires no intermediate sizing, such as KLOC or FPs,

and no explicit handling of complexity factors or productivity factors. It can be dif-

ficult to defend (“Why do you need six people in the third month? Aren’t four

enough?”) because it is usually based on subjective personal opinion rather than

quantitative data and history. Feedback from past project’s estimations usually

improves the results.

6.2.1.2 System Decomposition In the system decomposition method, you

decompose the system into lower level modules, estimate the effort associated

with each module, and total the estimates. Again, this is a tried and true estimation

methodology, especially for development effort. Issues include needing a detailed

Figure 6.1. Work and activity decomposition example.
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design, needing experts both to do the design and to estimate the effort for the sub-

sequent lower level modules, and extrapolating from the effort to build the modules

to the total project effort.

A variation on this approach is the function block estimation method. It is based

on the concept of having an average size for function blocks (or components) and

having an average size for subfunction blocks (or modules). In this method, you

decompose your system into function blocks, which tend to be about the same

size. You count the number of function blocks, multiply it by the average size of

a function block (or the average effort, if you have that data), and voilá, you have

an estimate for the size of the system. You then decompose each of the function

blocks into your standard sized subfunctions, count the numbers of subfunctions,

multiply by the standard size, and now you have a second estimate. You then

compare and adjust the estimates.

This function block approach can work well if you have a design process that

creates similarly sized modules and components. Again, you need to be in the

design process or to have a very good idea of the expected design to use this method.

6.2.1.3 The Delphi Methods The Delphi methods are named after the Oracle

at Delphi, in Ancient Greece. The Oracle was a priestess who would answer (suppo-

sedly correctly, although cryptically) any question that was asked, assuming that the

supplicant had sufficient gold. With the Delphi method, you go to the experts (poten-

tially with a bag of gold) and ask their opinion for schedule and effort estimates. The

methods facilitate the convergence of answers among the experts and, hopefully,

result in better answers than just one expert’s opinion.

In the Delphi method (developed at the Rand Corporation in 1948), a small team

of experts is given the system specifications, system goals, assumptions, and esti-

mation issues. They anonymously generate individual estimates and reach consen-

sus on a final set of estimates through iteration. Frequently, after two or three rounds,

if consensus has not been reached, the group’s estimate is determined by discarding

both the highest and lowest estimates and taking the average of the remainder.

The wideband Delphi method (developed by Rand Corporation in the early

1970s) is an extension to the Delphi method that includes more estimation team

interaction. Typically, it starts with the distribution of the system specifications

and goals. Before the estimation meeting, each expert anonymously generates a

list of tasks that must be performed and his/her overall estimate. At the meeting,

the estimates are given to a moderator, who lists them on a linear scale but does

not identify who created them. Each participant then reads through their list of

tasks and assumptions, raising any questions or issues he/she might have but not

identifying his/her own estimate. Anonymity is an important aspect of the Delphi

technique: it prevents reputation from ruling or an outspoken colleague from intimi-

dating the other participants. Discussion ensues, and as a result, a common list of

tasks, issues, and assumptions typically emerges. The process is then repeated

within the meeting. It continues for four rounds or until the estimates have con-

verged into an acceptable range (defined in advance).
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The wideband Delphi method is becoming increasing popular, especially when

there is no historical cost data available to aid in other estimation techniques.

6.2.2 Using Benchmark Size Data

An extremely simple method of estimation, which we call the EZ estimation model,

is based on the concept that productivity is a function of size and application

domain. If you believe this to be true for your project, and you are able to determine

the size in lines of code or function points, then you only need a simple division to

calculate your initial estimate. As illustrated in Figure 6.2, take the project size and

divide it by the delivery rate to get effort.

In 2004, Donald Reifer published [2] LOC productivity data based on the most

recent 600 projects in his database of 1800 projects, which is reproduced in

Table 6.1. All projects were completed since 1997. The David Consulting Group

has function point productivity data from over 8740 projects that were completed

between 2000 and 2004. These benchmarks can be used, with care, to project a

delivery rate and predict effort.

With care is an important caveat. This data tells you the productivity on a certain

set of projects. It may or may not hold true for your project. The data set is large,

which is good. But never use these numbers blindly. They are useful, and a good

part of the picture, but not the whole picture.

If you have a function point count rather than LOC, you have two choices: either

use the function point benchmarks or convert the FPs to LOC by selecting the target

programming language(s), and then converting to LOC by using the gearing factors

presented previously (see Chapter 4).

6.2.2.1 Lines of Code Benchmark Data Reifer presents his data subdivided

by application domain, reproduced in Table 6.1.

EXERCISE: You are in a military project that aims mobile howitzers. You have

estimated the size of your program to be 150 KLOC. What do you estimate the

effort to be?

Answer: This is a military ground project, where the average productivity is 195

LOC per staff month. We would estimate 150K/195 ¼ 0.77K staff months ¼ 770

staff months. Since the productivity range is from 80 to 300, the staff month

range could be from 500 to 1870. Since this is a large range, we’d try to get more

Figure 6.2. EZ estimation model.
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information to determine if the expected productivity was going to be higher or

lower than average for this type of application, and we would use that to narrow

down the range for the initial estimate.

The EZ estimation methodology is a good method when you have an estimate for

LOC or FP. Unfortunately, especially for LOC, that may be difficult.

6.2.2.2 Function Point Benchmark Data Figure 6.3 is an example of the

benchmark data for function point productivity by size of a project within a particu-

lar organization from The David Consulting Group.

Figure 6.4 contains The David Consulting Group’s function point productivity

data by platform type for projects completed between 2000 and 2004 [3].

In addition, the International Software Benchmarking Standards Group (ISBSG)

compiles submitted data and will provide it for a small fee.

EXERCISE: You need to build a system having an estimated 500 FPs. You need to

generate an effort estimate in the next hour for a meeting. All you have are the

benchmark data in Table 6.1, Figure 6.3, and Figure 6.4. What do you estimate?

It will be written in Java (25%), Powerbuilder (50%), and SQL (25%), and is an

E-business application. Note: the percentages are based on the size in FPs, not LOC.

Answer: You want to see first what answers all of these benchmarks give you.

1. Using the industry baseline performance (Figure 6.3), you get a productivity

of �14 FPs per staff month. Therefore, you have an effort of 500/14 ¼ 36

staff months.

2. Using the FPs by platform type (Figure 6.4), you get productivity of �15 FPs

per month. Therefore, you have an effort of 500/15 ¼ 33 staff months.

Figure 6.3. Function point productivity by application size.
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3. Using the gearing factors from Chapter 4, you decide to use 60 LOC per FP for

Java, 30 for Powerbuilder, and 40 for SQL.

Since 500 FPs ¼.

125 FPs in Java ¼.60 �125 ¼ 7.5 KLOC

125 FPs in SQL ¼.125 �40 ¼ 5.0 KLOC

250 FPs in Powerbuilder ! 250 �30 ¼ 7.5 KLOC

You have a total of 20.0 KLOC.

Using the LOC productivity chart (Table 6.1), you decide to use 275 LOC per

staff month. Therefore, you estimate that the system will take 20/0.275 ¼ 73

staff months.

This says it looks to be between 33 and 75 staffmonths.Our choicewould be to estimate

roughly between 3 and 6 staff years. If we needed one number, we’d use the weighted

average of (1�Lþ 4�Mþ 1 �H)/6 and round up, which would be 4.33 staff

years . . . or round up to 4.5 staff years, with an equal probability of being over or under.

6.2.3 Estimation by Analogy

Estimation by analogy is the preferred approach when you have decent analogs. It

will probably give you the most accurate estimation possible. The idea is to find

completed projects (the analogs) that are similar and use the experience and data

from those to estimate your new project. The typical breakeven point is +25%: if

it is more than 25% different, get a closer analog or use a different method.

Rewrites and ports of systems are wonderful examples of simple estimates by

analogy. Assume your organization was responsible for porting all of your com-

pany’s old FORTRAN systems into Java and making them web based. How

would you estimate the effort? The easiest way would be to do an experiment to

determine the cost factors. Then use your new knowledge to predict the remainder.

You might even learn that simple measures like LOC were adequate for predic-

tion (e.g., 10 staff weeks per KLOC). But what if you needed to estimate before you

ported the first one? Obviously, many other companies and organizations have done

similar ports. Email them and see what you can find out. Alternatively, you could

run a few smaller experiments (prototypes of the port) and extrapolate from those.

Figure 6.4. Function point productivity by platform type.
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6.2.3.1 Traditional Analogy Approach The traditional analogy approach is

a structured approach that characterizes a project by multiple attributes (variables)

and uses that characterization to identify other, similar project(s). The effort for

the new project is based on the effort for the identified, completed projects. This

approach is being pursued in research, with good results using tools that calculate

the similarities algorithmically and using large databases of projects. It differs

from the estimation model approach in that it looks for similar projects and uses

those as the primary data points to predict, rather than using parameters based on

a regression of data sets. This method can be tool based or manual, although the

manual is usually tedious and time consuming. Shepperd and Schofield [4] have

validated this method on nine different industrial data sets (a total of 275 projects)

using a PC-based tool, and in all cases their analogy method outperformed the

algorithmic models such as COCOMO. They calculated the similarities of the ana-

logies by measuring the Euclidean distance in n-dimensional space, where each

dimension corresponded to an attribute.4

You can also use a similar, simplified approach manually. The concept is shown

in Figure 6.5.

For the analogy method:

. Choose a similar system, typically similar in structure, users and environment,

system construction and schedule, and implementation and operational

environment

. Analyze the differences

. Express the differences as modifiers

. Break out costs for the full project (e.g., requirements, project management,

hardware)

. Modify base system costs to arrive at a new estimate

The validity of the estimate is highly dependent on the degree of similarity of the

systems.

Figure 6.5. Analogy estimation model.

4The tool used in the studies is called ANGEL. As of March 2005, it was available on-line for free. You

may wish to try it.
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As an example, consider that you have a system to estimate. You have five other

systems you think may be similar. You research them and decide that one of them is

the most similar. Then you look at what you consider the key differences between

the systems—these are the modifying factors. For each one, you estimate the

extent of the impact of key differences, by estimating the percentage of the differ-

ence in effort that this factor would cause. Table 6.2 shows that, in this example,

we consider that there are eight modifying factors. For each, we specify the

impact it is expected to have on the base estimate. For example, we expect that

the interfaces will cause a 20% increase in effort. The product of all the modifiers

is the compound modifier, which leads to the first-order estimate for our new

system, which would be 1.31 � effort for the old system.

The next refinement is to look at the different cost elements of the project and

make a determination of the extent of applicability for the compound modifier.

Table 6.3 shows the expected applicability for a large project using a waterfall

development methodology. The effort in requirements through system test are all

expected to scale linearly with the compound modifier. For cost elements, such as

integration test, if there are differences in process, such as a need to integrate with

the customer’s system, the modifier may or may not be applicable. For cost elements

such as hardware, which are purely project dependent, the modifier is not applicable.

TABLE 6.2 Modifying Factors Worksheet

Modifying Factor Effect on Base Estimated (%) Modifier

System feature complexity þ 15% 1.15

Menus and screens þ 10% 1.10

Database structure 2 5% 0.95

Interfaces þ 20% 1.20

Staff familiarity with development environment þ 20% 1.20

Development environment 2 10% 0.90

Development team experience 2 20% 0.80

Customer environment þ 5% 1.05

Compound modifier 1.31

TABLE 6.3 Applicability of Modifiers

Cost Element Applicability of Modifier

Requirements specification Applicable

Product design Applicable

Detailed design Applicable

Code and unit testing Applicable

System testing Applicable

Integration test Depends on project methodology and

business arrangement

Documentation and training Depends on business arrangement

Project management and administration Depends on project methodology

Third party software Depends on product and project definition

Capital equipment Depends on project definition
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Continuing our example, we would put the cost elements (as shown in Figure 6.6)

in a spreadsheet and for those items for which the modifier doesn’t work, we would

create a macro estimate manually.

6.2.3.2 Analogy Summary If you can find a system that is similar to the one

you need to build, use it as the basis for your estimation. It will probably give you the

most accurate estimation possible.

6.2.4 Proxy Point Estimation Methods

Proxy point estimation methods determine the size of a project based on external

characteristics of the system—that is, characteristics that can be used as a proxy

for size. The underlying concept is that the proxy point is directly related to the

size and effort to build the system.

There are a large number of proxy point methods. In our judgment, the primary

ones at this time are:

. Function Points: The initial and most widely known proxy point method.

. Object Points: Used with COCOMO II—object points are screens, reports, and

3GL objects

. Use Case Points: Second generation proxy point based on use cases. Use case

points has had excellent results and is used in industry today.

6.2.4.1 Meta-Model for Effort Estimation The proxy point models all have

a three-step process for estimating effort, as shown in Figure 6.7.

1. First you estimate size, typically in either KLOC, FP, or some other “proxy

point” metric.

Figure 6.6. Effort and cost estimate spreadsheet.
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2. Next, you adjust your estimate for “complexity” or “difficulty” factors, such as

security, algorithmic complexity, reliability requirements communication

requirements, and warranty requirements.

3. Finally, you adjust by a productivity factor, such as FP per staff month. In

manual methods, this tends to be a simple division. With tools, more

complex functions (rather than just division) and factors (such as size, environ-

ment, development process) are taken into account. The result is an effort esti-

mate. It may be one number, a range, or a number with confidence percentages.

The boundaries between adjustments for complexity and productivity are blurry

and change with different methodologies. Where do we account for factors such as

an embedded system environment? We can argue that it should be a “complexity

factor” or just as easily a “productivity factor” (albeit a negative factor). Different

methodologies classify these factors differently.

6.2.4.2 Function Points Counting IFPUG function points was addressed

in Chapter 4. To estimate using function points, you need a method of converting

the function points to effort, duration, and schedule. The possibilities include:

1. Using the FP count directly with the benchmark data or algorithmic tools

(such as COCOMO).

2. Converting to LOC and using the LOC methods such as benchmark data and

algorithmic tools

3. Using engineering rules

Function Point Engineering Rules The benchmark data and tools methods are

described in their own sections within this chapter. Several engineering rules are

shown below. They can be useful when doing quick, rough estimations.

Project Duration: The length of a project in calendar months equals

the number of FP raised to the Dth power, where D ranges from 0.32 to 0.5.

The recommended values of D are as follows [5, 6]:

Project Type Recommended D

Military 0.45

Average 0.4

Simple 0.32

Large Web 0.32

Small Web 0.5

Figure 6.7. Effort estimation meta-model.

92 ESTIMATING EFFORT



Staffing: The number of staff on a new development project equals the number of

function points divided by 150. The number of staff on a maintenance project

equals the number of function points divided by 750 [6].

Effort: The number of staff months on a project equals the number of people mul-

tiplied by the duration [6].

Creeping Features: The number of user requirements will increase at a rate of 1%

to 5% per month from the design through coding phades, based on the devel-

opment methodology. The average is 2% [6].

EXERCISE: Assume that you have a new, 1000 FP military project. What is the

estimate for effort, staffing, and duration? Assume design through coding is 50%

of the schedule.

Answer:

Duration ¼ 10000.45 ¼ 22.4 calendar months ¼ �2 years

Staffing ¼ 1000/150 ¼ 6.7 staff ¼ 7 staff

Effort ¼ 7 �2 ¼ �14 staff years

Creeping FP ¼ 12.2%. 1000 ¼ 240 FP, which means that your project just added

another �6 months and �3.5 staff years if you consider creeping features.

COSMIC Function Points Function points have their strengths, but they also have

their shortcomings, such as the difficulty of counting consistently without extensive

training, the awkwardness and/or difficulty of counting embedded, highly algorith-

mic, and web systems, and the difficulty of using automated tools to count.

The COSMIC full-featured function points method [7] is an evolution of function

points, designed to address some of the shortcomings of function points. It has been

defined primarily outside the United States and has an international standard, ISO/
IEC 19761:2300. It is a “second-generation” method designed to measure a func-

tional size of real-time, multilayered software such as used in telecommunications

companies, process control systems, and operating systems, as well as traditional

business application software.

The COSMIC method introduces the concept of multiple measurement view-

points. You can decide to measure from the end-user viewpoint, which is the

same as IFPUG, or you can select the “developer” viewpoint, which considers the

intended architecture of the system and allows inclusion of nonbusiness functional-

ity such as security and navigation. For example, consider a project developed on a

single platform versus the same project on multiple platforms of differing technol-

ogies. We naturally expect the development effort to be different in the different

environments. With IFPUG, since it primarily looks at the external behavior of a

system, this difference is hidden or extremely deemphasized.

The primary counting activity for COSMIC function points is to determine the

number of “data movements” and to use it as the primary size driver. There are

four types of data movements: entry, exit, read, and write. Entries move data

from the user across the boundary to the inside of the functional process. Exits
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move data from inside the functional process across the boundary to the user. Reads

and writes move data from and to persistent storage.

It appears to us that the COSMIC function point method is an up-and-coming

methodology that deserves notice and trial. The latest manual, news, tools, and

case studies can be found through www.cosmicon.com (as of Jan. 2006).

6.2.4.3 Object Points The object points method [8] is an alternative method

to function points when 4GLs5 or similar technologies are used for development.

The original method was developed in 1991 for use with CASE tools and

extended [9] as an alternative to LOC for early input to the COCOMO model.

In the early work, it was shown to closely approximate function point estimates

with less than half the effort. Although object points is no longer of interest in

research, it is simple to use (and tune) manually and is recommended as one of

the methods (remember, you need three) for a 4GL development.

Object points are not related to object-oriented development and are not object

classes. The objects in object points are screens, reports, and the 3GL modules

that are needed to support the 4GL development.

The scheme for counting object points is extremely similar to the other proxy

point methods, with the exception of the explicit consideration of reuse.

1. The complexity of each object is determined and assigned a numerical weight-

ing factor, which is the object point. For screens and reports, the complexity

and object point count is determined by the number of views and data tables

(see Figures 6.8, 6.9, and 6.10). For each 3GL module, the object point count

is 10.

2. The system’s object point total (OP) is the sum of the individual object points.

3. The new object point total (NOP) is calculated by removing the percentage of

reuse. That is, NOP ¼ OP � (12% Reuse).

4. Environment productivity and programmer productivity are factored in to

determine staff months. The nominal value for the environmental productivity

Figure 6.8. Object points—screen complexity.

54GL means “fourth-generation programming language.” 1GLs are low-level machine languages. 2GLs

are low-level languages as well, but assembly languages such as NASM, S1F, and gas. 3GLs are high-

level machine languages such as C and FORTRAN. 4GLs consist of statements similar to human

language, such as SQL. 4GLs are typically used in database scripts. 5GLs, such as Visual Basic,

contain visual tools that are used in software development.
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is 1. It can be adjusted based on a view of the percentage difference from

nominal. The nominal programmer productivity is 13 NOPs per staff

month, with a range of 4 to 50.

EXERCISE: We have a new 4GL application that will consist of the following:

1. Three input screens, each of which has two views and references six different

data sources

2. One output report that has four sections and references eight data sources

3. Three existing 3GL components and requires an additional three to be pro-

grammed. In addition, the programmers’ productivity on past projects was

15 OPs per staff month, and the environment is average.

What would be a reasonable estimate for this new application?

Answer:

1. The three input screens are all simple. Ł 3 �1 ¼ 3 object points.

2. The one output report is difficultŁ 1 � 8 ¼ 8 object points.

3. There are six 3GL componentsŁ 6 �10 ¼ 60 object points.

4. Total OPs ¼ 71.

5. It appears that �40% of the application is reusedŁ 71 � 0.6 ¼ 43 NOPs.

6. Effort ¼ NOP�Environment Factor/Productivity Factor ¼ 43�1/15 ¼ 2.87

� 3 staff months.

6.2.4.4 Use Case Sizing Methodologies The use case method6 is a popular

method for capturing and specifying functional requirements of a system.

Figure 6.9. Object points—report complexity.

Figure 6.10. Object point weights.

6Use cases became part of UML in the early 2000s. There are many references and texts that explain both.

You can start at www.uml.org to look for more information.
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As of early 2005, there were a few closely related methodologies and/or
approaches to using use cases for estimation. Some of the most noteworthy ones are:

. UsingUseCaseswithFunctionPointsAnalysis: Use cases are amethodof specify-

ing requirements. Function Point Analysis (FPA) is an estimation methodology

based on requirements. FPA can easily use a use case specification as input.

An example of using use cases for FPA can be found on the IFPUG website [10].

. Using Use Cases with LOC Estimates: One method [11] uses system decompo-

sition and predicts LOC from use cases. This method is relatively complex,

time consuming, and not, to our knowledge, in widespread use. It relies on

the other traditional methods to estimate effort and schedule from LOC.

. Use Case Points: Use case points (UCPs) were introduced by G. Karner [12]

in 1993 and have been gaining in popularity, with significant trials and research

by Anda and others at Simula Research Laboratories. UCPs are quite similar in

approach to function points and achieved [13] results better than experts in both

industrial trials and student projects.

Use Case Points Methodology The use case points methodology [13] is a series

of steps similar to function point counting, except you start with use cases and

actors7 rather than inputs, outputs, queries, external interfaces, and internal inter-

faces. The steps are:

1. Classify each actor as simple, average, or complex (Figure 6.11), count the

number of each kind, and then calculate the unadjusted actor weight (UAW)

by multiplying each total by weight and summing the products.

2. Classify each use case as simple, average, or complex (Figure 6.12), count

the number of each kind, and then calculate the unadjusted use case

weight (UUCW) by multiplying each total by weight and summing the pro-

ducts. The criteria in Figure 6.12 are traditional UUCP criteria. Others [14]

have adjusted it to include additional factors of complexity, such as infor-

mation flow, with good results for their companies.

3. Determine the total unadjusted use case points (UUCs). Total UUCPs ¼

Total UAWsþ Total UUCWs.

Figure 6.11. Unadjusted actor weight (UAW).

7In the use case methodology, actors are types of users or other external systems. At a minimum, you will

probably have a typical user and a system administration interface for the human interfaces, and unless the

system is standalone, another actor for each external interface.
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4. Compute the weighted technical and environmental factors. Each factor

needs to be assigned a value from 0 to 5 depending on the complexity

within the project, and then multiplied by the weights in Figures 6.13

and 6.14 to give a weighted factor. A 0 value means it is irrelevant to the

project. A 5 value means it is crucial.

5. Calculate the Tfactor by taking the sum of all the individual weighted tech-

nical factors.

6. Calculate the TCF (technical complexity factor) ¼ 0.6þ 0.01 � Tfactor.

7. Calculate the Efactor by taking the sum of all the individual weighted

environmental factors.

8. Calculate the EF (environmental factor) ¼ 1.4 – (0.03 � Efactor).

9. Calculate the AUCPs (adjusted use case points) ¼ UUCP �TCF �EF.

10. Effort ¼ AUCPs �Use Case Productivity Factor.

11. Karner [12] proposed 20 staff hours per UCP. Schneider and Winters [15]

recommended using the environmental factors to modify the productivity

factor: count the number for factors in F1 through F8 that are below 3 and

add them to the number of factors in F7 and F8 that are greater than

3. Call the result X. If X is �2, then use 20 hours per UCP. If X ¼ 3 or 4,

then use 28 hours per UCP. If X . 4, adjust the project to reduce the risk,

or use 38 hours per UCP.

Figure 6.12. Unadjusted use case weight (UUCW).

Figure 6.13. Technical complexity factors (TCFs).
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Use Case Point Methodology Example: Home Security System There are

some good examples of the use case methodology in the literature, such as [13,

15, 17], which start with defining the use cases and actors. Our focus is on the

counting, once the cases and actors are defined, so the use cases and actors in this

example will be simplified.

As our example, we will estimate the Home Security System, as shown in the

block diagram in Figure 6.15. The Controllers are components that are being

reused, and their development effort is not considered as part of the project.

Step 1: Determine the unadjusted actor weight (UAW). See Figure 6.16 (System

Config file is not an external data store and is not counted as an actor).

Step 2: Determine the unadjusted use cases weight (UUCW). See Figure 6.17. The

use cases are:

. Initialize/Reconfigure System and System Configurations

. Alarm: Receive Alarm, Recognize It, Callout, and Flash Lights

. Arm/Disarm System

Figure 6.14. Environmental factors (EFs).

Figure 6.15. Home security architecture.

98 ESTIMATING EFFORT



Step 3: Calculate the total unadjusted use case points.

Total Unadjusted Use Case Points ¼ 20þ 7 ¼ 27:

Step 4: Determine Tfactor (Figure 6.18). Note that the project complexity values are

really assumptions we have made about how the system will work and the

requirements.

Total Tfactor ¼ 33

Step 5: Calculate TCF ¼ 0.6þ 0.01 � 33 ¼ 0.93.

Step 6: Determine Efactor (Figure 6.19).

Step 7: Calculate the EF (environmental factor) ¼ 1.4–(0.03 �18) ¼ 1.4

20.54 ¼ 0.86.

Step 8: Calculate the AUCPs (adjusted use case points) ¼ UUCPs �TCF �

EF ¼ 27 � 0.93 � 0.86 ¼ 22.

Step 9: Determine effort; use 20 hours per UCP.

Effort ¼ 20 �22 ¼ 440 hours

Assuming 35 real work hours per week (overheads, meetings, vacations, etc.),

Effort ¼ 12.6 staff weeks.

Figure 6.16. UAW example.

Figure 6.17. UUCW example.

6.2 SOFTWARE ESTIMATION METHODOLOGIES AND MODELS 99



Our estimate for effort required to build the Home Security System, assuming all the

other controllers exist, is �13 staff weeks.

Use Case Point Methodology Effectiveness There are a few issues with UCPs,

the most signficant of which are:

. Variance in Use Case Level of Detail: The use cases produced for a 5 KLOC

system versus a 500 KLOC system will differ dramatically in level of detail.

. Large Variance in Use Case Complexity: Use cases can be exceedingly simple

or exceedingly complex.

Figure 6.18. Tfactor example.

Figure 6.19. Efactor example.
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One company, Brilasoft Limited, initially found that its effort per UCP varied

from 15 to 30 hours [14]. After use case standardization, guidelines, and training,

effort reached an average of 12 hours per UCP with an acceptable variance.

In another study [18], the method was evaluated on a large (100þ staff year)

project that used incremental development. In this study, researchers found they

needed to standardize the size and adjust the complexity definition of use cases

as well.

Our view, based on these commercial projects (in multiple companies and on

both small and large projects) and our own student projects, is as follows:

. The UCP method is simple, quick, and transparent to use.

. A tuned, calibrated UCP method works well. The calibration appears to be

relatively easy and quick.

. The size and level of detail of use cases must be standardized within an

organization.

. The complexity classification rules for use cases may need to be adjusted based

on the complexity of the transactions.

. For large projects, which are expected to have diseconomies of scale (e.g,

lower productivity because the project is so large), an additional overhead

factor may be needed. Alternatively, this factor can be incorporated into the

productivity variable (e.g., increase the number of hours per UCP by 50% or

100%). This tuning is simple.

We highly recommend use case points as an estimation methodology. It has been

shown to give results as good as or better than expert estimation. In addition, there

are commercially available tools, such as Duvessa, which support these estimation

methods and give additional flexibility in using local sizing parameters.

6.2.5 Custom Models

You probably know your environment and cost drivers better than anyone else. Your

cost drivers may be relatively simple. Perhaps you try some of the standard esti-

mation methods and feel that if you just tweaked them a bit here or there, they

would better match your environment. So . . . tweak them!

Here is a simple, four-step process for custom models [19]:

Step 1: Decompose costs.

Step 2: Formulate a cost theory.

Step 3: Collect data.

Step 4: Correlate the data.

Let us illustrate this by way of an example. Suppose that you have a large custom

system for which you need to estimate �400 features each year,�100 of which you

will actually build. Your current methodology for estimating each feature is to pull
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two of your experts in to estimate each one. Unfortunately, this means that these two

experts seem to spend almost all of their time doing cost estimation and little else.

This is a problem, so you decide that you will build your own estimation model.

The first step is to decompose the costs. When you estimate, you look at the

impact on each of your five modules—A, B, C, D, and E. For each feature that is

implemented, you see that it may impact the database, logical interface, screen,

reports, and/or algorithms of each module.

The second step is to formulate a cost theory. Your theory is that the cost is pri-

marily based on two variables: the number of database schema changes and the

number of interface changes. You estimate the typical impact (in weeks) on each

module for a database change and an interface change, as shown in Table 6.4.

For example, Table 6.4 says that if there is a database change, then there is no

expected effort in Module A, but the overall impact on the system is 14 weeks.

You now need a cost function. From Table 6.4, you derive your first theory:

Effort (in weeks) of a Feature ¼ 14 �Number of DB Changes

þ 8 �Number of Interface Changes

You also believe that the complexity of each feature may be important. So you con-

sider a complexity adjustment factor (CAF) from 0.5 to 1.5 for each feature. Your

second theory is

Effort (in weeks) of a Feature ¼ CAF � (14 �Number of DB Changes

þ 8 �Number of Interface Changes)

The third step is to gather data. You would gather historical data from past feature

estimates made by the experts and the actual costs if possible.

The fourth and final step would be to do a statistical correlation to see how well

your models performed, adjust as required, and then select the better one, assuming

the predictions were satisfactory.

In this example, if one of your models is satisfactory, you have reduced the cost

of your estimation process dramatically. Instead of having two experts spending

most of their time estimating, you have created a straightforward process that

takes a few hours per feature.

TABLE 6.4 Custom Model Example

Module

Impact (in Weeks) of a

Database Change

Impact (in Weeks) of an

Interface Change

A 0 4

B 3 1

C 5 1

D 2 0

E 4 2

Total 14 8
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6.2.6 Algorithmic Models

The algorithmic models are empirically derived, using regression analysis. The

initial ones are simple and can be used manually. More complex ones are embodied

in tools.

These parametric models are all empirically based on certain data sets from a

certain environment. Because the environmental factors are significant cost

drivers, it is best to use multiple methods and not rely on tremendous accuracy.

Ferens and Christensen [20] report that “in general, model validation showed that

the accuracy of the models was no better than within 25 percent of actual develop-

ment cost or schedule, about one half of the time, even after calibration.”

In most projects, we are primarily interested in first estimating effort and then

estimating schedule. Most algorithmic models take the intermediate step of estimat-

ing size, usually KLOC or FP first, and then using the size to drive the effort (e.g.,

staff days/months/years), which in turn, is the fundamental driver for cost, sche-

dule, and staffing.

6.2.6.1 Manual Models The typical manual, algorithmic model is of the form

Effort ¼ Aþ B � (Size)C, where A, B, and C are empirically determined constants,

and Size is the length in either LOC or FPs.

There are many different KLOC equations for effort, calibrated to different

project data sets. For example [21]:

Walston–Felix: Effort ¼ 5:2 � (KLOC)0:91

Bailey–Basili: Effort ¼ 5:5þ 0:73 � (KLOC)1:16

Boehm Simple: Effort ¼ 3:2 � (KLOC)1:05

Doty: Effort ¼ 5:288 � (KLOC)1:047

As Figure 6.20 shows, they all give different predictions. This is a surprising

result to most first-time students of estimation. We all expect more consistency.

The reason for the variance is that they are based on different data sets, and they

are extremely simple models, using only LOC to predict effort.

The most important factor is C—the scaling factor—which accounts for the econ-

omies (or diseconomies) of size. Three out of the four equations show decreases in

productivity as the projects increase in size. One, the Walston–Felix equation,

shows increases in productivity as the projects increase in size. B is the productivity

factor—the smaller B, the higher the productivity on the project.

Similarly, three equations that predict effort from function points are:

Albrect–Gaffney: Effort ¼ 13:39þ 0:0545 �FP

Kemerer: Effort ¼ 60:62þ 7:728 � (10�8) �FP3

Matson–Barret–Meltichamp: Effort ¼ 585:7þ 15:12 �FP
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These again all give different results, although two of them predict the productivity

to be constant, independent of size.

These models were all derived from specific environments, some with small data

sets. Use with extreme caution! If you have a stable environment, and past data, you

may be able to determine these constants (A, B, and C ) for yourself and use them as

your own model. Note, however, that when you improve productivity, B will

decrease. When you improve how you manage large projects, C will decrease.

COCOMO is probably the most famous, popular, and influential algorithmic

model. It originally was developed in the late 1970s by Barry Boehm and has con-

tinued to grow and evolve through COCOMO II in 1996 and COCOMO 2000. It

continues to become more complex, more flexible, and able to handle more soft-

ware development methodologies. In COCOMO I, there are three classes of pro-

jects, with different parameters for each. Organic projects are typically small

projects, with a known environment and a small experienced team. Semidetached

projects are a mixture with medium size projects of medium complexity.

Embedded systems work in tight, inflexible environments. COCOMO I uses the

same basic effort equation, B �LOCC, where B and C vary by the class of the

project. (See Figure 6.21.)

You can use the COCOMO I equations manually. The later equations in

COCOMO II become more complex and are only practical in tools.

Figure 6.20. Comparison of KLOC models.

Figure 6.21. COCOMO I equations.
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6.2.6.2 Estimating Project Duration COCOMO I also has duration

equations based on effort, of the form Duration ¼ 2.5 �EffortC, where C varies by

type of project as shown in Figure 6.21, and Duration is in staff months. Other

empirical studies are consistent with the COCOMO I rules and have the same

form, that is,

Duration ¼ B �EffortC

where C tends to be between 0.3 and 0.4 [22], with military projects occasionally at

0.42. Reifer researched web development projects and found the same type of

relationship between effort and duration, with C ¼ 0.5 for smaller projects and

C ¼ 0.33 for larger ones. B ranged from 1.5 for business-to-business applications

to 2.2 for financial applications, (Reifer’s algorithms are for web development only.)

EXERCISE: You need to build an embedded controller for a state-of-the-art

weapons system. You have estimated 5 staff years of effort. What is a reasonable esti-

mate for the project duration? How many people should you assign to the project?

Answer: You would prefer to use estimation tools to look at different schedule scen-

arios, but assuming you cannot, you can use the COCOMO I equations:

Duration ¼ 2:5 �600:32 ¼ 9:27months

This is the nominal solution. So you might assign 60/9.27 � 6.5 people to the

project with a schedule of 9.25 months. Or you might decide to assign fewer

people and extend the schedule. Or, for the most effective solution, you may

choose to have just a few people on it initially, ramp up to 12 or so, and then

ramp back down, such that the total staff effort is 5 staff years.

You also may want to know how much you can shorten the schedule and how that

impacts the effort. The engineering rule is that the limit to schedule compression

(how much you can compress the normal software development schedule) is

about 75%. That is, if the normal schedule would take about 8 months, it is

highly unlikely that the project can be completed in less than 6 months. As you

approach the 75% mark, the amount of extra effort to achieve the compressed sche-

dule increases rapidly. At 75% schedule compression, the amount of extra effort is

about a factor of 1.43 [9]. So, if the nominal effort for an 8 month project was 24

staff/months, then an accelerated project at 6 months would take 34 persons/
months or about 43% more effort.

6.2.6.3 Tool-Based Models8 In the 1970s and 1980s, function points were

developed, and the first estimation tools, SLIM and Price-S, were released. In

8T. Capers Jones published an overview [23] of software estimation tools in 2002, which is the source for

much of the overview material in this section.
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1981, the COCOMO I models and equations were developed. From 1985 to 2004,

the estimation tool market expanded rapidly, such that today, there are over 100

commercial estimation tools available. These tools take a preliminary size estimate

(typically LOC or FP) and some project attributes and create a schedule, a staffing

plan, a total effort estimate, and cost estimates. Today, COCOMO, SPR, and Check-

point are the primary tools, although our students are always finding new ones to try.

Many of these tools are highly sophisticated, and utilize various techniques such

as Monte Carlo modeling for risk analysis. A brief description of the generic func-

tionality of the tools follows [23]. After you read it, we urge you to search for “soft-

ware estimation tools” online and try a few. Most are available either as a demo

version or freeware. If you have not used them before, we expect that you will

have some fun and be impressed.

In addition to a size estimate, these tools take many items as input to their models,

including:

. Software taxonomy

Nature of software (new, old, port, enhancement)

Scope (system or module)

Class (internal vs. external, civilian vs. military vs. e-business)

Type (system, application, embedded, management information)

. Project goals—allowing trade-offs between schedule, total effort, and staffing

. Work patterns, staff salaries, and overhead rates

Most have the following features:

. Sizing logic for specifications, source code (if FPs are input), and test cases

. Phase-level, activity-level, and task-level estimation

. Support for object-oriented technology

. Conversion between LOC and FP

. Reusability support

. Support for variety of languages (C, Cobol, Visual Basic)

. Quality and reliability estimation

Many have the following features as well:

. Risk and value analysis

. Estimation templates from historical data

. Links to project management tools

. Cost and time-to-complete estimates mixing historical data with project data

. Inflation calculations for long-term projects

. Estimates keyed to the SEI model
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Our view is that the real difficulty with software estimation is determining the

effort, not the schedules and staffing. Many of the tools also have extremely nice

capabilities, which allow you to trade off effort and schedule. Whatever the method

you use in determining size and effort, we highly recommend using the tools to work

through the schedule, the staff, and the risks and tie it into the project plan.

Now go try some of these tools and see what you think.

6.3 COMBINING ESTIMATES

We frequently have said to estimate using three or more different methods and

combine them together. When selecting the methods to use, do not select the

same methods with the same biases. Methods that would be considered complemen-

tary are [24].

. Top–down with bottom–up

. Expert opinion with analogy

. Expert opinion with proxy points

. Expert opinions by experts with different project experiences and responsibilities

. Proxy points and analogy

Methods that would be considered to have the same biases are [24]:

. Algorithmic models based on the same underlying algorithms (such as all of

the COCOMO derivatives)

. Experts who have had similar responsibilities on similar projects

When combining estimates, do not ignore your engineering judgment. If you feel

that, under the given circumstances, an estimation method is highly flawed, discard

the estimate. You ultimately are responsible for the estimate rather than the

algorithms or the methodology.

There are many ways to take your three (or more) estimates and arrive at your

final estimate.

1. Just take the one you think is the best (very simple, but not recommended!).

2. Use the mean, with standard deviations to show the variance.

3. Use a weighted mean based on standard distribution, which would be

(1 � Largestþ 1 � Smallestþ 4 �Mean)/6.

4. If you have a range of confidence levels in the estimate, you can create your

own weighted mean by:

(a) assigning a weight between 0 and 1 to each estimate, where the weight

represents your relative confidence in the estimate, and the sum of all

of the weights equals 1.0;
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(b) multiplying each estimate by its weight; and

(c) summing up all the weighted estimates for the combined estimate.

Here’s a custom weighted mean example. You have the following estimates:

FP using gearing factors: 150 staff months

Expert opinion—activity decomposition: 100 staff months

Use case points: 125 staff months

Expert opinion—module decomposition: 250 staff months

You have been using these methodologies for the past year, and you have been

getting very good results with use case points. This is the first time you’ve tried

module decomposition. Hence, you decide to use the following confidence weights:

FPs: 0.2

Expert opinion—activity decomposition: 0.2

Use case points: 0.5

Expert opinion—module decomposition: 0.1

Weighted Mean ¼ 0:2 �150þ 0:2 �100þ 0:5 �125þ 0:1 �250

¼ 30þ 20þ 62:5þ 25 ¼ 137:5

6.4 ESTIMATING ISSUES

6.4.1 Targets Versus Estimates

In the introduction to this chapter, we stated that a primary reason for projects

coming in over-budget was the confusion between the target for a project—that

is, what the senior management or marketing wants the cost to be—and the actual

estimates.

When requested to provide an estimate, one of the first questions you should ask is:

“Are you asking me for an answer or telling me what the answer needs to be?” Fre-

quently, because of the realities of business, you are being told what the answer must

be; that is, you are given the “effort budget” for the job. In this case, all of the same

tools and methodologies still apply. But instead of using them to create an estimate,

you use them interactively to create a rational plan that can match the budget. For

example, think of all the ways you could reduce the number of adjusted use case

points. You could reduce actors. You could reduce scenarios. You could decrease

the technical factors. You could improve the environmental factors. You could

even reuse large chunks of code and classes rather than reprogramming them.

There are infinite potential solutions, some of which are feasible, most of which

are not. But the point is to use the same methodologies to consider the changes to

your plan to reduce the effort on the project so that you can come in on-budget.
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Some people, when faced with an inadequate budget, try adjusting the parameters

of the estimation model without changing the work involved. This will only create

more overtime, unless you actually made mistakes in the initial estimate. Another

favorite technique is to plan on overtime. Our view is that overtime is for contin-

gency and risk management. Have a plan you believe you can meet without over-

time. Use overtime to get out of trouble when the unforeseen occurs, as it always

will. The third favorite technique is to cut features. We see this option as a last

resort, unless you can justify to yourself and to your customer that the feature is

either truly unneeded or optional. Instead, use your creativity and your problem

solving skills to simplify the project or increase productivity. Features are what

people pay money for!

Managers who recognize the inherent uncertainties in estimates, and the ten-

dency for work to expand to fill the available time, may purposefully understaff

and aggressively schedule a project in order to reap the highest efficiencies poss-

ible. This strategy is a reasonable strategy but needs to be understood and

managed appropriately.

6.4.2 The Limitations of Estimation: Why?

It is easy to agree that the state of the practice is ragged. Although we have some

excellent results in estimation, we also have a lot of disappointing ones. We are

sure you were disappointed at the expected accuracy of estimations. In practical

terms, it really comes down to the question of the extent of invention and

problem solving required.

Consider the situation of building six new apartment buildings, one after the

other, all of which have the same design, all of which are being built on the same

type of vacant land. The estimate for the first one may have been +25% of what

actually happened. By the third, the estimate is probably +5%. But consider the

impact of new technology. Instead of using brick and mortar, you change to

precast concrete, because of the expected savings in cost. And instead of building

on flat vacant lots, you need to build on a rocky hillside. And you decide to add a

penthouse on top because you have a customer who really wants one. Now what

happens to your estimate? That +25% looks awfully good now.

The same is true of software projects. If you are building similar systems to those

you have previously built, with similar teams and technologies, and can manage the

requirements processes, you will become quite accurate with your estimates. If you

are building fundamentally new systems, where invention is required,+25%will be

quite an achievement.

6.4.3 Estimate Uncertainties

We need to remember what an estimate really is and frame our estimates appropri-

ately. Estimates have inherent probabilities. Remember the normal distribution—

what we typically give are estimates that are our most accurate view, which is
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also known as the 50% view, which means that we have the same probability for

being under as well as over-budget.9

In order to estimate more accurately, we need to:

. Understand, accept, and manage the inherent uncertainties in estimation

. Change our terminology in estimation to include the uncertainties

The size of the uncertainty in the estimate differs based on how close you are to

the end of the project. Barry Boehm published the classic chart shown in Figure 6.22

in 1981 [25], which became known as the “cone of uncertainty.” It represents the

estimated accuracy of estimates at different phases in the software life cycle. It

says that during the initial feasibility phase of a project, the accuracy of an estimate

is a factor of +4. For example, if you estimate a project to be 200 staff months, it

could take anywhere between 50 and 800 staff months (?!). As you progress through

the life cycle of the project, the estimate accuracy increases, such that in detailed

design, it is a factor of approximately +1.3 rather than the initial +4.

Most practitioners agree that the scale has changed due to improved estimation

practices and processes. Also, there is a much greater tendency to underestimate

(due to market/organizational pressures, optimism, and overconfidence) rather

than to overestimate. Our experience leads us to believe that it is now typically

Figure 6.22. The cone of uncertainty.

9Unfortunately, Parkinson’s Law, which states that work expands to meet the time available, holds extre-

mely well for software projects. So really this 50% view is the one that says we’ll be on-budget 50% of the

time, and over-budget the other 50% of the time.
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closer to þ100%/250% at the feasibility stage, but still not much better than

þ20%/210% at the detailed design stage.

Uncertainties can be categorized as statistical variance, known risks, and

unknown events. You will always have statistical variance. The only question is

the size of it. The known risks need to be addressed explicitly in the risk manage-

ment plan. (See Chapter 12 for a more detailed discussion of how to plan for and

quantify risks.) The unknown events are obviously the toughest to handle. The

typical strategy is to use experts to minimize the number of unknown events and,

in the absence of any other information, have a 10% management contingency

buffer, as recommended by the Project Management Institute (PMI).

We also need to improve the way we talk about estimates to include the probabil-

istic nature of the estimates. Instead of giving “the number,” we need to give ranges

and views based on probabilistic distributions. The “pX view” means that there is an

X% probability of not exceeding the estimate; for example, the p10 view means that

we believe we will exceed the estimate 90% of the time.

Consider the difference in information between the statements below.

. My estimate is 12 staff months.

. My estimate is between 10 and 14 staff months.

. My p50 estimate is 12 months.

. I estimate that 95% of the time it will be between 10 and 14 months.

. I estimate that 98% of the time it will be less than 14 months.

The first statement is the easiest for others to deal with. You take on all of the risk

and uncertainties for making the date. With the other statements, you now are

sharing the risks, allowing others to help manage the risks, and providing signifi-

cantly more information.

The ranges can be specified by the experts as part of the estimation process.

Unfortunately, experiments have shown that experts tend to be consistently overcon-

fident in their estimations of ranges [24]. The reasons for the overconfidence are

very human, such as the need to appear confident and professional, belief in one’s

own abilities, and lack of immediate feedback, but they still result in overly optimis-

tic ranges of estimates. Experiments show that you will get more accurate ranges by

using either predetermined organizational guidelines or probability distributions

based on previous projects. We recommend the engineering rules in Figure 6.23

as a starting place until you have your own organizational baseline. For example,

if your current p50 estimate is 50 staff months, and you are in the design phase,

then using our engineering rules, you would say that the expected range is

between 45 and 60 staff months.

Figure 6.23. Estimation uncertainty engineering rules.
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To use the distribution from previous projects to derive the X% effort, start with

your best estimate (determined by other methods) [24]. For example, assume your

estimate is 10 staff years and, on previous similar projects,

. 30% came in on-budget,

. 10% came in under-budget by 10%

. 40% came in over-budget by 50%

. 20% came in over-budget by .50%

Then your % estimates are:

. p10 estimate—9 staff years

. p40 estimate—10 staff years

. p80 estimate—15 staff years

Little [26] published data for 120 delivered systems from Landmark Graphics, all

based on the agile methodology. His study revealed the following for these 120

systems:

(1) estimation accuracy follows a log-normal distribution,10 (2) our initial estimates

are targets with only a small chance of being met, (3) the range between the target

and an estimate with 90% confidence is about four times greater, and (4) this behavior

and uncertainty range is nearly identical at all stages in the project lifecycle, in conflict

with the “cone of uncertainty” presented by Boehm.

These results are not that surprising, especially considering the agile methodology,

and its embracement of change.

In summary, to deal with the uncertainties of estimates:

. Change your terminology from one number to a pX number.

. Use probability intervals to specify the range on your estimates.

. Use methods other than “gut feelings” for determining the range, since over-

confidence is typical and becomes more pronounced as the staff becomes

more and more experienced.

. If you are using agile methods, especially if you are following the principle of

“responding to change over following a plan,” expect to have a low probability

of meeting your initial estimates (10%?), and expect a large estimate uncer-

tainty throughout your projects.

6.5 ESTIMATING EARLY AND OFTEN

When should you estimate? And how much effort should you spend on it?

It depends on the project and the methodology. Effort estimation is usually over-

head—you are not producing a deliverable product. So you need to ensure that the

10Very simplistically, the log-normal distribution means that it was underestimated far more frequently

than overestimated.
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benefit exceeds the cost. If it really does not matter how much you spend on devel-

opment or how long it takes, do not bother. If you are dealing with frequently chan-

ging requirements and specifications, you need to understand how to give ballpark

estimates quickly and efficiently, and expect to update them (quickly and efficiently)

when the situation changes.

In some projects, estimates are crucial and important to do well. They can greatly

impact the quality of the decision making. When we bid for jobs, if our estimate is

greatly under, we may lose money and damage our company. If we overestimate, we

may unnecessarily lose a job to a competitor. When we estimate well, it gives us a

chance to win the jobs we should win and lose those we shouldn’t win, as well as

provides us with a foundation to manage the schedule and budget risks. Typically,

our customers and management demand it.

For traditional developments, you should estimate the job at least three times:

. Feasibility Phase: Macro estimation

. Requirements Phase: Detailed estimation

. Design Phase: Refined estimation

The need for accuracy of an estimate is related to its purpose at that point in time. A

cost estimation at the feasibility stage of a project need only be accurate enough to

support a decision to prepare a more detailed definition of the project. Detailed

product and project definitions are not available, so the estimate will be high

level. The estimate at the requirements specification stage is a critical project

decision point and must be reasonably accurate. You are potentially committing sig-

nificant resources based on the business case, which is based on the cost estimate.

The required accuracy depends on the business model. If it is for an in-house

project or consulting services, they may be “pay as you go,” in which case the esti-

mate is really about establishing credibility. For external product sales or for a fixed-

cost project, the required accuracy depends on when a final price will be set. Once

the detailed design has been completed, and hopefully most of the unknowns have

become known, a reasonably accurate estimate and plan can be created.

Because of the inherent uncertainties throughout all projects, you may need to

reestimate as you learn more. Whenever you have major unplanned events, you

will need to understand how they impact the schedule and the effort. Do not

ignore them and just hope it will all work out. Typically, it does not. At least,

roughly estimate the impacts to make sure your plan is still viable. By estimating

early and often, you can take appropriate action to adjust the program and project

plan when you find that the work is not aligned with either the budget or the

schedule.

6.6 SUMMARY

Well, were you disappointed? There certainly is no silver bullet (although we per-

sonally believe use case points have great potential). We presented you with a
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bevy of methods and, hopefully, a tremendous amount of insight into their practical

use, including the need to present estimations as probabilities and some of the

human frailties of over-optimism. Remember also to set your expectations based

on the amount of uncertainty in a project. If there is very little, then your estimations

should be pretty good. If there are unknowns, and significant invention is required,

the variation will be high.

The good news here is that if you do follow the methodologies, you will have

better results than you had before. Even with projects that have many unknowns,

these techniques and tools can help you to quantitatively understand where you

are at any point, and you can use them to intelligently adjust the program, be it

the schedule, the design, or just the expectations.

Remember that the cone of uncertainty dictates that the farther you are from the

finish point, the greater the uncertainty, so try to keep your project or release on the

smaller side. Then start managing with all of your effort to keep it on track, and

revisit the estimates, so that you can adjust your plan before it is history.

PROBLEMS

6.1 You have a relatively simple project for which the specifications have been

agreed and signed off on. There are 1200 function points. Now you are

told that you will have 6 months to develop it. Is this reasonable or not?

You are in a customer meeting and need to respond with something intelli-

gent right now.

6.2 You need to build a web application that automatically orders materials for

your manufacturing company. You have estimated 5 staff years of effort.

What is a reasonable estimate for the project duration? How many people

should you assign to the project?

6.3 You have the following estimates:

FP using gearing factors: 150 staff months

Custom model: 100 staff months

Use case points: 125 staff months

Combine them into one estimate. You believe the custom model is twice as

good an estimate as the other two estimates.

6.4 You are building a new system with 4 simple screens, 2 reports which each

reference over 10 different data tables, and call 5 new C programs to do

certain calculations. Historically, you have a productivity rate of 10 NOPs

per staff month, with a SD of +1 staff month. What is the estimated

number of staff months for the project? What would be the 95th percentile

estimate? Assume an overall reuse rate of 40%.

6.5 Your company has been upgrading its old systems. Your system is next in line

and you are responsible for estimating the cost/schedule for the upgrade. It
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will be an interactive, object-oriented, web-based system. How would you go

about estimating the effort and schedule? Assume you have all the data from

the initial implementation. This will be a complete rewrite.

6.6 You’ve estimated the size of a project to be 500 FPs. Using the Jones engin-

eering rules, what is the expected duration? It is a military project. You

expect to be in design through development for 60% of the duration of the

entire project. You expect this customer to add in 3% new FPs for each

month during design through development. How many extra function

points should you expect the customer to add in?

6.7 True or False: Purchasing a good estimation tool is the best way to improve

your estimations.

6.8 What are two other estimation methodologies that would be complementary

with function points?

6.9 Your team tells you that the most likely view is 6 staff months for a project.

Using the 6 months as the p50 view and employing our engineering rules,

what would you calculate the p95 view to be? You are in the requirements

phase of the project.

6.10 You’ve estimated a project to require 20 staff months of effort (using use case

points) using a team that was good, but you did not know the RUP or OOD at

all. You have the option of sending them to training in both RUP and OOD,

such that they will now be considered very experienced and familiar (e.g.,

from 0 to 5 on the appropriate factors). What would be the breakeven point

for sending them to training: that is, time spent in training ¼ time saved by

being more efficient. Assume that your previous Efactor was 10, so your pre-

vious EF was 1.42 0.03 �10 ¼ 1.1. Use Karner’s factors for productivity.

6.11 Which method(s) produced results as good as or better than experts?

6.12 True or False: You should expect to be able to estimate within 10%.

6.13 True or False: If you are told the budget for the work, there is no need to ever

estimate how much effort it will take, because it doesn’t matter.

6.14 True or False: Experts, as a rule, underestimate more frequently than they

overestimate.

6.15 True or False: An advantage of using estimation tools is that they frequently

integrate well with project management tools.

6.16 You have a system with 25 use cases, 3 different user interfaces, and 5 differ-

ent external system interfaces. The development team estimates it at 10 staff

years +10%. Is this a reasonable estimate?

6.17 Your company starts to use use case points on two different projects. They

find that the productivity is 8 use case points per month on one project and

18 on the other. What do you think is going on?
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PROJECTS

6.1 Select one automated software estimation tool to use. You can find many on

the Web that have demo versions or short time period licenses. Determine

the types of algorithms it uses.

6.2 Estimate the theater tickets project (from Chapter 4) using three different

estimation methodologies, including your automated tool (from 6.1), use

case points, and another method of your own choosing.

6.3 Review the automated tool you selected in 6.1. What did you like, what did

you not like, and would you recommend it for use on your own projects?

6.4 Combine your estimates into one estimate.

6.5 Create a presentation of your estimate that you might use to present to your

management.
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7
In Praise of Defects:

Defects and Defect Metrics

If debugging is the process of removing bugs, then programming must be the process of

putting them in.

—Unknown

No software system of any realistic size is ever completely debugged—that is, error free.

—Edward Yourdon and Larry Constantine [1]

Defects do follow a Rayleigh pattern, the same as effort, cost, and code constructed. This

curve can be projected before the main build begins; it can be finely tuned. It is the key

ingredient for the statistical control of software reliability.

—Lawrence H. Putnam and Ware Myers [2]

Huns learn less from success than they do from failure.

—Wess Roberts [3]

7.1 WHY STUDY AND MEASURE DEFECTS?

Let us start thinking about defects by trying to answer two defect-related questions:

1. Your system has no reported field defects. It was released six months ago. Is it

time to break out the champagne?

2. You are building a commercial application. Your CEO, who is very dedicated

to quality, directs you to find and fix 99% of the bugs before you ship. What is

your response?

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
Copyright # 2006 John Wiley & Sons, Inc.
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Think about these two scenarios as we study defects in this chapter. We will then

return to them in Section 7.9 and provide reasonable answers based on what we

have learned.

This chapter is about defects—their patterns, their rhythms, their predictability,

and the stories they can tell, to any and all who will listen.

Most people view software defects as undesirable and just want to get rid of all of

them as soon as possible. The quantitative software engineer sees them a little

differently (although still wanting to be rid of them quickly). Defects are real, obser-

vable manifestations and indications of the software development progress, process,

and quality. From schedule, quality, and process engineering viewpoints, they are

invaluable. From a schedule viewpoint, they give a clear indication of progress

(or lack thereof). From a quality viewpoint, they give an early indication of the

expected defect density of the product. From a process engineering viewpoint,

they give clear indications of the effectiveness of the software development

processes and indicate targets for improvement. You can see them, count them,

predict them, and trend them. Defects are actually one of the best and most useful

pieces of data available in software development.1

Defects have their own behavioral patterns and dynamics that need to be under-

stood to manage and control software development projects and processes. To those

who pay attention to them, defects give a wealth of understanding and insight into

both the software product and the software development processes.

7.2 FAULTS VERSUS FAILURES

Software engineers use the terms defects, faults, and bugs interchangeably and

occasionally interject the term failures when speaking about undesirable system

behavior. Faults are defects that are in the system at some point in time. Failures

are faults that occur in operation. Defects metrics measure faults. Reliability

metrics measure failures. Bugs are synonymous with defects and faults.

If code contains faults but the faults are never executed in operation, then the

system never fails. The mean-time-between-failures (MTBF) for the system will

approach infinity and software availability will be 100%.

If there is only one fault in an entire system, and it is executed in the boot

sequence of the system, then the system will fail every time, and the MTBF

approaches 0 and the software availability will be 0%.

Faults are defects in the system that may or may never be seen in operation.

Faults can range in severity from crucial—they must be fixed immediately— to

inconsequential—they may never be worth fixing. As part of any project, you need a

defect severity scheme that is relevant for that project. For defect metrics and

1Think of defects as the pain of software development. Pain is a huge feedback mechanism. If we

did not have it, we would damage ourselves on a daily basis. Pain and defects, by themselves, are

undesirable—something you want to eliminate. When understood by trained professionals, they can

lead to discovery and treatment of underlying problems, which eventually lead to better health or

systems in the long term.
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management, focus on the defects that will actually impact your project and product

performance.

The standard measure of defects today is defect density: the number of defects

per KLOC or per function point.

7.3 DEFECT DYNAMICS AND BEHAVIORS

7.3.1 Defect Arrival Rates

Defects are not detected at random intervals. Defects have certain dynamics, beha-

viors, and patterns. Starting with the beginning of the software life cycle, they tend

to follow a Rayleigh curve, as shown in the Figure 7.1 [4]. You can predict these

curves, along with the upper and lower control limits, based on the project size,

process maturity, and past history.

7.3.2 Defects Versus Effort

There tends to be a linear relationship between defects and effort [4], assuming that

the other factors (such as process, team skill level, and technology) stay constant

(Figure 7.2). In other words, people tend to make errors, which lead to defects, at

a relatively constant rate. All you can do is adjust the slope of the line, through

improvements in processes, training, technology, and skill levels or through

changes in schedule and staffing levels.

7.3.3 Defects Versus Staffing

Defects detected over time tend [4] to be similar to staff effort, with an additional

time lag for error detection (Figure 7.3).

Figure 7.1. Defect arrival rates.
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7.3.4 Defect Arrival Rates Versus Code Production Rate

Detected defects are related to the code production rate [4], which in turn is related

to the staff effort curves. All of them tend to follow Rayleigh curves. Note that if you

start tracking the defect data once formal testing begins, the defect discovery curve

will look exponential (Figure 7.4).

Figure 7.2. Defects versus effort.

Figure 7.3. Defects versus staffing.

Figure 7.4. Defects versus code production rate.
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7.3.5 Defect Density Versus Module Complexity

Figure 7.5 shows the relationship between the complexity of a software module and

defect density, which we explored in detail in Chapter 5 [5]. It is occasionally called

the “bathtub chart.” It is important to remember that defect density for small soft-

ware modules is high, falls exponentially as the size increases, bottoms out for a

while, and then rises again. Intuitively, this seems reasonable. For any module,

there is an initial set of “startup defects,” which, if you have a very small module,

will create a high defect density. On the other end, as the software becomes increas-

ingly complex, the complexity engenders a higher rate of defects. The implications

are clear—you want to design and build your systems such that your modules are at

the bottom of the “bathtub,” where the defect density is the lowest.

7.3.6 Defect Density Versus System Size

The “cloud” shown in Figure 7.6 is an approximation of Putnam–Myers QSM data

for defects versus effective source lines of code from 1997 [4]. Although the number

of defects varies widely based on the size of project, the trend is linear.

Figure 7.5. The bathtub chart.

Figure 7.6. Defects found from Integration to Delivery—QSM Data Base.
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The chart in Figure 7.7 is from Jones in 1991 [6]. The details are different, but the

trend and pattern are the same as the Putnam–Myers data.

7.4 DEFECT PROJECTION TECHNIQUES AND MODELS

The objective of defect prediction and estimation techniques and models is to project

the total number of defects and their distribution over time. The techniques vary con-

siderably. There are both dynamic and static defect models. The dynamic models are

based on the statistical distribution of faults found. The static models use attributes

of the project and the process to predict the number of faults.

Static models can be used extremely early in the development process, even

before the tracking of defects begins. Dynamic models require defect data and are

used once the tracking of defects starts.

7.4.1 Dynamic Defect Models

Dynamic models are based on predicting—via calculations or tools—the distri-

butions of faults, given some fault data. The primary concept is that the defects

do follow distribution patterns as discussed above, and given some data points,

you can generate the arrival distribution equations.

There are many different defect distribution equations, but the primary ones

are Rayleigh, exponential, and S-curves. Rayleigh distributions model the entire

development life cycle. Exponential and S-curves are applicable for the testing/
deployment processes.

Figure 7.7. Defects versus function points.

7.4 DEFECT PROJECTION TECHNIQUES AND MODELS 123



There are two distribution functions: the probability distribution function (PDF)

for defect arrivals, which is called f (t), and the cumulative distribution function

(CDF) for total number of defects to arrive by time t, which is called F(t). Note

that f (t) is the derivative of F(t).

The Rayleigh and exponential curves are both in the family of the Weibull curves

and have the forms

f (t) ¼ m(t=c)m �e(�t=c)m=t

F(t) ¼ 1� e(�t=c)m

Whenm ¼ 1, these are equations for an exponential distribution. Whenm ¼ 2, these

are equations for a Rayleigh distribution.

7.4.1.1 Rayleigh Models The equations for the basic Rayleigh curves, where

t is time, c is a constant, and K is the total number of defects (e.g., area under the

curve), are

f (t) ¼ K �2(t=c2)e�(t=c)2 and F(t) ¼ K(1� e�(t=c)2 )

Interestingly, c ¼
ffiffiffi

2
p

tm, where tm is the time t at which f (t) is maximum. Therefore,

F(t) ¼ K 1� e�(1=2t2m)t
2

h i

f (t) ¼ K (1=tm)
2te�(1=2t2m)t

2
h i

The ratio of defects that should appear by time tm is defined as F(tm)/K, which is

[12 exp (20.5)] or �.4. Therefore, �40% of the defects should appear by time tm.

There are multiple ways to use these equations to predict arrival rates and total

number of defects. There are many commercially available tools that will do

these calculations in a statistically valid manner. A few simple methods which

you can calculate yourself and that can get you started are demonstrated next.

Method 1: Predicting the Distributions—An Extremely Easy Method Given

that you have defect arrival data, and the curve has achieved its maximum at time

tm (e.g., the inflection point), you can calculate f (t), assuming the Rayleigh distri-

bution. The simplest method is to use the pattern that �40% of the total defects

have appeared by tm. This is a crude calculation but it is a place to start.

For example, assume you have the following data for arrival rates for defects:

Week 1 2 3 4 5 6 7 8 9

Defects

found

20 41 48 52 62 59 52 44 33
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tm is week 5. Since �40% of the defects appear by tm, and the sum from week 1

through week 5 of defects is 223, then the simple calculation for the total number

of defects is 223 � (100/40) ¼ �557.
You can determine f (t) once you have K and tm.

Continuing the example and substituting in K ¼ 557 and tm ¼ 5,

f (t) ¼ 557(t=25) e�t2=50 ¼ 22:3te�t2=50

F(t) ¼ 557(1� e�t2=50)

Method 2: Predicting the Distributions—A Little More Complex Method You

can solve for f (t) by using tm and one or more data points to solve for K and f (t). The

simplest way is to take just one data point; the easiest point to use is f (1) ¼ 20.

Substituting in tm ¼ 5, we have

20 ¼ K(1=25) e�1=50

K ¼ 20 �25 �e1=50

K ¼ 510

So

f (t) ¼ 510(t=25) e�t2=50 ¼ 20:4 te�t2=50

F(t) ¼ 510(1� e�t2=50)

We know that at least three points are needed to estimate these parameters using

nonlinear regression analysis, and that further statistical tests (such as standard

error of estimate and proportion of variance) are necessary for these parameters to

be considered statistically valid. In the case where high precision is important, use

a statistical package or one of the reliability tools to calculate the curve of best fit.

As an interim and easier step, we can calculate K for all values of f (t), assuming

tm ¼ 5 and then calculate the mean and standard deviation. That is,

K ¼ ½25 f (t)e�t2=50�=t: These calculations are easily performed with a spreadsheet.

The mean for K is 491 with a standard deviation of 22.3.

Week 1 2 3 4 5 6 7 8 9

Defects

found

20 33 48 60 62 59 52 44 33

K 510.1 446.9 478.9 516.4 511.1 505.0 494.8 494.5 463.2

Mean 491.2

SD 22.37972

Note that these calculations are sensitive to tm and although they are not comple-

tely valid in a statistical sense, they give the statistically challenged practitioner a
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relatively easy method for calculating the defect detection distribution functions,

with some initial control limits. Considering the precision of the typical data, they

are reasonable. Figure 7.8 is a graph that shows f (t) for K ¼ 510, 491, 557. All

three curves are close to the actual data and very similar to each other. From an

“eyeball” perspective, K ¼ 491 looks the best, as we would expect.

Method 3: Predicting the Arrival Rates Given Total Number of Defects and
Schedule Once you predict the total number of defects expected over the life of

a project, you can use the Rayleigh curves to predict the number of defects expected

during any time period by using the equations below. You can also compare projected

defects with actual defects found to determine project performance.

Td is the total duration of the project, at which time 95% of all defects have been

found.2 K is the total number of faults expected for the lifetime of the delivery.

Then the number of defects for each time period t is

f (t) ¼ (6K=(T2
d ))te

�3(t=Td)
2

½2�

For example, you know that past, similar projects have had a defect density of

10.53 defects per KLOC and you have predicted that this project will be 100

KLOC. You also have a reasonable expectation, based on process improvements,

that you expect to have 5% fewer defects. Therefore, you project that the total

number of defects for this project will be 10.53 �100 � 0.95 ¼ 1000.

Given a total duration of the project of 26 weeks, and a total expected number of

faults of 1000, then the expected distribution of faults would be as depicted in

Figure 7.9.

Based on the distributions in your data from prior projects, you can add in control

limits. You may want to use 2 SD, which will give you a 95% confidence range of

performance.

Figure 7.8. Rayleigh defect example: defect projection for different K values.

2The 95% number here is used as a reasonable target for delivery. The equations are derived from

F(Td)/K ¼ 0.95 Another percentage would result in slightly different constants in the equations.
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If you do not have data from prior projects, you can still project overall defect

densities in a number of ways, as discussed later in this chapter, and use the same

technique to project arrival rates.

The Rayleigh model is used in a number of tools, which you can find on the

Internet. Some of the more notable ones are:

. SPSS (SPSS Corporation)

. SAS (SAS Corporation)

. SLIM (Quantitative Software Management Corporation)

. STEER (IBM Corporation).

7.4.1.2 Exponential and S-Curves Arrival Distribution Models Once

testing begins, exponential and S-curve functions are the primary modeling func-

tions for defect arrivals. Figure 7.10 contains both F(T )—the cumulative distri-

bution function—and f (t)— the arrival function—for both curves.

S-curves resemble an S, with a slow start, then a much quicker discovery rate,

then a slow tail-off at the end. They are based on the concept that initial defects

may be more difficult to find because of either the length of time for error isolation

or crucial defects that need to be fixed before others can be found. There are multiple

S-curve models; all are based on the nonhomogeneous Poisson process for the

Figure 7.9. Defects projection for 26 week project.

Figure 7.10. Exponential and S-curves.
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arrival distribution. One equation [7] for S-curves is

F(t) ¼ K 1� (1þ lt)�lt
� �

Now let us look at the exponential distribution (Figure 7.11):

F(t) ¼ K 1� e�lt
� �

f (t) ¼ K lte�lt
� �

Given a set of data points, you want to know K. The techniques are similar to

those for Rayleigh curves. You can (1) use reliability/statistical analysis tools,

(2) solve for it using a few points, or (3) eyeball in your own K (. . . but don’t tell
anyone we said that).

7.4.1.3 Empirical Data and Recommendations for Dynamic
Models You may be extremely skeptical of these models and their ability to

predict the number of total defects. So let us look at some of the empirical results

of using these models:

. Putnam and Myers [8] found that total defects projected using Rayleigh curves

were within 5–10%.

. Using their STEER software tool, IBM Federal Systems in Gaithersburg,

Maryland, estimated latent defects for eight projects and compared the estimate

with actual data collected for the first year in the field. The results were “very

close.” [9]

. Thangarajan and Biswas [10] from Tata Elxsi Ltd reported on using a Rayleigh

model successfully on over 20 projects.

Figure 7.11. Exponential distribution and K, the total number of defects.
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. Figure 7.12 is a chart from Northrop Grumman [11] in 2001, which shows their

successful use of the Rayleigh model to predict defects in the test cycle based

on defects discovered earlier in the life cycle.

. Some data suggests that m ¼ 1.8 for Weibull curves (see Section 7.4.1) may be

best, although the calculations become more difficult.

Recommendations Over the past 15 years, and with the move to higher SEI

levels, much more defect data has been recorded than ever before. Even so, organ-

izations will vary from the standard patterns. Defect arrival rates tend to follow the

Rayleigh curves, and the equations can be finely tuned to match an individual

environment.

Our first and primary recommendation is to start tracking and using your defect

data if you are not doing it. Our second recommendation is to try the simplest models

first, especially the Rayleigh curves, and evolve if needed.

7.4.2 Static Defect Models

Static defect models are based on the software development process and past history

rather than the defect data for the current project. They can be used throughout a

project’s life cycle, including before it begins. They are extremely useful for eval-

uating and predicting the impact of process changes to the overall quality of a

project.

7.4.2.1 Defect Insertion and Removal Model The basic model, which has

been credited to Barry Boehm and Capers Jones, is that defects are inserted into a

product and then removed. You can improve a product by inserting fewer defects

and/or by removing more of them. It is a good, high-level model to use to guide

our thinking and reasoning about defect processes (Figure 7.13).

Figure 7.12. Northrop Grumman defect discovery Rayleigh curve: discovered defects.
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7.4.2.2 Defect Removal Efficiency: A Key Metric Defect removal

efficiency, DRE, is a key metric that is used for measuring and benchmarking the

effectiveness of the process, as well as measuring the quality of a project.

For an overall project, DRE ¼ E/(EþD), where E is the number of defects

found before delivery to the end user, and D is the number of defects found after

delivery. The goal is to have DRE approach 1, which would mean that no defects

were found postdelivery.

For example, you found 10 defects after you delivered your product. There

were 990 defects found and removed before delivery. Your DRE ¼ 990/
1000 ¼ 99%.

For each software engineering activity i, DREi ¼ Ei/(Eiþ Eiþ1), where Ei is the

number of defects found in activity i, and Eiþ1 is the number of errors found after

activity i that are traceable to defects that were present during activity i. The goal

is to have DREi approach 1 as well, so that errors are found and removed before

they reach the next activity.

Projects that use the same team and the same development processes can reason-

ably expect that the DRE values from one project to the next are similar. For

example, if on the previous project, you removed 80% of the possible requirements

defects using inspections, then you can expect to remove �80% on the next project.

Or if you know that your historical data shows that you typically remove 90% before

shipment, and, for this project, you have used the same process, met the same kind of

release criteria, and found 400 defects so far, then there probably are �50 defects

still in the product.

The defect removal matrix is a useful matrix that identifies both the phase in

which a defect was inserted and when it was removed. It is useful as an analysis

tool for the defect removal process; it allows you to calculate the efficiencies of

the defect removal for each step in a process.

For example, you are working on a project on which you are tracking your defects

and the phases in which the defects were found and removed. You have four

defect removal steps: (1) requirements review, (2) design review, (3) testing, and

Figure 7.13. Defect insertion/removal model.
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(4) customer detected. You have three phases of defect insertion that you track:

(1) requirements, (2) design, and (3) coding. You can represent your defect data

in a DRE matrix as shown below:

Defect Injection Phase

Defect Removal Step Requirements Design Coding Total

Requirements Review 13 13

Design Review 2 12 14

Testing 3 5 32 40

Customer Detected 1 3 4 8

Total 19 20 36 75

This matrix indicates that 19 requirements defects have been found, 13 of which

were found in the requirements review, 3 in testing, and 1 by the customer.

DRE for System ¼ Total Detected Before Release=Total Detected ¼ 67=75

¼ 89%

which, especially for a significant system, is not bad. The DRE of a phase measures

the percentage of possible faults that were removed in a phase. For example, in

design, there were 26 possible faults that could have been detected (6 requirements

and 20 design faults); 14 of them were discovered in the design review phase, result-

ing in a DRE of 14/26.
The DRE for each phase3 is shown below:

Phase DRE by Phase

Requirements 0.68

Design 0.54

Testing 0.83

Customer Detected 1.00

In terms of analysis, this chart tells us our design defect removal process is the

least effective, and the testing is the most effective at removing defects. If this

were one of our projects, we would launch two quality improvement initiatives:

1. Based on the total number of requirements defects, we would look for process

improvements to avoid defects being inserted in the first place: for example,

3This calculation assumes that there are no “latent bugs”—bugs that have not been found by the customer.

This assumption is highly unlikely, as discussed in later sections. Alternatives would be to use an esti-

mated total number of defects, or to explain that you expect that there are additional latent defects. In

either case, the analysis of the data remains valid.
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using JAD sessions or prototyping to reduce the number of requirements

defects.

2. Based on the DRE of the phases, we would focus on improving the design

review process. Typical engineering rules for design reviews are 60–70%

removal versus the 54% we have here.

7.4.2.3 Static Defect Model Tools There are tools that support the static

defect model and allow you to tune it for your environment. One tool is

COQUALMO [12], an extension to COCOMO II.

COQUALMO is a defect prediction model for the requirements, design, and

coding phases based on the defect insertion/defect removal model. It is actually

two separate models, one for defect introduction and one for defect removal. For

defect introduction, COQUALMO use the COCOMO II project descriptors (size,

personnel capability and experience, platform characteristics, project practices,

and product characteristics such as complexity and required reliability). For

defect removal, it uses ratings of a project’s level of use of tools, reviews, and

execution testing to determine what percentage of the introduced defects will be

removed. The result is a prediction of defect density, either in KLOC or FPs. In

short, COQUALMO is a mathematical model that takes as input your view of

your defect injection drivers and defect removal drivers and gives you a projection

of the defect density of your system at different points in the development life cycle

(Figure 7.14). It can be used to estimate the impact of “driver changes” on defect

density, so that you can do “what if” and “improvement investment” analysis.

COQUALMO is currently populated with data from the COCOMO clients and

“expert opinion.”

We strongly recommend you use a tool such as COQUALMO and tune it to your

environment. It will allow you to quantitatively understand and then engineer your

defect injection, prevention, and removal processes to optimize your quality and

effort.

Figure 7.14. COQUALMO.
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7.5 ADDITIONAL DEFECT BENCHMARK DATA

Defect benchmark data is surprisingly sparse. Many companies consider it proprie-

tary. It is also easy to misuse the data, either by punishing projects that do not meet

certain benchmarks or by calculating misleading results caused by differences in

counting techniques, such as in size, usage, and severity. Don Reifer [13] has

taken a lead in publishing software productivity, cost, and quality data, in hopes

of encouraging others to do so. We fully support his position and encourage you

to publish your defect data as well.

7.5.1 Defect Data by Application Domain

Reifer’s delivered defect data (for 600 U.S. projects from 1997 through 2004) by

domain is shown in Figure 7.15.

Reifer’s additional comments include:

. Defect rates in military systems are much smaller due to the safety

requirements.

. Defect rates after delivery tend to be cyclical with each version released. They

initially are high and then stabilize around 1 to 2 defects per KLOC in systems

with longer life cycles (.5 years). Web Business systems tend to have shorter

life cycles (�2 years) and may never hit the stabilization point.

Figure 7.15. Defect density by application domain.
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7.5.2 Cumulative Defect Removal Efficiency (DRE) Benchmark

The percentage of defects removed before software is delivered to a customer tends

to be significantly lower than one might expect. Jones’ data from 1991 is shown in

Figure 7.16 [14]. This table says, for example, that for software larger than 320 func-

tion points, typically only 75% of the faults were removed before shipment. Remem-

ber that this is data from 1991.

7.5.3 SEI Levels and Defect Relationships

Diaz and King [15] measured software development at General Dynamics and

analyzed the relationship between SEI levels, quality, cost, and rework. They

used data from �20 projects in various stages of the life cycle, with �360 software

development engineers as shown in Table 7.1.

Jones’ data from 2000 [16], which looks at DRE per FP, based on SEI levels

shown in Figure 7.17. This chart tells us, for example, that the typical U.S. software

project ships with only 80% of the defects removed.

Figure 7.16. Cumulative defect removal percentage versus function points.

TABLE 7.1 General Dynamics Decision Systems

Project Performance Versus CMM Level

SEI Level

Customer Reported Unique

Defects per KLOC

2 3.2

3 0.9

4 0.22

5 0.19
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7.5.4 Latent Defects

Two different studies by Hatton and Roberts [17] using only static code analyzers

on millions of lines of debugged and released C and FORTRAN code found

approximately six defects per KLOC. These were faults such as uninitialized vari-

ables. Obviously, there are more latent defects in the code than the static analyzers

found.

7.5.5 A Few Recommendations

We are sure that you have noted that these benchmarks are inconsistent in the

specifics. What should your goal be—less than 2 defects per KLOC or 0.25

defects per KLOC?

The differences and inconsistencies are at least partially due to differences in

data sets and counting methodologies, which make it impossible to have one

number. Nevertheless, there is a host of information here and some conclusions

can be drawn.

. Zero defects is probably impossible. You will always have latent defects, even

if you do not know they are there.

. Good software should be less than 2 defects per KLOC.

. Safe software should be at least less than 1, if not 0.5 defects per KLOC.

. Increasing SEI level conformance tremendously improves the DRE and

number of delivered defects.

Figure 7.17. Defect removal efficiency.
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7.6 COST EFFECTIVENESS OF DEFECT REMOVAL BY PHASE

The later defects are removed, the more expensive they are to remove. Require-

ments defects that become failures in operation can be tremendously costly,

easily costing orders of magnitude more to remedy.4 Engineering rules for the cost

of fixing defects range from a factor of 5 to 10 for each development phase. That is,

it costs 5 to 10 times more to fix a coding defect once in formal testing and another 5

to 10 times more to fix it once it is in the field. IBM found in a 1983 study that it cost

20 times more to remove a defect in testing than in design/code inspection and

approximately another 4 times more to fix it after the customer began using the

system [18].

Your cost effectiveness will be based on your situation. Do you have one field site

or 200? Can patches be downloaded easily, or is a site visit required along with data-

base upgrades? Do you have extensive integration and regression testing? We

recommend that you gather your own data and understand the costs for your own

environment. Short of using your own data, we recommend using the following mul-

tiplicative factors as engineering rules:

Cost for fixing in requirements/design—1�

Cost of fixing in coding phase—5�

Cost of fixing in formal testing phase—25�

Cost of fixing in field—250�

7.7 DEFINING AND USING SIMPLE DEFECT
METRICS: AN EXAMPLE

This section presents a sample defect construct and a few defect presentation

charts. It demonstrates the wealth of information you can get from simple

defect data. Notice how each one of the charts has a story to tell to those who

pay attention.

The defect-related information that a program manager needs might be:

. Quality of component

. Readiness for release

. Productivity of bug fixing

. Identification of high-risk components

The defect base measures, for each module, might be:

. Defect open date

4Just think about all the costs involved in releasing a software fix to an end customer: requirements, devel-

opment, and testing staff are impacted; development and test environments must be updated and main-

tained; new software must be packaged and shipped; documentation may need to be updated and

reissued. Of course, there is also the additional possibility when making changes that other breakages

may occur introducing more costs.
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. Defect close date

. Lines of code

A sample defect construct is shown in Figure 7.18.

From this sample construct, we can generate many different indicator metrics, a

few of which could be:

. Open/closed/backlog distribution

. Open/closed/backlog cumulative distribution

. Defect density by module

. Defect aging

The objective of the open defect status (Figure 7.19) is to show, per week, the

number of new defects, the number of closed defects, and the number of defects

that are currently open (in backlog).

What does this chart tell you? How would you improve the chart?

. At a macro level, it looks like the quality of the release is improving, since both

the arrival rate of new defects is decreasing as well as the backlog. Also, it

appears that the team can fix about 10 defects per week. We need to drill

down to understand new versus closed to see if we really are converging.

It is not clear yet when we will be ready to release.

. This chart could be improved significantly by clearly having the goals for both

ready to release and expected performance with upper and lower bounds. (In

Chapter 14 will talk in more detail about how to ensure that any charts you

create will be highly effective communication tools.)

Figure 7.18. Sample defect construct.
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The module defect density chart (Figure 7.20) is designed to show the defect

density of modules compared to a target rate. What does this chart tell you? How

would you improve the chart?

. It looks like module 4’s defect density is outside the control limits. We need to

drill down/investigate to determine the reasons. If, for example, it happens to

be a highly complex module, more inspections and testing may be warranted.

For modules 3 and 5, we might check just to make sure that adequate testing

has been done, and that we do not have a good result just because no one is

really finding defects.

. We think this chart looks pretty good as it is. It might be improved if we had

trend data over time to add in or some additional detail on what “defects” here

really mean—Defects found after release? Defects total? Defects in formal

testing?

Figure 7.19. Defect status.

Figure 7.20. Module defect density (defects/KLOC).
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The defect aging chart (Figure 7.21) is another simple chart that tells a story.

What does this chart tell you? How would you improve the chart?

. First, we would be very concerned about the number of defects open past the

target date, especially those at or after week 9. What is the cause? Do they

really need to be fixed? Or does no one know how to fix them? It looks like,

on average, it takes about three weeks to close a defect. This is just a good

number to know.

. We have been assuming all the defects are critical. This chart could be

improved (along with all of the others) by clearly indicating the severity of

the defects.

These three charts are simple examples of the type of information you can easily

get from sample defect data. They are invaluable to the project manager and to

anyone wanting to understand the true progress of the project. They frequently do

not tell the whole story; instead, they give clues and hints that tell you to investigate

further to understand what really is going on.

7.8 SOME PARADOXICAL PATTERNS FOR CUSTOMER
REPORTED DEFECTS

Jones pointed out in 1991 [6] that there are two general rules for customer reported

defects:

1. The number of customer reported defects found correlates directly with the

number of users.

2. The number of customer reported defects found correlates inversely with the

number of defects found prior to shipment.

Figure 7.21. Defect aging chart.
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These general rules seem, at first, to be at odds with each other, but actually they are

interrelated. They are both based on the concept that the more the software is used,

the more defects that will be discovered. If the software has many users, it will have

more execution time, and hence, more defects will be uncovered. Conversely, if the

software is buggy, people will use it less, and fewer defects will be uncovered.

7.9 ANSWERS TO THE INITIAL QUESTIONS

1. Your system has no reported field defects. It was released six months ago. Is it

time to break out the champagne?

HP had a system with no reported field defects. Initially, it was thought to be an

example of “zero defects.” They later discovered that was because no one was

using it [17]. Be very careful to understand the usage of your system if the

number of reported field defects is significantly lower than expected. It may be

due to low usage.

2. You are building a commercial application. Your CEO, who is very dedicated

to quality, directs you to find and fix 99% of the bugs before you ship. What is

your response?

As studies repeatedly show, finding and fixing 99% of bugs is near impossible and

very costly. Our suggestion is to discuss the defect benchmark data with your CEO

and to suggest that a reliability or availability target may be more appropriate.

7.10 SUMMARY

Defects have their own behavioral patterns and dynamics, which need to be under-

stood in order to properly predict, plan, and then monitor individual projects.

Defects are inserted into a project throughout its life cycle and are removed

through activities such as inspection and testing. The quality of the processes, the

skill of the people, and the size of the project highly impact the number of

defects inserted. The number and type of defect removal activities highly impact

the number of defects removed.

In this chapter we presented multiple methods of predicting and understanding

both the number of defects in a project and their arrival rate during testing, devel-

opment, and deployment. Some of the methods are static, based on characteristics

of the project and the processes, such as SEI levels. Other methods are dynamic,

based on the early test data for a project.

The two primary defect metrics are:

. Defect Removal Efficiency (DRE): The percentage of defects removed, either

before shipment or for each phase of development

. Defect Density: The number of defects remaining in the product per KLOC.

140 IN PRAISE OF DEFECTS: DEFECTS AND DEFECT METRICS



There are benchmarks and engineering rules for both of these metrics, a few of

which are:

. A DRE of 100% for a project is probably impossible. You will always have

latent defects, even if you do not know they are there.

. Good software should be less than 2 defects per KLOC.

. Safe software should be 0.5–1.5 defects per KLOC.

We love defect data. It gives you real, observable events that allow you to under-

stand how well the project is progressing, in terms of quality and schedule.

PROBLEMS

7.1 What does it mean if you have a higher arrival rate of defects for your project

in the first month of system test than for other similar projects? List at least

three options.

7.2 Given the defect removal matrix below, what is the defect removal efficiency

for testing?

Defect Injection Phase

Defect Removal Step Requirements Design Coding Total

Requirements Review 10 10

Design Review 2 12 14

Testing 3 5 22 30

Customer Detected 1 3 4 8

Total 16 20 26 62

7.3 What is a reasonable number of defects in good quality released code?

7.4 Describe two ways in which you can predict the number of defects remaining

after system test.

7.5 You have a system that is very similar to one that you built last year, except it

is twice as large. In that system, you had 50 faults found in the field in year

1. You intend to roll out out this system twice as fast. How many faults do you

predict to be found in year 1? Tests so far show that you have improved the

defect density, as found in system test, by 50%. Discuss your reasoning.

7.6 True or False: Architecting to have small modules (,100 LOC) is a good

way to reduce the number of defects in a system.

7.7 True or False: Defect density increases as system size increases.

7.8 True or False: A cost-effective way to find defects is to have a short testing

cycle and then turn it over to real customers to use.
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7.9 You have a one year development schedule, at which point your system is

expected to be tested and 95% of the defects removed. You predict that

you will have 200 defects in your system. How many defects, roughly, do

you expect to find in month 8 if you are on schedule?

7.10 There are two different sets of data in Section 7.5.3. One is based on KLOC,

the other on FPs. Do you think they are consistent? Why or why not?

PROJECTS

7.1 Project 1: You are now in system test. For theater tickets, you have the defect

arrival data points below. Assume a Raleigh curve.

Month

Found

1 2 3 4 5 6

Defects 13 22 25 22 17 5

(a) What do you predict as the total number of bugs in the system? Use two

methods.

(b) How many bugs do you predict as being left in the system?

(c) What is the equation that predicts the defects?

(d) If you shipped at the end of week 6 (and assuming you removed all the

defects found at that time), what would you predict as the defect

removal efficiency?

(e) If this is a 10,000 LOC program, what would you predict as the remaining

defect density after 6 months?

(f) Should you ship after 6 months? Why or why not?

7.2 Project 2: Download COQUALMO or another static defect prediction tool

from the Internet. Use this tool to predict the number of defects inserted and

removed by phase assuming a 10 KLOC program. Use your own judgment

as to the adjustment factors to be used.
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8
Software Reliability
Measurement and

Prediction

Some models sometimes give good results, some are almost universally awful,

and none can be trusted to be accurate at all times.

—Stephan Kan [1]

8.1 WHY STUDY AND MEASURE SOFTWARE RELIABILITY?

To start, consider the following question:

You’ve educated your boss that removing 99% of all the defects is probably an

unreasonable goal, and he agrees. But (happily) he remains extremely com-

mitted to quality. Next, he says to you: “I want 99.99% reliability for the

first 6 months in operation.” You are still in the architecture phase of your

project. What do you say and do?

Compare your answer with ours in Section 8.12.

8.2 WHAT IS RELIABILITY?

Software reliability is the probability that a software system will function without

failure under a given environment and during a specified period of time.

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
Copyright # 2006 John Wiley & Sons, Inc.
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This definition may seem obvious, or even trivial, but let us look deeper.

The first interesting word is probability. We are not speaking about absolutes. We

are speaking about probabilistic events and predictions. The system may actually

have higher or lower reliability in operation, and the reliability prediction can still

be correct.

The next important phrase iswithout failure. This phrase indicates that you need a

good definition of what a failure is and what it is not. For the telephone network,

dropping a call is not considered a failure, crashing the network is.

Under a given environment is extremely important. A system designed and tested

on Windows XP may have significantly different behavior on Windows NT. Or a

system built and proved to be extremely effective and safe for controlling

one type of anti-ballistic missile (ABM) may not be effective or safe for the next

generation of ABMs.

Finally, consider the phrase during a specified period of time. The requirement

for a highly critical piece of software to have a reliability of 99.999% for two

seconds versus two years is entirely different.

8.3 FAULTS AND FAILURES

As we learned in Chapter 7:

Faults are defects that are in a system.

Failures are faults that occur in operation.

Defects metrics measure faults.

Reliability metrics measure failures.

If the faulty code is never executed in operation, then the system never fails. The

mean-time-between-failures (MTBF) will approach infinity. The software avail-

ability will be 100%.

And if there is only one fault in an entire system, and it is executed in the boot

sequence of a system, then the system will fail every time, and the MTBF

approaches 0. The software availability will be 0%.

8.4 FAILURE SEVERITY CLASSES

Not all failures are the same. Some are minor headaches, others are major cata-

strophes.We need to differentiate the different types of failures by defining the appro-

priate failure severity classes [2]. Failures should be categorized in the same severity

class if they have the same impact. The classes may be based on cost impact, system

capability impact, user impact, or whatever else makes sense for that system. You

should have four or five classes at most: more classes become meaningless.

For example, consider a telephone network, an online retailer, and an ATM

banking machine network. All of these systems should have significantly different
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failure severity classes. For a telephone network, it might be based on the ability of

the network to continue to handle calls. For an online retailer, it might be revenue

based. For an ATM banking machine network, it might be the number of machines

impacted. Examples of failure classes are shown below.

TELEPHONE NETWORK (CAPABILITY BASED)

Severity Definition

1 Cannot process any calls; entire network is down

2 Cannot process any calls within a region

3 Cannot process any calls within a switch

4 Inconvenient operations

ONLINE RETAILER (REVENUE BASED)

Severity Definition—Revenue Impact in $

1 .100 K

2 10 K–100 K

3 1 K–10 K

4 ,1 K

ATM BANKING (USER BASED)

Severity Definition—Number of Machines Impacted

1 .1000

2 100–1000

3 10–100

4 ,10

8.5 FAILURE INTENSITY

Failure intensity is the number of failures per unit. Initially, we always measured it

per unit of time, where time was clock time. As software reliability evolved, we rea-

lized that failure intensity typically makes the most sense to the users when “unit” is

whatever the natural unit for that system is. For airplanes, it could be either crashes

per number of flights or per millions of miles flown. For telephone networks, it could

be number of call failures per million of calls handled correctly. For price scanning

systems, it could be number of incorrect prices per 100 items scanned. And for some

other systems, it could be failures per year.
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8.6 THE COST OF RELIABILITY

Reliability is not free. In fact, each percentage of improvement is costly. The exact

relationship between cost and reliability is not completely understood, other than to

say that the cost increases as the reliability requirement increases. This is due in part

to the difficulty of isolating the variables of cost and reliability in a repeatable study.

Nevertheless, when considering the relationship, we know that given a software

project, if you need to improve the reliability, the methods for achieving it, such

as additional testing and reviews, all cost development dollars.

There are a few models that deal with the cost of reliability. One is COCOMO II,

which has required software reliability (RELY) as a cost factor. The values of RELY

range from very low at 0.82 to very high at 1.26, with 1 being “nominal,” which

gives a factor of 1.54 to the cost equation. Nominal means “moderate, easily reco-

verable losses.” That is, if a project were to cost $1M, where the impact of a failure

was “moderate, easily recoverable” and instead, you realized that the impact of a

failure was really “risk to human life,” then the same project would be projected

to cost $1.26M, in order to improve the reliability to an acceptable level.

For systems, Marcus and Stern [3] created an availability index, which shows a

logarithmic relationship between system availability and cost. Assuming R ¼

e2t/MTTF and A ¼ MTTF/(MTTFþMTTR), then R ¼ e(A21)/(A�MTTR)�t, where A

is availability and MTTR is mean time to repair. We can then transform the data

points into a reliability versus investment chart, which has a logarithmic relationship

as well, as shown in Figure 8.1. This transformation is for systems and includes

hardware as well as software. The question is whether it holds for software alone.

Sha’s reliability model also relates effort and reliability [4]:

R ¼ e�kCt=E

where k is a scaling concept, C is complexity, and E is the additional effort spent to

improve reliability. This equation gives the same logarithmic relationship between

investment and reliability, that is,

E ¼ �kCt=( lnR)

Figure 8.1. Reliability index.
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We concur that there is a logarithmic relationship between cost and software

reliability, as shown in Figure 8.1. We recommend that you use this relationship

and/or the COCOMO factors and tune them for your environment. We also

suggest that as a simple, getting started engineering rule, you use 25% more

effort for a highly reliable system (NOT ultrareliable) and 20% less for “don’t

care” reliability software.

8.7 SOFTWARE RELIABILITY THEORY

The basic objective in reliability engineering is to predict when a system will fail, be

it a probe to Mars, your website, a banking transaction, or the space shuttle.

Software reliability is similar to hardware reliability. For hardware, components

wear out, due to factors such as corrosion, shock, overheating, and aging. It is

usually physical in nature and probabilistic. For software, we can use the same

basic approach although we do not have the same physical issues. It is probabilistic:

the probabilities vary over time, we can graph them and model them, and, for each

model, there is a probability distribution function (PDF).

There are many different reliability models. We will examine a few.

Software reliability theory is described well in many texts, such as Fenton and

Pfleeger [5] or Shooman [6].We recommend them to you for more in-depth treatment.

8.7.1 Uniform and Random Distributions

Let us look at a simple software reliability model. Suppose we have a software com-

ponent that we know will fail sometime within 5 days, and it may fail any time up to

that point with equal probability. Then, where t is an integer, f(t) ¼ 1/5 for t ¼ 1 to 5,

and f (t) ¼ 0 for t . 5. Graphically, this is shown in Figure 8.2.

In this case, f (t) has a uniform distribution; that is, the probability is the same,

20%, that it will fail any day until day 6.

A uniform distribution describes some situations well, but it has a major limit-

ation, in that you may not know the endpoint.

Figure 8.2. Uniform distribution example.
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The most common model uses a random distribution. Failures are apt to occur

randomly over time; that is, they are independent of the past events. That is, the

probability of failure is equivalent for each time period t, given that the system

has not failed before time t. This is also called an exponential distribution. The

equation is

f (t) ¼ le�lt

l is also called the instantaneous failure rate, or hazard rate, and is the reciprocal of

the mean-time-to-failure (MTTF). That is,

l ¼ 1=MTTF

Graphically, this function is depicted in Figure 8.3. Note that f (t) never reaches 0.

MTTF is the mean time to failure. If you have failure data, with n different failure

points of t1 through tn, then

MTTF ¼
X

n

i¼1

ti=n

If you have a probability distribution f (t), then MTTF ¼ expected value of f (t),

which is just

MTTF ¼

ð1

0

tf (t)dt

For the exponential distribution [6],

MTTF ¼

ð1

0

lte�ltdt ¼ 1=l

Here are three examples of calculating MTTF.

1. The system periodically fails. You track it for one month. It fails on days 2, 7,

8, 16, 22, and 31. To calculate the MTTF, you need to look at the intervals between

Figure 8.3. Random distribution.
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failures. Assuming you started on day 1, the intervals are 1, 5, 1, 8, 6, and 9 days.

Therefore,

MTTF ¼ (1þ 5þ 1þ 8þ 6þ 9)=6 ¼ 30=6 ¼ 5 days

2. The system periodically fails. You track the length of time it takes to fail and

find that1 f (1) ¼ 10%; f (2) ¼ 15%; f (3) ¼ 20%; f (4) ¼ 25%; f (5) ¼ 30%; all other

f (x) ¼ 0.

MTTF ¼ 0:1 �1þ 0:15 �2þ 0:2 �3þ 0:25 �4þ 0:30 �5

¼ 0:1þ 0:3þ 0:6þ 1þ 1:5 ¼ 3:5

3. You have an exponential distribution. The MTTF is 2 days. Therefore, l ¼ 1/
MTTF ¼ 1

2
¼ 0.5. Therefore f (t) ¼ 0.5 e20.5t.

Continuing with the previous example, the probability of failure on the 10th day

is f (10) ¼ 0.5 e25 ¼ 0.0033 ¼ 3.3%. Note that if you have completed day 9 with

no failure, then f (10) ; f (1) ¼ 0.5 �e20.5 ¼ 0.30 ¼ 30%.

8.7.2 The Probability of Failure During a Time Interval

The probability of failure between any two points of time is the area under the curve

of f (t), which is the integral of f (t): that is,
Ð t2
t1
f (t)dt:

For our example of uniform distribution, the probability of failure between t1 and

t2 is
ðt2

t1

0:2 dt ¼ 0:2ðt2 � t1Þ

For the exponential distribution, the probability of failure between t1 and t2 is

ðt2

t1

le�ltdt ¼ �e�lt

�

�

�

�

t2

t1

¼ e�lt1 � e�lt2

Here are two examples.

1. The probability of failure between time 3 and time 4 for our uniform distri-

bution is 0.2(42 3) ¼ 0.2 or 20%.

2. The probability of failure between time 5 and time 6 for our exponential dis-

tribution is e2l�5 – e2l�6, which is dependent on l. For l ¼ 1, the probability of

failure is 0.004. For l ¼ 0.1, it is 0.057. That is, the probability of failure between

time 5 and 6 is 5.7% when l ¼ 0.1. For this example, MTTF ¼ 1/0.1 ¼ 10.

Note that for a continuous function, the probability of failure at any time t is

really 0, because a point in time has no duration (i.e., is infinitely small). It is

only during an interval, such as between t ¼ 2 and t ¼ 3, that it make sense.2

1Remember that f (t) is the probability distribution function for failure.
2When we speak of the probability of failing on “day 5” it really means during day 5, and we are, in fact,

changing the continuous function into a discrete function.
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8.7.3 F (t ): The Probability of Failure by Time T

The probability of failure by time t is written F(t). This is the failure function

in reliability. Notice that it is equivalent to the probability of failure during the

interval 0 to t. F(t) is a cumulative distribution function (CDF), where as f (t) is a

probability distribution function (PDF).

For our uniform distribution, F(t) ¼ 0.2t, where t is an integer �5, and it is 0

for t . 5.

For our exponential distribution,

F(t) ¼

ðt2

0

le�lt dt ¼ �e�lt

�

�

�

�

t2

0

¼ 1� e�lt2

Figure 8.4 is a graph of F(t), where l ¼ 0.1. From looking at the graph, we see that

F(t) at time t ¼ 10 is �0.6, which means that the probability the system will fail by

t ¼ 10 is �60%.

Here are some examples.

For our uniform distribution, the probability of failure through day 4 is

0.2 �4 ¼ 0.8 ¼ 80%.

For our exponential distribution, assuming l ¼ 0.1, F(t) ¼ 12 e20.1t. Then the

probability of failure through day 7 would be 12 e20.7.

8.7.4 R(t): The Reliability Function

The reliability function is the probability the system has NOT failed by time t.

Therefore, it equals one minus the probability it HAS failed by time t. That is,

R(t) ¼ 1� F(t)

For our uniform distribution,

R(t) ¼ 1� 0:2t

Figure 8.4. Cumulative exponential distribution: l ¼ 0.1.
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For the exponential distribution,

R(t) ¼ 1� (1� e�lt) ¼ e�lt

For our exponential distribution, assuming l ¼ 0.1, the probability that the system

has not failed through day 7 is R(t) ¼ e20.7.

8.7.5 Reliability Theory Summarized

There are three primary functions in reliability theory:

f (t) ¼ Probability distribution function of failures

F(t) ¼ Probability of failure by time t

R(t) ¼ Probability of no failure by time t

They are related by

F(t) ¼

ðt

0

f (t)dt for continuous f (t)

F(t) ¼
X

0

i¼1

f (i) for discrete f (t)

R(t) ¼ 1� F(t)

f (t) describes the distribution of the failure arrivals—it can be a uniform distribution,

an exponential distribution, or another distribution.

8.8 RELIABILITY MODELS

Reliability models are used to estimate a product’s reliability or the number of latent

defects once the product is released. They give you an objective understanding of the

quality of the product, so that you canmake fact-based decisions such aswhen to ship,

and so you can understand whether or not the product is expected to meet the

reliability requirement. They can also allow you to plan resources for maintenance,

since you can estimate the number of expected faults you will need to fix.3

8.8.1 Types of Models

Reliability models are extremely similar to defect models and, in many cases, are the

same. With reliability models, we are trying to predict the number of defects remain-

ing after shipment and the arrival rates of failures in operation.

3We have been faced with the discussion of the number of people required to maintain the system after

release. Being able to have a quantitative, fact-based discussion based on the number of defects you

project to be left in the system, when you expect them to be found, and the number of defects people

can fix per month is entirely different than “Uh—I think we need 50% of the staff for the next 6 months.”
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There are both static and dynamic models.

Static models use attributes of the program to estimate the number of defects.

They typically are of form y ¼ f (a, b, c, d, e, . . . , z), where y is the defect rate or

number of defects, and a through z are the attributes of the product, process, and/
or project. A good example of this is COQUALMO [7], which is based on

COCOMO and which we examined in Chapter 7. Static models usually work

better at the module level to indicate to engineers where they need to focus.

Dynamic models are typically based on statistical distributions and tend to work

better “in the large” on projects—when you need to estimate when or if the project

will fail. One type of model encompasses the entire life cycle and utilizes Rayleigh

distributions. Other models start with the testing and deployment process and use

exponential distributions.

Reliability growth models are dynamic models that focus on data from the formal

testing phase. The rationale is that the defect arrival rate during testing is expected to

be a good indicator of the product’s reliability, which is valid if the testing mirrors

the expected usage (see Section 8.9.4). These models are used at the end of the cycle

when finding and fixing bugs is the norm, the stability is increasing, and, hopefully,

so is the reliability. The exponential and the S-curve reliability growth models seem

to hold up best with experiential data.

“Time” is critical with dynamic models. It can be either execution time (CPU),

testing time, or calendar time, but it needs to be consciously selected and well speci-

fied. For example, consider the following data for defects found in system test:

Week 1 2 3 4

Defects 10 5 3 2

This looks good. We are finding fewer defects each week, and it seems to be con-

verging. But now consider the number of hours of tester time and number of

hours of CPU time. This data tells a different story.

Week 1 2 3 4

Defects 10 5 3 2

Tester Hours 80 40 40 20

CPU Hours 100 20 50 30

Failure Intensity

Per Week 10 5 3 2

Per Tester Hour 0.13 0.13 0.08 0.10

Per CPU Hour 0.10 0.25 0.06 0.07

Growth models can be based on either fault counts or MTTF. With fault count

models, as previously discussed, the expectation is that the failure intensity will
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decrease over time. With MTTF models, the expectation is that the MTTF will

increase over time as the reliability improves.

Some abbreviations and one key relationship may need clarification:

MTTF: Mean time to failure

MTBF: Mean time between failures

MTTR: Mean time to repair

MTBF ¼ MTTRþMTTF

The most common failure model is the exponential distribution:

R(t) ¼ e�lt

EXERCISE: If the MTTF is 10 days, what is the reliability function? What is the

probability that it will not fail in the first five days?

Answer:

RðtÞ ¼ e�lt

l ¼ 1=MTTF ¼ 0:1

Thus, RðtÞ ¼ e�0:1t

R(5) is the probability it will not fail in the first 5 days. R(5) ¼ e20.5 ¼ 0.606 ¼ 60%.

There are many reliability distributions and models. Most become complicated

quickly. Some take into account not only “find/fix” but also “break/fix” issues.

There are many excellent references that go into these models in detail, such as

Singpurwalla and Wilson [8], and we happily refer you to them. Our experience

is that getting projects to use even the simplest reliability models has been a chal-

lenge, and the simpler, the better.

8.8.2 Predicting Number of Defects Remaining

There are numerous ways to predict the number of defects remaining after testing is

complete, many of which we discussed in detail and for which we gave examples in

Sections 7.4 and 7.5 of Chapter 7. There are some extremely simple ones. For

example, one extremely simple method would be to base your defects delivered

on your SEI level. That is, if you are SEI level 2 and you know nothing else, you

could start off with the assumption that you will have 3.2 customer reported

unique defects per KLOC and you will find 80 to 90% of the defects before ship-

ment. A more complex method would be a projection based on Rayleigh curves.

Another method, which we have frequently mentioned, is using historical data.

There are many ways to project from historical data. One is to use the defect

removal efficiency (DRE) data. This is an extremely simple method and is
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recommended by Kan [1] for use on small projects. You need historical data from

other projects. You could

. Select one or more similar, previous projects and gather the test effectiveness

levels and the measures of variation (mean, SD, etc.).

. Gather the testing defect data for the current project and estimate the number of

field defects based on the test effectiveness.

. If possible, express your prediction using interval estimates.

EXERCISE: Assume that you have three similar projects, and, in each, the ratios of

problems found during system test versus first year in the field have been 1.5, 1.2,

and 1.6. If you found 200 defects in system test, how many defects do you expect

to find in the first year of your new project?

Answer: The mean of the ratios is 1.43 with a standard deviation of 0.21. Therefore,

for the new project, if you wanted a 95% confidence level, you would use 2 SD, or

+0.42.

System test defects=expected first year defects ¼ 1:43

Expected first year defects ¼ 200=1:43 ¼ 140

Top of range ¼ 200=1:01 ¼ 192

Bottom of range ¼ 200=1:85 ¼ 108

Therefore, you can expect to find �140 defects in the first year, with a range

between �110 and �190 defects.

8.9 FAILURE ARRIVAL RATES

All of the reliability models attempt to predict the arrival rates of failures after ship-

ment. The simplest method is to use the defect prediction techniques from Chapter 7

and assume that they follow a similar pattern after cutover. Sometimes this will

work, but frequently, it will not. The issue is that failures are a function of (1)

faults, (2) environment, and (3) system usage and mix.

Four techniques you can use to predict failure arrival rates are:

. Historical data from similar projects

. Engineering rules

. Musa’s algorithm

. Operational testing

8.9.1 Predicting Failure Arrival Rates Using Historical Data

If you have historical data from similar system rollouts, you may be able to use it to

predict the failure arrival rates. Look at the expected usage and rollout of the new

system, and compare it with your other similar systems. If any fit, start with that
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as a model. If more than one fits, you could use averages, standard deviations, or

other techniques to determine a model. For example, suppose that you have

system B, which is extremely similar to system A, and it is expected to have the

same rollout and usage as A, except twice as fast. It is also expected to have 50%

of the failures that A had. Then you take the curve for A and adjust the scales of

both time and number of failures to match B as shown in Figures 8.5 and 8.6.

8.9.2 Engineering Rules for MTTF

Care should be exercised in using the rules in this section. They are rough and based

on limited empirical data.

Kan [1] has a rule for system software stating that roughly half of the remaining

defects are found each year; that is, there is a “half-life” phenomenon.

Jones [9] published empirical data in 1991 relating defects per KLOC toMTTF, as

shown in Figure 8.7. Note that this is completely from experience and observation: it

has no theoretical basis. This assumes an exponential reliability curve after release.

For example, you predict �7 defects per KLOC. Therefore, you could estimate

the MTTF at �2 hours, and the projected reliability equation would be

R(t) ¼ e2t/2+ 50%.

Figure 8.5. Software failure arrival rates—system A.

Figure 8.6. Predicted software failure arrival rates—system B.
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8.9.3 Musa’s Algorithm

Musa’s algorithm is based on determining the probability that a defective line

of code will be executed and that the defect will cause a fault. He suggests to

use it as a starting point in predicting failure arrival rates. It is to be used at the

start of system test. This algorithm makes us a little nervous, because it looks

likes magic, and it is not widely used.4 Nevertheless, we present it to you

because: (1) there is a pressing need to be able to predict failures from faults,

(2) the variance on Musa’s empirical data is low (+a factor of 2.7), and (3) it

may work for you.

Musa’s model takes as input the predicted number of remaining faults, the size of

the program, the processor speed, and a probability that a given faulty line of code

will cause a failure. This probability can be from past history or you can use the

default, which is 4.2 �1027 (we told you this looked like magic). The output is an

expected initial failure rate, based on CPU time. Let:

l0 ¼ projected initial failure rate

W ¼ number of faults

I ¼ number of object code instructions

R ¼ process speed in instructions per second

K ¼ failures per fault executed, which can either be derived from other similar

projects (K¼ lI/RW ) or be the “magic constant,” 4.2 �1027

Then l0 ¼ RKW=I. Note that K in this equation is calculated from previous

projects or using the constant, and R, W, and I are from this project. Here’s an

example. Assume that you have a 100K source code program, and your

projected delivered density is 1.5 defects per KLOC. The expansion ratio of

source code to object code is 1 to 4. You are running on a 100MIP machine.

Figure 8.7. Predicted failure rate based on defect density.

4On the other hand, we are reminded of Arthur C. Clarke’s 1961 quotation: “Any sufficiently advanced

technology is indistinguishable from magic.”
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From past experience, you’ve calculated K to be 1 �1027. What is the initial

projected failure intensity?

W ¼ 1.5 �100 ¼ 150

I ¼ 4 �100K ¼ 400K ¼ 4 �105

R ¼ 100MIPS¼ 108

K ¼ 1027

Then

l0 ¼ RKW=I ¼ 108 �10�7 �150=(4 �105) ¼ 3:75 �10�3

This means you would project:

Initial failure intensity ¼ 0.00375 failures/CPU sec or 0.225 failure/CPU min

Initial MTTF ¼ 1/l0 ¼ 266.7 CPU sec (or 4.44 CPU min)

Initial reliability equation ¼ R ¼ e20.225t

Note that l0 is linearly dependent on all input variables and that a change in the order

of magnitude of any of them will change l0 by an order of magnitude as well.

Musa’s algorithm was initially developed to predict the initial failure intensity for

system test, where it is most readily applied. Nevertheless, it can be used to predict

initial failure intensities in operation if no better information is available.

8.9.4 Operational Profile Testing

Operational profile testing runs the system as close as possible to the expected field

environment and usage, and uses the results of that testing to predict the failure rate

in the field. It is the preferred method for predicting field failure intensities.

The best testers are always trying to break the system, and they tend to find

defects5 at a relatively constant rate, which may not be useful for reliability predic-

tion [10] as shown in Figure 8.8. System testing finds defects, and reliability

estimation (or operational) testing predicts the system’s stability and reliability.

Recall that the reliability of a software product depends on the environment in

which it executes and how it is used. Therefore, in order to be able to estimate

the reliability of software, it must be tested as it would be used in the field.

The operational profile is a quantitative characterization of how the software will

be used in the field. A profile is a set of independent possibilities called elements and

their associated probability of occurrence. J. Musa developed the concept of the

operational profile and much of its technology and practice.

Figure 8.9 contains a simple operational profile for an ATM machine based on

use cases. In this example, there is a 53% probability that the interaction will be a

cash withdrawal.

5Hopefully, the impact of the defects found decreases as testing progresses.
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Operational profile testing is a “fast-track” way to estimate the arrival rate of

defects after shipment with greater validity, that is, to use the data from test to

predict the reliability in operation. You test based on a profile of usage that is

similar to what is expected in actual operation, and you use the failure intensity

data to project the failure intensity for actual operation.

Creating an operational profile involves one or more of the following five steps:

1. Specify the customer profile.

2. Establish the user profile.

3. Define the system-mode profile.

4. Determine the functional profile.

5. Determine the operational profile itself.

In our ATM example, customers might be a bank customer or a bank employee.

User profile is a refinement of customers such as business account customers or per-

sonal account customers for bank customer. System-mode profile specifies different

Figure 8.8. Testing failure rates.

Figure 8.9. Operational profile example.
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modes of access such as direct access (at a machine), or online transaction. The func-

tional profile is the user scenarios or use cases. One might be deposit funds, which

could have the elements of checking deposit and savings deposit. The operational

profile has the probabilities of occurrence associated with the elements.

Once you have the operational profile, its probabilities guide your testing.6 The

testing should be focused on the most likely operations. Strict operational profile

testing uses the same frequencies in testing as predicted in operation [2].

Using the test results, even without the strict operational frequencies, you can

determine the failure rate for each element by using the expected duration with

the profile to predict the initial reliability during system rollout. That is, given an

operational profile with i elements, the initial failure rate is

Initial Failure Rate ¼
X

i

�

Occurrence Probability(i)

�Predicted Failure Rate(i) �Average Duration(i)
�

=T

where

T ¼
X

i

Occurrence Probability(i) �Average Duration(i)

Let us try using the data in Figure 8.10 to predict the initial failure rate.

Doing the arithmetic,

T ¼ 13:5

Initial Failure Rate ¼ 0:03=13:5 ¼ 0:002

Figure 8.10. Failure rate data example.

6If possible, use operational profiles with performance and stress testing as well as reliability testing.
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Note that this failure rate is the initial failure rate. As fixes are applied, it should

improve.

The quality and validity of the predictions are based primarily on the quality and

validity of the profile created.

8.9.5 Predicting Reliability Summary

Predicting the reliability of a system from defects can be a daunting and difficult

task. We’ve given you a variety of methods to use. The operational profile testing

is by far the most reliable and trustworthy method and we highly recommend it.

8.10 BUT WHEN DO I SHIP?

Software reliability increases as a function of testing time, as defects are found and

fixed. The art is to understand what curve you are on, and where you are on that

curve.

The release criteria is typically that the quality must exceed a certain, predefined

level, as measured by the number of open trouble reports (by severity class), com-

pletion of the acceptance test and the number of defects found, and/or the expected
remaining defects (or defect density).

But the question always is: When do you release the software? The answer theor-

etically is easy—when it meets the release criteria, and when the cost of not releas-

ing it exceeds the cost of releasing. Figuring out when that point occurs is more

challenging and varies for each project. Remember that some of the variables

include missing market windows, the cost for fixing defects found in the field,

and the cost of finding additional defects in testing.

8.11 SYSTEM CONFIGURATIONS: PROBABILITY
AND RELIABILITY

The traditional method of calculating reliability of a system is to decompose it into

its components and subsystems, all of which have their own reliability, and to use

probability theory and combinatorics to calculate the overall system reliability.

Let us examine the two basic configurations of subsystems, series and parallel, as

shown in Figure 8.11. These two configurations are the basic building blocks for

many more complicated architectures.

For components in series, all modules must function correctly for the result to be

correct. If your system had a database engine, middleware, and an application, all of

which had to work successfully for the system to work, a series model would be

appropriate.

Looking at our series figure, the probability P of success of the whole is the prob-

ability of success of A and of B and of Z (assuming that they are independent

events). Therefore, the reliability at time t is the product of the reliabilities of all the
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components at time t. For our picture, R(Series, t) ¼ R(A, t) �R(B, t) �R(Z, t), or

generically,

R(Series, t) ¼
Y

i

Ri(t)

For components in parallel, at least one module must function correctly for the result

to be correct. If your system had three processors, any of which could handle the

system load, then this parallel model would be appropriate to model the hardware.

The probability of failure would be the probability that A, B, and Z all fail. The prob-

ability of A failing during time t is 1 minus the probability of A succeeding. There-

fore, the probability of our parallel configuration failing by time t is

F(t) ¼ ½1� R(A, t)� � ½1� R(B, t)� � ½1,R(Z, t)�

and the probability of it not failing is

R(t) ¼ 1� F(t)

Generically, when you have a parallel configuration, which works if any of the com-

ponents work,

R(Parallel, t) ¼ 1�
Y

i

½1� Ri(t)�
7

For example, in a series configuration, if A is reliable 80% of time, B is reliable

90% of the time, and Z is reliable 10% of the time, then the reliability of the

system is 0.8 �0.9 �0.1 ¼ 7.2%.

In a parallel configuration, with the same reliabilities, the reliability of the system is

12 (12 0.8)� (12 0.9)� (12 0.1) ¼ 12 0.2 �0.1�0.9 ¼ 12 0.018 ¼ 98.2%.

Figure 8.11. Subsystem configurations.

7Note that the formula for parallel combination of subsystems requires all subsystems to be independent.

If they have common-mode failure, it is invalid. Please refer to [2], p. 218 for further details.
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EXERCISE: If the reliability for time t for each node is as shown in Figure 8.12,

what is the reliability of the overall system?

Answer:

Reliability of System ¼ RðAÞ �RðBÞ �RðC,DÞ �RðEÞ

RðC,DÞ ¼ 1� ½1� RðCÞ� � ½1� RðDÞ�

RðSystemÞ ¼ 0:9 �0:8 �½1� ð0:5 �0:1Þ� �0:99

¼ 0:72 �0:95 �0:99 ¼ 0:68 ¼ 68%

8.12 ANSWERS TO INITIAL QUESTION

The initial question was:

You’ve educated your boss that removing 99% of all the defects is probably an

unreasonable goal, and he agrees. But (happily) he remains extremely com-

mitted to quality. Next, he says to you: “I want 99.99% reliability for the

first 6 months in operation.” You are still in the architecture phase of your

project. What do you say and do?

Our advice is that you begin the discussion on the cost of reliability and under-

stand the true reason for the 99.99% requirement. Determine if it is a based on econ-

omic justification, a gut feeling, or a safety requirement. In all likelihood, you will

determine that a lower number may be the actual true requirement.

Do an architectural analysis of the system to determine what the reliability

requirements are for all the components, including the software. Ensure that all

are possible; if not, rearchitecture and/or adjust the requirement.

For the software, predict the reliability of the system in operation, using

reliability modeling and operational profiling. Do not ship until the operational

Figure 8.12. Example configuration.
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profiling testing (AKA, reliability testing) predicts that the resulting reliability will

meet the reliability requirements.

8.13 SUMMARY

In this chapter we have given an introduction to software reliability measurement

and prediction. We’ve examined reliability models, how to predict the reliability,

failure classes, and failure intensity. If you understand and can practice these con-

cepts, you probably know more than 90% of the people practicing software engin-

eering today. If, on the other hand, you are building systems in which ultra-high

reliability is required (e.g., life and death), and you need to be one of the experts,

we highly recommend the various texts by Shooman [6], Musa [2] and others for

additional in-depth study.

PROBLEMS

8.1 Define failure severity classes for Google.

8.2 What is the purpose of operational profile testing?

8.3 What are three ways in which to predict the reliability of a system?

8.4 Given a reliability function of R(t) ¼ e20.1t (e.g., l ¼ 0.1), what is the prob-

ability that the system will fail between day 2 and day 5 (approximately)?

Show the formula and your work.

8.5 Given a reliability function of R(t) ¼ e20.5t, what is the mean time to failure?

8.6 Assume a reliability growth distribution. If the probability of an outage for

the first 10 hours of a system is 5%, what is the reliability function?

8.7 Over a one year time period, if each component has 0.99 reliability, how

many components in series can you have and still have �0.95 reliability?

�0.90?

8.8 Consider the configurations in Figure 8.11. If all of the reliabilities for one

year were 0.99, what are the system reliabilities?

8.9 You have a 1M line source code program, and your projected delivered density

is 0.5 defect perKLOC.The expansion rate of source code to object code is 1 to

10. You are running on a 2GIP machine. From past experience, you have

calculated K to be 1 �1027. What is the projected initial failure rate?

8.10 Reliability and availability are both important, but the requirements will vary

by system. Name a system where reliability is more important that avail-

ability and vice versa.
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8.11 You predict that you will have an initial MTTF of 10 days. Your boss decides

to put it on hardware that is twice as fast but has the same reliability. The

usage will stay the same even though the hardware is more powerful. What

will be the new MTTF?

8.12 Youhave the defect data as shownbelow.Areyou ready to ship?Whyorwhynot?

Week 1 2 3 4

Defects 20 5 2 0

8.13 What would be the block diagram for a system with one larger server and

with middleware, GUI, and three backend database processors, each of

which can access all of the data on the disk array?

8.14 Determine the reliability function and the reliability for t ¼ 6 days for the

series configuration and the parallel configurations in Figure 8.13 assuming

that:

MTTF(A) ¼ 5 days

MTTF(B) ¼ 10 days

MTTF(Z) ¼ 100 days

and a random arrival rate of faults, that is, it is an exponential distribution.

8.15 Based on engineering rules rather than theory, if the MTTF of your system is

�24 hours, what can you say about the number of defects per KLOC?

8.16 Why is it difficult to predict the failure rate in operation?

8.17 True or False: Static reliability models are the most useful during integration

testing.

PROJECT

8.1 For the theater tickets system:

(a) Define failures and severity classes.

(b) Propose a failure intensity objective (MTTF) for the overall system.

Explain your reasoning.

Figure 8.13. Testing results.
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(c) You determine that the MTTF for your hardware is 6 months, and for the

software, it is 2 months. What is the MTTF for the entire system (assume it

only has hardware and software as above)?

(d) Define an operational profile for the theater tickets project.

(e) Ignoring (c) above, you do operational testing and come up with the data

shown in Figure 8.13, based on execution time. You go into operation after

900 CPU hours of testing. What do you predict as the number of defects

you will see in the first 200 CPU hours of execution in the field? After

that, how many defects do you expect to see in the next 800 hours?

Assume faults are found and fixed immediately.
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9
Response Time and

Availability

The future belongs to he who knows how to wait.

—Old Russian Proverb

The opposite is true when it comes to designing systems.

Today, users expect systems to be there when they want them and to respond

immediately. Availability and response time metrics measure these characteristics.

User response time is a “latency” metric. Although there are other latency

metrics, such as the time it takes to update external systems, we are going to

focus on response time. It is the most prevalent and all of the concepts are the same.

There are three types of analysis used for response time and availability metrics:

. Analytical performance modeling using mathematical models

. Simulation modeling using tools and based on the characterization of

components

. Performance measurement using specialized tools and based on direct obser-

vation of the system

For simple systems, mathematical models are used. But as the systems become

more complex, their overall behaviors become difficult to model. Consequently,

measurement and instrumentation (i.e., measurability) become extremely important.

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
Copyright # 2006 John Wiley & Sons, Inc.
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9.1 RESPONSE TIME MEASUREMENTS

Response time is the interval between a user’s request and the system’s response. A

simple diagram of response time is shown in Figure 9.1. This diagram is ambiguous.

What is the real start event? When the user first begins typing the request, or when the

“submit” button is clicked? The more detailed diagram shown in Figure 9.2 specifies

two potential response times—both starting when the user hits the submit button, but

one finishing when the system starts to respond and the other when the system finishes

responding. The typical measurement is Response Time 1, although in some circum-

stances, such as for longer running interactions, Response Time 2 is used.

Response time is measured in elapsed time: you need to specify both a start and

stop event. It is frequently reported or specified with a minimum, maximum, and

average or as a statistical distribution. The best measure of a system’s response

time during real operations is a “percentile” metric. The 95-percentile metric indi-

cates that 95% of the transactions have a response time at or less than that number.

Consider the following specifications for response time:

1. The response time must be �8 seconds.

2. The response time as measured from the user submit to the system starts

response must be �8 seconds.

3. The response time as measured from the user submit to the system starts

response must be:

(a) Maximum �30 seconds

(b) Average �6 seconds

4. The response time as measured from the user submit to the system starts

response must be:

(a) 95 percentile �8 seconds

(b) 100 percentile �30 seconds

Which specification do you like the best, regardless of the actual numbers? Can you

see how the fourth is preferred? It is the clearest and the most informative, to both

users and developers.

Seven seconds is the magic number for response time in transaction and web-

based systems. Even in the systems we built in the 1980s and 1990s, the response

time requirement was always less than or equal to 7 seconds, based on early usability

research [1] and our own field studies with users. Response times longer than

7 seconds cause user irritation and/or boredom. Today’s online users have the

Figure 9.1. Response time model 1.
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same or even lower thresholds. Simple interactions are expected to have response

times of 2 seconds or less. For long running interactions, percent-done indicators

are required [2]; otherwise, site abandonment (versus dissatisfaction) tends to

occur between 11 and 16 seconds [3]. For incremental display transactions, useful

content needs to load within 2 seconds and needs to complete within 20–30

seconds [4].

You typically measure and analyze your system’s response time via tools that

execute a set of representative transactions and measure the response times, under

varying system loads (Figure 9.3). There are also companies that will measure

(and benchmark) your live website and system.

The 7 second number is system response time. For systems, you need to recognize

that as a developer you may only have control over the application response time and

need to understand your application’s response time requirement within the context

of the larger system. “Transactional latencies,” which include network, server, and

middleware, tend to average between 0.5 and 1.5 seconds [3].

When modeling the overall performance and load of your system, do not forget

about the “think time” shown in Figure 9.2. This is the time it takes for a human to

Figure 9.2. Response time model 2.

Figure 9.3. Application response time model.
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respond to the system. Short think times can increase the load on the system; long

think times can decrease the load on the system.

EXERCISE: You know that the transactional latency of your system is 1 second.

You also know that the application response time can vary from 2 to 10 seconds.

You are concerned about response time. What should you do?

Answer: Your response time is going to vary between 3 and 11 seconds. Look back

at the guidelines. For simple interactions, it should be 2 seconds. Over 7 seconds is

not good. You need to understand the rough distribution of the application response

times. Assuming you do have simple interactions, you probably need to implement

something to start the displays quickly (,2 seconds). If the probability of a response

time of 8 through 11 seconds is low, you may choose to ignore it. On the other hand,

if you expect a reasonable percentage, then you need to either: (1) redesign to

improve the total response time to under 7 seconds; (2) determine a way to identify

longer running interactions and use a percent complete indicator; or (3) use your

“quick display” capability for all transactions.

9.2 AVAILABILITY

Your boss, who continues to have great intentions, tells you that your new system

should have “five nines” availability. You know “five nines” means 99.999% avail-

ability. Without doing any calculations or looking at the charts, do you know if that

is reasonable or not? Do you know how many hours of downtime per year that

allows? Guess—and then look at Figure 9.4.

Surprised? It is not much time.

Availability is one of the most important measures of a system for the users. It is

the measure of the probability the system will be up. We define it as Availability ¼

MTTF/(MTTRþMTTF). This is just uptime/(uptimeþ downtime).

Figure 9.4. Availability and downtime.
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Figure 9.4 shows the correspondence between system availability and downtime

per year. “Five nines” availability equates to a total of 5.3 minutes of downtime per

year, which is extremely difficult and expensive to achieve. The cost of availability

increases exponentially with each additional 9. Online vendors who weigh the cost

of improving from 99.9% to 99.99% typically find that it is not worth the additional

8 hours of availability per year. Even if the software and hardware can achieve it,

typical operations and processes within a data center are apt to cause more downtime

than 53 minutes per year.

Here are some examples.

. If the system goes down once a week for 5 hours, what is the availability?

Number of hours per week ¼ 7 � 24 ¼ 168

Availability ¼ (168� 5)=168 ¼ 0:97 ¼ 97%

. If the typical time between failures is 48 hours, and the typical time the system

is down is 10 minutes, what is the availability?

Availability ¼ MTBF=(MTBF þMTTR) ¼ 48=½48þ (10=60)� ¼ 0:996

¼ 99:6%

EXERCISE: In 2001, IDC compared the availability of three different server plat-

forms for ERP systems (such as SAP or Oracle), which were 99.98%, 99.67%, and

99.9% for an average of 99.85%. Your system’s requirement is to have downtime

less than 10 hours per year. What does the availability of your software need to

be? Assume that the server platforms include disk, network, CPU . . . everything
except the software.

Answer:

System Availability � 99:88% (10 hours per year)

System Availability ¼ Software Availability � Server Platform Availability

With average server availability, the Software Availability ¼ 99.88/99.85, which
is greater than 1, which is impossible. With the best platform, Software

Availability ¼ 99.88/99.9 ¼ 99.98% available, which is 1.2 hours per year. Said

another way, if you can only have 10 hours of outage, and the hardware takes X

hours, your software can only be done 102X.

Availability is primarily a user metric. It is how the users see the system, not how

IT sees the system. IT organizations tend to look at the availability from the inside

out, that is, looking at the individual components (servers, networks). Availability

needs to be viewed from the outside in, as the users see the systems.

9.2 AVAILABILITY 171



9.2.1 Availability Factors

The two factors that impact availability are:

Frequency of outages (MTTF)

Duration of outage (MTTR)

that is, how often the system goes down, and how long it takes to bring it back up. To

improve availability, you need to work both the number and duration of the outages.

Remember that if the MTTR approaches 0 in duration, the availability approaches

100% even if the MTTF is once per hour.

The length of the outage is impacted by a number of factors, which are frequently

not considered by software development teams.

. System Complexity: Complicated systems take longer to start and restart,

which makes the outages longer.

. Problem Severity: Usually, the more severe the problem, the more time it takes

to fully resolve and restore the system, including lost data or lost work.

. Support Personnel Availability: If the outage occurs after hours and support

personnel are required, the length of outage includes the time it takes to find

the on-call personnel, get them online (either via a secured network or phys-

ically at the data center), and allow them to diagnose and fix the problem.

. Other Miscellaneous Factors: There can be a variety of these, such as a third

party supplier who can’t fix the part quickly enough, or potentially, you cannot

take the system offline to fix your application because other applications are

running on the server.

Here are some examples.

. If the typical time between failures is 48 hours, and the typical time the system

is down is 10 minutes, what is the availability if it takes 2 hours to get the right

person to get the system back up?

. Availability ¼ 48/[48þ (2þ 10/60)] ¼ 0.957 ¼ 95.7% versus 99.6%

without the 2 hours to get the right person. Note how good performance

drops to average or poor performance because you cannot get support person-

nel instantaneously.

. Your system averages 10 outages every 100 hours. Ninety percent of the

outages are 5 minutes each and 10% of the outages are 2 hours each. Your

availability is poor—97.75%. You analyze the long outages and determine

that they have a complex and lengthy recovery process. You also determine

that you can improve the error handling process for these outages so that the

recovery is simplified and the outage duration will be reduced to 15 minutes.

What would be the impact of the improvement on availability? Overall
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outage duration for 100 hours is reduced from 2.75 hours to 1 hour. The avail-

ability would increase to 99.00%.

9.2.2 Outage Scope

To improve system availability, you want to reduce both the scope and severity of

the outages. One of the best fault-tolerant design concepts is that of “degraded

mode,” that is, designing your system so that it continues to process and function

as a system even when some individual parts may be unavailable. For example,

you could partition the database, perhaps by state, so that even if a part of the data-

base is corrupted and needs to be restored (such as not having access to any of the

customer databases for customers in New Jersey), the rest of the system continues to

function.

9.2.3 Complexities in Measuring Availability

Measuring availability may seem pretty simple, but let’s try an example that illus-

trates some of the complexities. How would you measure availability for a

banking system in which the server and networks are up 100%, except for scheduled

maintenance, which is from 2 a.m. to 3 a.m. on Sunday mornings, and �50% of

the ATM machines fail �1 per month, and it takes a day to fix each one?

We have complexities of scheduled versus unscheduled downtime, and system

versus end terminal availability.

There are two different criteria for availability, based on how we want to count

scheduled and planned outages. For continuous availability, the system or appli-

cation is to be available 7 � 24 with no outages [5]. For high availability, the

system or application is to be available during the committed hours of availability

with no unplanned or unscheduled outages. The continuous availability definition

is much stricter than the high availability definition. As an example, consider if

during a month, there were 9 hours of outage due to a hard disk crash and

15 hours due to preventive maintenance. The achieved availability would be

Continuous Availability ¼ (720� 15� 9)=720 ¼ 96:7%

High Availability ¼ (720� 15� 9)=(720� 15) ¼ 98:7%

But what about our ATM example? How should we count the availability of the

individual clients? A typical way of reporting would be to separate out the “system”

availability (meaning servers and network) and the end-client availability. From the

user and business viewpoint, the end-client availability is what really matters. For

this example,

System Availability:

Continuous Availability ¼ 716=720 ¼ 0:9944 ¼ 99:44%

High Availability ¼ 100%
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Average End-Client Availability:

Continuous Availability ¼ ½720� (24 � 0:5)�=720 � (System-CA)

¼ 0:9833 � 0:9944 ¼ 0:9778 ¼ 97:78%

High Availability ¼ ½720� (24 � 0:5)=720� � (System-HA)

¼ 0:9833 �1 ¼ 98:33%

Degraded mode operations also complicate the availability calculations. A

typical reporting method is to be explicit and report the portions that are fully oper-

ational and partially degraded, such as

For the past month, 99% availability except for degraded mode for 10 hours,

which impacted 4% of the system.

Alternatively, you can define an “Effective Availability” metric, which takes into

account the degraded mode, such as

Effective Availability ¼ (710=720) � 0:99þ (10=720) � (0:04 � 0þ 0:96 �1)y

¼ 0:976þ 0:013 ¼ 0:989 ¼ 98:9%

9.2.4 Software Rejuvenation

There are a variety of techniques to improve the availability of software, such as

fault tolerance, save/restore parallelism, “safe libraries,” active fault detection, iso-

lation and partitioning (for degraded modes), increased boot speeds, and concurrent

release and fix upgrades. One fault-tolerant technique that we feel warrants more

attention is software rejuvenation, which has been used successfully in Lucent,

IBM, and Sun products (and probably others). Software rejuvenation cleans up

the internal state of the system to prevent subsequent failures or performance

degradation.

Software rejuvenation is based on two observations:

1. Software ages in operation, much like hardware. But instead of wearing out as

hardware does, the software can be refreshed, or rejuvenated, by restoring it to

its initial state.

2. The primary causes of failures in the field are latent and (pseudo)non-

deterministic faults that are difficult to reproduce. They are caused by external

event timing, aging, or other unforeseen events. Frequently, these failures can

be cleared by rerunning the process [6].

†In this equation, the last factor means that for the 10 (out of 720) hours, 4% of the system was unavail-

ability (0) and 96 was available (1.0).
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Rejuvenation works when the software reliability decreases over time. This is not

the reliability growth model, which assumes reliability increases over time due to

bug fixes.

9.2.4.1 Software Aging Software aging is the deterioration in the availability

of system resources, data corruption, or numerical error accumulation. Potential

fault conditions gradually accumulate over time, leading to either performance

degradation or transient failures, or both.

Some of the frequent culprits of aging are memory leaks, unreleased file locks,

hanging threads, data corruption, storage space fragmentation, and accumulation

of round-off errors. We all know systems subject to aging, such as the Patriot

Missile System (round-off errors), Windows 95 (many issues), and even the 2004

Mars Rover (data file overwrites).

9.2.4.2 Classification of Faults It can help our thinking if we classify faults

as follows:

. Bohrbugs: Faults that should be found in testing that represent design/coding/
requirement errors.

. Heisenbugs: Temporary internal faults, intermittent bugs, difficult to find and

reproduce, caused by permanent design errors. Examples include failures caused

by race conditions and defects in exception handling and overload handling.

. Senilitybugs: Faults caused by software aging and appearing during the

ongoing execution of the system. Examples include memory leaks and unre-

leased file locks.

Today, with our improvements in software processes and testing, after a system

stabilizes in the field, the predominant faults are Heisenbugs and Senilitybugs [7].

Heisenbugs can be handled through fault tolerance and fault management tech-

niques. Senilitybugs can be prevented through software rejuvenation techniques.

9.2.4.3 Software Rejuvenation Techniques Software rejuvenation is a

proactive fault management technique aimed at cleaning up the system’s internal

state to prevent the occurrence of more severe crashes or failures in the future.

The methods of software rejuvenation are:

. System restarts

. System cleanups (partial rejuvenation)

. Application/process restart (partial rejuvenation)

. Node/application failover (in a cluster system)

The concept of software rejuvenation was invented by Bernstein at Bell Labs in the

1970s, generalized by Kintala in the 1980s, and successfully implemented in Lucent

Billing and Switching Systems in the 1990s.
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System restarts have been called the sledgehammer approach to rejuvenation. Yet

as Candea and Fox [7] point out, restarts (1) return the system to its initial state,

which is usually the most tested and most reliable; (2) are a high-confidence restor-

ation technique; and (3) are a known and tested procedure.

Restarts for rejuvenation can occur either on a regularly scheduled basis (such as

once every night at 2 a.m.) or as needed, triggered by the monitoring of resource

exhaustion or performance degradation. Controlled and scheduled reboots have

the advantages over crashes of shorter recovery outages and occurring in more

favorable time periods.

System cleanups are processes that execute in the background, which monitor the

ongoing resource consumption and clean up the internal state. Releasing file locks,

garbage collection, flushing operating system kernel tables, and killing zombie pro-

cesses are all examples of system cleanups. This technique was used successfully in

Lucent Switching Systems.

Application and process restarts are rejuvenations on a smaller scale. The archi-

tecture and design of the system must facilitate such restarts, such as the architecture

described by Candea and Fox [7]. An example of the use of this technique is in the

Apache Web Server, which has a controlling process and a handler process. The

controlling process monitors the handler process, determines when it has consumed

too many resources, then stops it and starts a new handler process [8].

Node or application failover is possible in cluster systems, when you have

multiple machines working together. In a cluster, during lightly loaded times, you

transfer the load from one of the machines and reboot it, rejuvenating the software

on that machine without causing any loss of availability. IBM successfully

combined this approach with application restarts [8].

9.2.4.4 Impact of Rejuvenation on Availability The impact of rejuvena-

tion on availability is difficult to model and highly dependent on the imple-

mentation. One question is how frequently you should rejuvenate and should you

rejuvenate based on a schedule or system triggers (e.g., monitoring the status of

resources).

For clustered systems, IBM’s analytical models for a single spare showed a 25%

improvement in availability when the rejuvenations were done on a regularly sched-

uled basis, and a 60% improvement when the rejuvenations were triggered by

monitoring resource consumption. When they changed the model to dual sparing,

such as in an 8/2 configuration (e.g., an 8 node cluster that can tolerate at most 2

node failures), it resulted in a 98% improvement with regularly (and frequently)

scheduled rejuvenations and an 85% improvement for triggered rejuvenations [9].

EXERCISE: You have a system that works well for one week, then, inevitably,

crashes. In fact, you measure the availability for the first week and it really is

100%. Once day 8 starts, it fails in 15 minutes. You decide to schedule a rejuvena-

tion reboot every weekend at 2 a.m. The rejuvenation takes 6 minutes. Crash recov-

eries take 30 minutes. Compare the availability for the two scenarios.
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Answer:

Rejuvenation scenario: Availability ¼ (7 � 24� 0:1)=7 � 24 ¼ 0:9994

Crash scenario: Availability ¼ (7 � 24þ 0:25� 0:5)=(7 � 24þ 0:25) ¼ 0:9970

If the rejuvenation took place during scheduled preventive maintenance:

Availability ¼ 100%

If the rejuvenation was “soft rejuvenation,” that is, it was able to take place in back-

ground, causing no outage:

Availability ¼ 100%

:EXERCISE: You are able to implement a soft rejuvenation in your system, which

requires no downtime and changes the MTBF from 10 days to 100 days. Your

MTTR after a crash is 1 hour. What impact did the soft rejuvenation have on the

availability?

Answer:

Availability Without Rejuvenation ¼ 10=(10þ 1=24) ¼ 0:9958 ¼ 99:58%

Availability with Soft Rejuvenation ¼ 100=(100þ 1=24) ¼ 0:9995 ¼ 99:95%

Impact ¼ 99:95� 99:58 ¼ 0:37%

For most rejuvenation implementations, custom models and/or measurements

will be required to predict and measure the rejuvenation’s impact.

Fault injection is the typical method of testing the effectiveness of software

rejuvenation, since you then know which faults you expect to cause failures, and

you can verify if the rejuvenations prevent those failures.

9.3 SUMMARY

Response time and availability are key metrics for many systems. Performance on

these measures can make the difference between users loving or hating a system

and, in a few cases, businesses that thrive or struggle.

For response time, users have expectations of response time of 2 seconds or less

for trivial transactions, of 7 seconds or less for average transactions, and percent-

complete indicators for long-running transactions. Response time needs to be

measured from the user perspective and includes application, system, and communi-

cations latencies.

By definition, there are only two factors that impact availability: outage fre-

quency and outage duration. Both factors need to be considered in system design,

since only through design (rather than testing and bug fixing) can high availability
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be achieved. Using today’s technologies, we typically find the defects that can be

found in system testing are caused by design, coding, and requirements errors.

We typically do not find all of the faults related to external event timing, race con-

ditions, unforeseen events, and system aging. Fault tolerance is required to handle

these kinds of faults. Software rejuvenation, which involves either full or partial

system restarts, is an under-utilized fault-tolerant technique that successfully

handles most of these types of faults.

PROBLEMS

9.1 You design a beautiful website selling widgets. The initial page has streaming

video and more . . . it actually is 1 MB of data. You launch your website, and

although you have a good initial hit rate, you also have a high rate of abandon-

ment. What is the reason? If many of your target customers use 128 KB lines,

what is the maximum amount of data you should have on each page?

9.2 You average 10 outages per month, with an average restore time of 30 minutes.

You have the three alternatives below. Which is the best to implement from an

availability standpoint?
. Improve your testing process, which you believe will cause an eventual

reduction in outages by 2 per month.

. Improve your boot speeds so that outages are 25 minutes instead of 30.

. Implement rejuvenations once per day to reduce the outages by 4 per

month, but each rejuvenation causes 1 minute of unavailability.

9.3 Describe a Heisenbug or Senilitybug you have had in your own code. What

would have been the impact of rejuvenation on this bug?

9.4 Your system has:
. 1 outage per month for preventive maintenance (PM) (6 hours per

outage)

. 1 outage every 6 months installing the new release (12 hours per outage)

. 5 outages per week from defects (1 minute per outage)

Both the preventive maintenance and the release upgrades are scheduled in the

off-hours of the system. The outages from defects occur in prime time. What is

the availability, measured from the continuous and high-availability defi-

nitions? Which type of outage should you focus on to improve the

continuous availability? The high availability?

9.5 Your system is required to have an availability of 99.8%. You have built it pri-

marily from five commercial software components that each have a MTTF of 2

years. The MTTR of each is 2 hours. They are all required for the system to

function. What is the availability of these components? What is the availability

requirement for the code that you write?
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PROJECT

9.1 Consider the theater ticket reservation system, with the architecture shown

in Figure 9.5. You have built this system, and now you are responsible for

the operation. Your customer is quite happy with the system, except for the

availability and, occasionally, the response time. You’ve been in operation

for 10 weeks. To date, the availability of the system components have been:

. Hardware: 99.9%—scheduled maintenance

. Software: 99.8 %—software problems

. External credit card verification and billing system: 99.0%—unscheduled,

unplanned

The credit card system is required on only 30% of all transactions, and the

implementation allows the other transactions and the system to work even if

the credit card system is unavailable.

(a) Calculate the system’s continuous availability percentage.

(b) What would be the change in availability if you implement a hot backup

system to reduce the scheduled maintenance time by 90%?

(c) You know you need to improve the credit card vendor availability. You

search hard to find another credit card system vendor but can only find

one whose availability is much worse (80%). Still, you consider imple-

menting it in addition to the first; that is, it is called if the first is unavail-

able. What would be the savings if you implemented this plan?

(d) If you implement both improvement plans, what is the projected avail-

ability of the system?

(e) How might you use the concept of degraded mode to further improve the

effective availability?

Figure 9.5. Theater tickets architecture.
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(f) For the response time, the only problem seems to be that the credit card

system responds either very quickly (,1 second) or very slowly (15–20

seconds). What should you do to improve your user satisfaction with the

response time?
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10
Measuring Progress

If you do not change direction, you may end up where you are heading.

—Lao Tzu

Are we there yet?

—Every kid to parents on a long car trip

How’s the release going?

—Every software manager to every developer and tester

To ensure the success of any project,1 it is important to know as the project

progresses exactly where you are with respect to the project’s objectives. Effectively

monitoring progress allows course corrections and enables the project team to more

effectively manage both internal and external customer expectations. This is

especially critical in software projects given the creative and often exploratory

nature of the work.

In this chapter, we provide a number of mechanisms and metrics that can be used

to measure progress.2 These are called in-process metrics. The five specific types

1And to help reduce your stress when the software release you are working on is having problems and your

boss is in your office asking when you will be done . . . .
2We will not say any more about financial metrics in this chapter. In Chapter 12 we cover tracking pro-

gress toward the project’s financial goals.

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
Copyright # 2006 John Wiley & Sons, Inc.
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that are most applicable to software projects are:

1. Project milestones3

2. Code integration

3. Testing progress

4. Defect discovery and closure

5. Process effectiveness

The first type, project milestones, covers the life of the project including all phases and

activities. In a software project, often the most time consuming and resource intensive

phases are the code development and testing phases. For this reason, we have included

in-process metric types 2 and 3 for more detailed discussion.4 Building onwhat we dis-

cussed in Chapter 7, we talk about measuring defect discovery and closure as both a

measure of progress and as an in-process predictor for software quality in the field.

Finally, we discuss how process effectiveness influences our analysis of all these

metrics and how we can define in-process metrics for this critical area.

10.1 PROJECT MILESTONES

In order to reach your goal of delivering software, the most important step in launch-

ing any project is to have a clearly defined project plan, which contains your strategy

to meet your delivery goal.5 That plan should be detailed enough to facilitate assess-

ment of the progress of the project along the way. The best way is to include measur-

able milestones, which are tracked and reviewed throughout the life of the project.

Common practice is to define milestones at two week intervals. The milestones you

select, however, will depend on a number of factors including the following:

. Development methodology (i.e., each development methodology, be it water-

fall, agile, spiral, or custom, will have its own work steps with its own timing)

3Calling “project milestones” an in-process metric is a bit of a misnomer. A milestone is not a metric, but

rather a point in time when a project activity should occur. Measuring progress against milestones,

however, can give a good view of the in-process progress being made. For that reason, we are taking

poetic license and including a discussion of this critical monitoring mechanism here. We could create

a true in-process metric from milestones if we wanted to though, such as percentage of milestones

completed on schedule.
4It is essential to determine in-process metrics for all major phases of the development life cycle. Once

you have determined the development model that you will be using, make sure your in-process metrics

plan spans the entire cycle. For example, for earlier requirements and design phases in a waterfall

model, you might select a metric on number of requirements and design reviews held.
5We recognize that there are research and exploratory projects as well as those with more well-defined

requirements and constraints. Even with research projects, you need to have some idea where you

want to go, even if it changes along the way. Project plans can and should be kept up to date with the

changing needs and realities of the project.
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. Project management methodology (the level of detail of what project managers

call the Work Breakdown Structure will determine whether a daily, weekly, or

monthly milestone definition makes sense)

. Project risk level (the higher the risk, the more closely/frequently you need to

monitor progress)

. Experience and maturity of the team (less experienced teams may need more

frequent and perhaps more detailed monitoring to allow for timely correction

of any missteps)

. Comfort level and managerial style of the management team (e.g., is there a

micromanager in the bunch?)

With those considerations in mind, the best way to define the milestones is to act

SMART. In other words, define milestones that are

. Specific (they are clearly defined),

. Measurable (you can tell if/when they are achieved),

. Achievable (it is reasonable to expect that they can be achieved),

. Relevant (they directly affect the achievement of project objectives), and

. Time based (they fit in specific spots on the project time line).

Let us look at an example. Assuming we are going to follow a waterfall develop-

ment model, we would want to define milestones in the major development life cycle

areas of Requirements, Architecture, Design, Coding, Integration, Testing, and

Cutover. Looking at the Requirements area, we might include milestones as

shown in Table 10.1.

Let us look at these milestones and ensure they are SMART.

. Specific: We would add to each milestone the owner6 to increase the specificity

of that milestone.

TABLE 10.1 Requirements Phase Milestones

Milestone Due Date

Draft requirements available for review 6/1/06

Internal requirement review held for development/
testing staff

6/8/06

Requirements updated and delivered to customer

for concurrence

6/15/06

Customer concurrence obtained 6/25/06

Final requirements published and put under formal

change control

6/30/06

6Having a specific person responsible for each activity and result is crucial. A successful manager we

know used to say, “One job, one neck.” It may sound harsh, but it works.
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. Measurable: Each one has a measurable/desirable event associated with it. It

must be clear whether or not each milestone was actually met. For example,

was the draft published? Was the review meeting actually held?

. Achievable: If we have based our intervals on like-project history, previous

projects with this customer, a clear understanding of both resource allocation

and this project’s needs, then we can view these milestones as achievable.

. Relevant: The clear understanding of what we are agreeing to build by both the

internal team and the customer is absolutely critical to achieving successful

project delivery and ultimate customer satisfaction.

. Time based: We have defined an actual date for each milestone.

One thing to keep in mind when you look at development phases is that the longer

the phase, the more intermediate milestones you want to define. It is just common

sense that you do not want to leave large chunks of time without progress visibility.

There are many project management tools7 that allow you to capture the com-

plete set of milestones you define. Typically, they will produce a number of

views of the schedule including Gantt chart format. Figure 10.1 provides an

extract from one such project milestone chart.

One advantage of defining SMART milestones is that they can be used as “gates”

for our software project. Gates are simply specific points in the project with specific

Figure 10.1. Gantt chart.

7Microsoft Project and Sciforma PS8 are two such tools.
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criteria that must be achieved in order to move on. Frequently, they are a set of

key milestones. Establishing gates from milestones is one way of increasing the

visibility and focus on intermediate progress that is critical to ultimate project com-

pletion and success. Often failure to meet a gate will trigger reassignment

of resources to ensure the gate is quickly met while delaying the start of subsequent

activities to avoid costly rework. Some examples of possible milestone gates are:

. Business case reviewed and approved by senior management: we will need to

know it is OK to spend money on this project before we do.

. Software design reviewed and approved by development team: we will want to

know the big picture before we start writing the code.

. Code reviews passed for all critical code: we will want to have as many defects

found and corrected via this technique before beginning potentially expensive

formal testing of the code.

. Formal test plan fully executed and target level of success achieved: we will

need to make sure the software will meet customer and contractual expec-

tations before we deliver it.

Whether used as gates or not, SMART milestones will be the foundation for

effective in-process software project monitoring.

10.2 CODE INTEGRATION

Code integration is the phase of the software life cycle where the actual coding, unit

testing, and integration of code into system libraries destined for formal system

testing takes place. For most software projects, code integration is not one single

event but rather a series of integration events as more and more features become

ready for inclusion in the code base. With each integration step, the functionality

of the system moves closer to full feature capability. Each integration step also,

however, introduces potentially additional defects, both in the newly delivered

code and the previously integrated code. Defects require software changes and

thereby additional code creation and integration. Given the criticality of this funda-

mental activity, we will want to have reliable visibility into our progress during this

phase.

In less mature organizations, you might see something called “percent complete”

as the in-process metric used for the code integration phase (as well as for other

phases). Depending on how this is defined and calculated, this metric can be very

misleading. At worst, if it is based on a subjective assessment by developers, you

(and the developers themselves) can very easily be misled as to the real status.

Without hard measurement, what will it mean to say “coding is 80% complete”?

Any milestones based on this metric will certainly not be SMART given the

absence of a true “M.” At best, if this metric is based on comparing measured

work effort to estimated work effort, percent complete milestones may be Measur-

able by using this metric, but they may not be highly Relevant to our code
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integration goals. Capturing work effort will tell us a great deal about what we have

spent from a budget perspective, but it will tell us nothing about the actual code

produced or coding progress made.

With that in mind, we want a measurement based on what we can observe about

the code being created. The measurement we have chosen is the lines of code (typi-

cally KLOC) turned over to integration, or the code integration metric [1]. This is a

count of the actual number of lines of code that have been delivered from unit testing

to the integration libraries and now require formal change requests for any code

updates. To understand whether the value of this metric at any point in time reflects

good or bad progress, wewill need to understand the acceptable value for it over time.

We will call this acceptable value the expected integration pattern. For most organ-

izations and software projects, the typical cumulative code integration pattern takes

the shape of an S-curve. See Figure 10.2 for how this S-curve might look.

Most organizations will have patterns of both successful and unsuccessful code

integrations. The particular pattern may vary with development methodology

used, development platform, and/or experience of the development team. It is

worth noting that the earlier integration occurs, the lower the risk is to the

project. Early integration gives more time to adequately test a stable system.

Figure 10.3 shows the code integration pattern for two different projects.

You can see from the picture that Project 1 will be less risky from a code stability

perspective given that complete integration occurs earlier in the schedule.

To effectively use the code integration metric for your project, you will need to:

1. Select a successful code integration pattern that best matches your project’s

particulars. You might use one from a completed similar project or,

perhaps, from a successfully delivered earlier release of your own product.

Figure 10.2. Code integration.
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2. Establish, based on the selected pattern, the expected code integration plan for

your project.8 This gives you the objective for this metric over time.

3. Track actual code integration progress during the coding phase and compare

to the plan’s expected values.

4. Take appropriate action when actuals deviate from the plan.9

Use of a code integration metric would provide the “M” for a SMART milestone

of code integration complete for the coding phase of the development schedule.

10.3 TESTING PROGRESS

Formal testing is one of the most easily observed and measured stages of the devel-

opment life cycle. Assessing progress will be based on the test plan that is estab-

lished before testing begins. Test plans may vary in terms of detail and format,

but must always cover what tests will be run during the testing phase. During the

actual testing we can clearly observe how many test cases have been executed

and how many have passed (i.e., gotten the intended results). This gives us two

metrics that we can track:

1. Number of test cases executed over time (by day or week, depending on the

project)

Figure 10.3. Code integration patterns for two projects.

8An added benefit of looking at possible code integration patterns early in the planning stages is that you

will get a better sense whether the development plan being considered is actually achievable.
9As with many metrics, there may be a range of acceptable values for the code integration metric at any

point in time. Action would then need to be taken when actual performance was outside the upper or lower

control limits that define the acceptable range.
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2. Number of test cases that have successfully passed over time (using the same

interval as above)

The test plan should provide the objectives for these metrics. We can then

compare our actual data to objectives to determine whether or not our progress is

on track. Figure 10.4 provides an example of how the second metric, test cases

passed, could be tracked.

Note that we have identified the control range of acceptable values. We would

have in all likelihood established that range based on previous performance of

some like project (perhaps even an earlier release of the same product). Actual

performance outside this range would require action. We could plot the number

of test cases executed metric either on the same chart or a separate chart. These

two in-process testing metrics provide the “M” for SMART testing milestones

such as “50% of test cases executed” and “50% of test cases passed.”

10.4 DEFECTS DISCOVERY AND CLOSURE

As we saw in Chapter 7, one of the most basic and telling measurable items in soft-

ware is a defect. Recall that a defect is a deviation of the code from its requirements.

The measurement of defect discovery (sometimes called “arrival”) and closure

(“departure”) prior to software delivery to the customer provides some of the

most powerful in-process metrics, shedding light on both quality and schedule

progress.

Figure 10.4. Testing progress chart.
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10.4.1 Defect Discovery

Chapter 7 provided us with several methods of predicting our defect discovery

pattern (e.g., a Rayleigh curve). This expected pattern can be used to establish or

validate project schedules and resource allocation.10 We can also base in-process

metrics on this prediction. For example, if we predicted a particular Rayleigh

pattern for the project with an associated S-curve during formal testing, we would

track our actual performance (i.e., our defect discovery) against these patterns. If

we see our performance is outside the control bounds for these curves, we would

know that further analysis and, in all likelihood, corrective action were required.

For example, seeing a peak in the Rayleigh discovery curve that is lower and

earlier than our prediction would potentially be good news, while a higher than

expected peak or one that happens later in the schedule could mean trouble.

Let us look at an example that makes use of historical data (from a similar

project) and an established code integration plan to define a defect discovery plan.

Historical data: Our defect insertion rate has been 1 defect per KLOC.11 Our

defect discovery typically follows a pattern of 30% in week 1 after code turnover,

35% in week 2, 20% in week 3, 10% in week 4, and 5% in week 5.

Assume we have determined our code integration plan as shown in

Figure 10.5. With the above information, we can now construct a defect discovery

Figure 10.5. Code integration plan.

10Finding and correcting defects is one of the most time and budget consuming parts of any software

project. Schedules and budgets will be created based on some expectation of the level of defect discovery

and correction that will be seen on this project. Using Raleigh curves can provide a clear structure and

basis for making those estimates.
11We have chosen 1 defect per KLOC to make the math easier. A more realistic defect rate would be

higher.
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plan [2].12 Our defect injection history of one injection defect per KLOC tells us that

we expect to have 10 defects in the first 10 KLOC turned over, 20 defects in the

second turnover, and so on. We also know that we expect to discover 35% of

those first 10 defects (i.e., 3 defects) in the first week after that code is turned

over, 35% (let us round that to 4 defects) in the second week after that first 10

KLOC is turned over, and so on. We will discover 30% of the 20 defects (6

defects) in the second code set in the first week after that code turnover, and so

on. We can map that discovery plan on our code integration graph (see

Figure 10.6) to get a complete view.

We created these plans based upon historical averages. It is easy to improve it

significantly by adding in control limits, based upon standard deviations, which

we highly recommend. Once we have our code discovery plan (with or without

control limits), we would track our actuals against it and investigate any significant

deviations from plan. We would also adjust our defect discovery expectations

if/when changes to the code integration plan were made.

10.4.2 Defect Closure

We also saw in Chapter 7 that looking at defect closure, not just discovery, is import-

ant as well. Keeping track of in-process measurements of defect closure gives us

Figure 10.6. Code integration plan and defect discovery plan.

12This is a simplified discovery plan that makes the arithmetic easier while still illustrating the concept.

Actual plans tend to span longer time periods and be more complex.
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both a view of the effectiveness of the “development engine” in repairing code and

an important measurement in the quality of the code itself at any point in time. Let us

take another look at a defect status chart. Figure 10.7 shows us, by week in formal

testing, how many defects have been newly opened, how many have been closed,

and how many total defects remain open.

As we progress through the latter part of the testing cycle, we should be closing

defects faster than we are opening new ones. In other words, our development

engine should be able to effectively turn around fixes, reducing the backlog13 of

open defects and driving the quality of the code to ship-readiness. Indeed,

Figure 10.7 is a chart that shows the hoped for trends.

Often, there will be a threshold set for the size and makeup of any defect backlog

that must be reached before the software is deemed ready for shipment to the cus-

tomer. This may be in terms of a defect removal efficiency (DRE) metric coupled

with acceptable level of backlog defect severity. For example, defect ship criteria

might include the following:

. Defect removal efficiency, based on actual defect discovery pattern, of 90%

achieved

. No high-severity defects remaining in the backlog

The threshold for ship quality should be set at the start of the project with custo-

mer intended usage and quality expectations in mind. As you can imagine, the

quality threshold for a life-critical software application (e.g., space shuttle software,

Figure 10.7. Defect status chart.

13Backlog is the number of defects that remain open (i.e., unfixed) at any point in time.
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patient monitoring software) is much more stringent than for software intended for

automation of back-office business functions.14

You can combine the actual defect discovery curve with the actual closure capa-

bility of the development engine (i.e., how many defects can be closed by the

assigned staff per day) to see when you will reach the required quality threshold

for shipment to the customer. If that date is beyond the committed ship date, then

adjustments to either project resources (i.e., put more “defect fixers” on the

project) or customer expectations (i.e., delaying shipment or shipping with lower

quality) should be pursued.

Let us see how this might work by building on our earlier example. We have our

code integration plan and defect discovery plan as shown in Figure 10.6. We then

need an estimate for “fix productivity,” say, 5 defects closed per week per program-

mer assigned to defect fixing.15 If we know how many programmers (or percent of

our programmer’s time) we are assigning to fixing defects, we can project how our

defect backlog will decline over time. To complete our example, let us say that we

have 6 programmers and the percent of their time each week devoted to bug fixing

will be 20% of all 6 for two weeks beginning 2 full weeks after the first code turn-

over (that will be week 7), 50% for the next 2 weeks, 80% for the next 2 weeks, and

100% for the remaining weeks. This would mean that our “development engine”

could fix 6 defects the second week after code turnover (20% of 6

programmers ¼ 1.2 “fix programmers”; 1.2 fix programmers can fix 6 defects in

that week), 6 defects the third week, and so on. On any given week, the backlog

is simply the total discovered defects minus the total fixed defects. We have

shown all of this data in Figure 10.8.

We can see that if our actual performance stays close to this projection, we will

have made all fixes and have a zero backlog by week 16 of the project. As with any

of our projections, we will want to compare our actual performance each week and

make adjustments as needed when our performance differs or any of our assump-

tions (like available programmer time or defects discovered) changes.

10.5 PROCESS EFFECTIVENESS

There is an additional area that can greatly affect how we interpret the in-process

metrics we have already mentioned. That area is process effectiveness. When we

are deciding on like projects for both initial planning and in-process comparison,

there is an underlying expectation about how effectively our development processes

will be executed. These expectations will be reflected in the patterns and objectives

we set for our metrics. If we know at the start of the project that the effectiveness of

14In other words, quality is not an absolute concept. Quality is in the eye of the beholder, namely, the

customer. Make sure you understand what you sold your customer and the associated expectations you

set for quality levels.
15Again we have chosen a number to simplify the example. In practice you would want to choose a

number that reflects the historical performance of your team or one from an appropriate benchmark.
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any of our processes will deviate from our comparison project(s), we can adjust our

plans and metrics accordingly. Let us take our defect removal efficiency (DRE)

metric as an example. DRE is based on our defect discovery pattern. That

measure encompasses all defect discovery processes. In this example, if we are

introducing a new mechanized tool to aid in code inspection, we can reasonably

expect the inspection process to be more effective. We would need to alter our

expectations about defect discovery accordingly. In other words, the defect injection

rate is not expected to change, but the ability to discover defects earlier will have

improved. This would result in differences in our defect discovery curve.

There can certainly be deviations in the effectiveness of our process execution

that we will not be able to predict beforehand. It is beneficial, therefore, to introduce

in-process process effectiveness metrics that can be used in conjunction with our

other metrics. These will allow us to better understand when corrective action

needs to be taken. One example would be an inspection-effectiveness metric.16

We could define this to be

(Inspection Hours)=(Inspection Object Size)

where Inspection Hours ¼ total number of staff hours spent in inspection and Inspec-

tion Object Size ¼ KLOC for code, function points for requirements and designs.

Figure 10.8. Defect backlog projection.

16We might more accurately call this metric “inspection intensity.” It is, however, one reasonable proxy

for how effectively the inspection process was executed.
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Based on history or like projects, we would have an objective for this metric that

would equate to well-executed inspections (i.e., it would reflect reasonable diligence

in inspection and support the selected defect discovery Rayleigh curve).

We could then use this metric in conjunction with our defect discovery metric to

determine whether or not we are still “on plan.” Let us look at several scenarios.

Scenario 1: Defect rate is lower than expected, but our code inspection effec-

tiveness is meeting or beating the objective. An appropriate reaction would

be: “Steady as she goes . . . software quality may be better than expected. . .no
action needed at this time.”

Scenario 2: Defect rate is lower than expected and we see that our code inspection

effectiveness is also below objective. An appropriate reaction would be: “Defects

are probably slipping through . . . let us take action by reinspecting or beefing up
subsequent defect detection efforts . . . adjustment of resources needed.”

Scenario 3: Defects are higher than expected and we see that our code inspec-

tion effectiveness is beating the objective. An appropriate reaction would be:

“We are probably finding defects earlier due to better inspections . . . code
quality is probably OK . . . keep an eye on subsequent phases to verify.”

Scenario 4: Defects are higher than expected and we see that our inspection

effectiveness is below the objective. An appropriate reaction would be:

“Alert! . . . code quality is suspect . . . launch remedial quality efforts immedi-

ately . . . revisit schedule and budget.”17

As the above scenarios illustrate, complementing our product and project

in-process metrics with process effectiveness metrics will lead to a clearer under-

standing of project progress and better decisions on the need for corrective action.

Effectiveness measures (beyond DRE) should be defined for all major processes

in your chosen development model. For example, an effectiveness metric for a

Unit Test or Component Test process might be code coverage (percentage of total

code paths exercised by the tests). An effectiveness metric for system test could

be requirements coverage or tests/KLOC or test/FP. Whatever the process,

define a metric that will reflect how effectively that process is being executed.

10.6 SUMMARY

Software projects are inherently risky endeavors. Being able to accurately gauge

your progress along the way is critical to successful completion. In this chapter

we have provided five recommendations for in-process metrics:

1. Define SMART milestones covering the entire development life cycle.

2. Establish a code integration metric and a target code integration pattern.

17“Developers, be ready for some serious micromanagement . . . .”
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3. Establish testing metrics and objectives.

4. Define your expected defect discovery and closure patterns and monitor your

defect backlog.

5. Establish process effectiveness measures and objectives for all major phases

of the life cycle.

Once you have done the above, track all actual results, compare to objectives, and

take action as needed when objectives are not met.

PROBLEMS

10.1 Define possible milestones for the coding/unit testing phase of a waterfall

development project.

10.2 Assume your project has 100 KLOC. You will turn it over in 3 builds each

one month apart. Your development team tells you they will turn 20% of

the code over in build 1, then 30%, then 50%. Define a code integration

plan. Historically, once the code is turned over you find defects at the rate

of 30% the first month, then 40% in each of the next two months. You

have predicted an inserted defect density of 10 per KLOC. What is your

expected defect discovery curve?

10.3 Define a process effectiveness metric for the requirements phase of a project.

10.4 Given the defect backlog projection in Figure 10.9, when will the software be

ready to ship?

Figure 10.9. Defect backlog projection for Problem 10.4.
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PROJECT

10.1 For the theater tickets project:

(a) Create a trouble report (TR) arrival based on:

. 10 K lines of code

. The following integration plan:

Week 1 2 3 4 5 6 7 8

Turnover (KLOC) 0 0.1 0.3 0.4 0.2 2.2 2.5 4.3

. You expect defect arrival to be algorithmically: 10%, 80%, 10% per

week after each turnover.

. You expect to find 10 defects per KLOC before you ship.

(b) Create a backlog plan.

. Expectation is that each programmer can fix 2 defects per staff week if

they work full time—10 programmers are on the job.

. Plan on 10% of the programmers fixing defects through week 8. After

that, 100%.

. When will the backlog be cleared out?

(c) Create a second backlog plan.

. Plan on 10% fixing until week 6, when 50% start to fix troubles, then

100% after the final turnover.

. When will the backlog be cleared out?

REFERENCES

[1] S. H. Khan, Metrics and Models in Software Quality Engineering, 2nd ed.,

Addison-Wesley, Boston, 2003, pp. 242–253.
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11
Outsourcing

United, there is little we cannot do in a host of cooperative ventures.

—John F. Kennedy, Inaugural Address, September 20, 1961

11.1 THE “O” WORD

These days the word “outsourcing” can be used in a variety of contexts. Many times,

it is given a diabolical connotation (see Figure 11.1) as if it is some kind of plague

that must be avoided but the infection from which we cannot escape.

According to Outsourcing Journal [1], “the META Group’s Technology

Research Services predicts the offshore outsourcing market will continue to grow

nearly 20% annually through 2008. By that time META estimates the average

enterprise will outsource 60% of its application work offshore.” Outsourcing is

clearly a business strategy that is playing an increasing role in the software industry.

A recent study conducted by themanagement consulting firmDiamondCluster Inter-

national sheds some additional light on the success of this increasingly used business

strategy. The DiamondCluster 2005 Global IT Outsourcing Study [2] reported that

. 74% of the buyers surveyed expect their use of IT outsourcing to continue to

increase in the coming year.

While at the same time:

. Buyer satisfaction with respect to offshore outsourcing fell dramatically from

79% in 2004 to 62% in 2005.

. The number of abnormally terminated outsourcing relationships more than

doubled to 51% in 2005 versus 21% in the previous year.

. Buyers remained skeptical about outsourcing mission-critical services with the

greatest demand anticipated in the application maintenance and support area.
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With a key problem area being,

. Many buyers still do not have effective metrics and measures in place to gauge

the success of their outsourcing initiatives.

Clearly, we need to learn from industry experience to avoid common pitfalls and

better ensure our outsourcing engagements are successful.

In this chapter, we talk about outsourcing first in a generic sense and then identify

particular incarnations that you might encounter in software engineering. Hopefully,

this will put outsourcing in its rightful business context. We then, of course, talk

about the key role metrics can play in successfully managing the various types of

outsourcing.

11.2 DEFINING OUTSOURCING

Outsourcing is really nothing more than using resources external to your business

to accomplish some portion of your software project. In the most generic sense, we

might better call it third party utilization and management. We have used the word

“outsourcing” as the title for this chapter to capture your attention, but we could

just as easily have titled this chapter “Supplier Management.” In that context we

could include everything from the inclusion of prepackaged, mature, market-proven

software or hardware in our software project to the inclusion of newly written,

customized software as an integrated part of our software product. Some software

activities that are typical outsourcing candidates include the following:

. Developing/supplying platform-level code

. Manufacturing/supplying hardware

Figure 11.1. Extreme outsourcing (Grand Avenue: # United Feature Syndicate, Inc.)
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. Providing/maintaining development/test environments

. Developing/supplying application level code for inclusion in the product

. Providing customer service/hot-line support to customers post delivery

. Maintaining production code post delivery

. Providing business continuity (disaster recovery) services

More generically, we could simply say we might select an outside supplier to

provide:

. A technology or skill set not readily available in house

. Any service we define to be outside our core competency

. Any service or product that can be provided more cost effectively and/or more

rapidly by the supplier than can be provided in-house

The true intent of outsourcing is to allow any business to best meet the goals of

both its customers and shareholders for timely, cost-effective delivery of software

that performs as expected and brings the power of new technologies to the

market. The most important part in the decision to outsource is making the determi-

nation that doing so will better enable you to meet your goal, whatever that may be.1

Perhaps someone has a new technology or product on which you can build, saving

you the time and money of reinvention. Perhaps someone has skilled resources

available which you can utilize more quickly or inexpensively than you could if

you had to hire or train them.

Most simply stated, use of third party resources is the result of informed business

decision making and becomes just another activity of the software project and must,

therefore, be managed and monitored as we would other activities. By now we know

that this is most effectively done with the aid of quantifiable metrics.

OUTSOURCING BUSINESS CASE CONSIDERATIONS

When making the business case for outsourcing, you will need to quantify the

benefits and costs. We would like to highlight a few typical categories for both.

Typical benefits from outsourcing include the following:

. Corporate Focus: For a company to compete successfully, it needs to elect

the areas that will give it a competitive advantage and develop competencies

in those areas. This is typically called your corporate core competencies.

Strategically, you do not outsource your core competencies. Similarly,

you do not want to waste corporate attention and talent on activities that are

1See Box on Business Case Considerations for additional insights on making the business case for

outsourcing.
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commodities or will give you no strategic advantage, even though they may

be important to you. For example, consider desktop support. Good support

is crucial to a high-performance development organization, but it does not

mean you need to do it yourself.

. Cost Avoidance: Lower labor rate, resource flexibility (as business needs

change), avoidance of capital, training, and hiring costs, improved pro-

ductivity (if supplier has demonstrably higher productivity, often true in a

“non-core-competency” area), reduced cost of poor quality (if supplier

has demonstrably better quality results).

. Improved Time to Market: Faster new technology inclusion and/or faster
project completion resulting in an accelerated and/or augmented revenue

stream.

. Higher Customer Satisfaction: Due to any projected increases in quality or

timeliness of deliveries, which could translate into additional revenue.

On the cost side, it will be essential to ensure all costs are considered. Too

often, we have seen a simple comparison of in-house versus supplier labor

rates as the key financial “decision” measure. Better business decisions can

be made and more realistic expectations set if we ensure we have included

all cost factors in our outsourcing proposal. Typical cost categories include

the following:

. Labor: What will the “new wage rate � number of staff” equation yield?

On the “benefits” side, we will need to be clear on whether we are striving

to reallocate skilled resources or to actually reduce staff to achieve bottom

line savings. If the latter is our goal, we must take into consideration all

applicable staff reduction policies with respect to notification windows

and severance costs.

. Oversight: How will we manage this partnership? Will we need to have a

dedicated “supplier manager”? Will they or we need an on-site presence?

How will we measure the success of the relationship and the success of

projects within that relationship (i.e., what metrics will be used, how

will they be collected, how often will they be monitored and by whom)?

The DiamondCluster study [2] indicates that 68% of buyers report that

metrics reviews are performed monthly or more frequently, 21% review

metrics quarterly, and the remainder of buyers review metrics semi-

annually, annually, or as-needed.

. Documentation and Training: What documentation and/or training will

need to be created and provided to ensure sufficient knowledge transfer

occurs between us and the supplier? If we are handing off application

code to a supplier to maintain, will existing documentation (e.g., manuals,

design documents, commented code) be enough? Will we need to

“reverse engineer” an overarching system design document if one does not
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exist? If we are going to include a supplier’s “widget” in our code, will we

need to allot time and budget to receive training? We may also need to

include cultural training if we are outsourcing offshore.

. Infrastructure: What hardware platform(s), system software (and licenses),

networking connections, office/lab space, and so on would we have to

establish for this partnership? What security measures for communication

and code transmission must be established? For an existing relationship,

much of this may already be in place, but if not these are real costs that

must be taken into account.

. Travel: Who will need to travel to/from the supplier’s site and how

often? Visits may be needed for various types of reviews, training,

and/or oversight. For example, DiamondCluster reports [2] that 42% of

buyers surveyed performed quarterly on-site visits to their supplier’s

facilities.

. Reduced Productivity: If we are transferring code production, testing,

and/or maintenance of an existing product to a supplier, we can expect

reduced productivity for some amount of time while that supplier gains

expertise on the software. Staff turnover rates can also impact productivity,

so we will need to understand our supplier’s staffing market. We could

use internal or industry benchmarks on productivity as a starting point

and “discount” the rate based on our project’s characteristic (e.g., well-

documented design, code, and/or test suites) and our supplier’s documented

characteristics (e.g., high staff turnover).

. Reduced Quality: If we are transferring code production, testing, and/or
maintenance of an existing product to a supplier, we can expect reduced

quality levels for some amount of time while that supplier gains expertise

on the software. We could use internal or industry benchmarks as a starting

point for defect estimation (see Chapters 7 and 13) and adjust expectations

based on demonstrated supplier capabilities.

11.3 RISK MANAGEMENT AND OUTSOURCING

The “once-removed” nature of any outsourced activity can increase risk to the

project and so special attention must be given to managing this risk. Understanding

for our particular circumstance what level of risk we have will help us choose the

right path for our outsourcing activity, one that is aligned to project goals and has

the appropriate level of management and metrics.2

2We want to define the “Goldilocks” plan: management processes, milestones, and metrics that are not

too few (especially for high-risk efforts) and not too many (especially for small, low-risk efforts), but

are “just right.”
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The level of risk for any outsourcing activity will be dependent on many factors

including:

1. Supplier’s financial stability

2. Supplier’s track record for quality, on-time delivery, and service

3. Maturity level of the supplier’s processes

4. Maturity of the supplier’s service or product we intend to utilize

5. Clarity and effectiveness of communication with the supplier

The first two must pass our project/company’s criteria for acceptability.3 Often,

publicly available information (e.g., Dun & Bradstreet rating/report4) tells us what
we need to know on the financial front. Supplier provided data including customer

references and product or service performance metrics (e.g., field fault history,

percent on-time delivery, and average response time for customer calls) will get

us over the second hurdle.

Process maturity helps us to understand whether past performance is any

indicator of future results. The more mature the process, the more likely that the

supplier’s previous results (e.g., on-time delivery, quality levels) will be indicative

of what we can expect from that supplier. Proof of certifications to industry

standards such as ISO 9001 and CMMIw can provide assurances about process

maturity and repeatability.

For service or product maturity, we might look at the length of time the supplier

has been providing the service to projects like ours, total number of production

months for the product, customer defect reporting history on the product, expected

product life,5 and so on. Obviously, the more mature the product or service is, the

greater the assurance we have that it will perform as expected.

Communication with the supplier will be critical and none is more critical than

communicating what our expectations are. In this regard, the contract6 we eventually

put in place will be the most important communications vehicle we have. As we

have seen in previous chapters, quantifiable measures provide one manner of

clear communication.

Evaluating the items listed above, quantitatively where possible, will give us a

leg up on managing the risk associated with our outsourcing activity. Once the

project has begun and our outsourcing partner(s) selected, we will need to

manage the outsourced activities in concert with our internal activities. Establishing

metrics specifically designed to help us ensure seamless integration of those

3For offshore outsourcing there will in all likelihood be a number of additional criteria for determining the

acceptability of a possible supplier. These could include such things as the country’s policy with respect to

safeguarding intellectual property, the stability of the government, and the effectiveness of the local court

system for adjudicating contract disputes.
4Dun & Bradstreet ratings and reports can help you assess the financial health and credit worthiness of

a potential supplier. See www.dnb.com.
5Let us not forget to find out when the supplier plans to discontinue or stop support on the product/service

and ensure that it dovetails with our own product life cycle and commitments.
6In some cases, the term Service Level Agreement (SLA) may be used to denote the formal

agreement our project has with another organization. For our purposes, we will use the term “contract”

to cover both.
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activities will be the key to our success. One way that may help us in our thinking

about the breadth and depth of the metrics to use is to look at the supplier activities in

two specific dimensions:

1. Level of customization—How much new development specifically done

for our project is needed?

2. Level of integration/dependence—How tightly coupled is the supplier’s

work to ours?

The higher the level of customization, the higher the risk, because the supplier’s

output has not been previously verified by other users. Likewise, the more we

must integrate our software and/or activities with the supplier’s, the higher the

risk. This is particularly true when significant parts of software functionality

cannot be demonstrated until software pieces from the supplier have been integrated

with locally developed software. Figure 11.2 illustrates this concept.

Knowing where on this scale your usage of third party resources falls will help

you determine how best to manage that activity to ensure your project’s success.

The greater the risk, the more you will want to define specific metrics to enable

timely problem detection and resolution.

11.4 METRICS AND THE CONTRACT

The most powerful vehicle for ensuring third parties meet the expectations of our

project is the contract7 we establish with them. It is through the contract that we

Figure 11.2. Risk levels for outsourcing.

7We will use the word “contract” to mean the agreement between us and our supplier regardless of the

form that agreement takes (verbal or written, blessed by lawyers or simply sealed sealed with a handshake,
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can clearly establish what we need from the supplier, how we will expect the sup-

plier to communicate with our team on progress toward those expectations, and

the incentives and/or penalties8 that will apply to that supplier’s performance.

In essence, the contract serves as one of our risk mitigation strategies for the

risky business of relying on organization outside our direct control (further discus-

sion of risk management can be found in Chapter 12).

A contract is more effective when we use quantitative measures to describe our

expectations. For example, think about the differences between the following two

potential contract entries. Let us assume we are going to include newly developed

code from the Software R Us Company to perform Function A for our product.

Further assume that Function A software can be independently demonstrated

without integration into our code.

Contract Example 1: Software R Us shall deliver software that performs

Function A six (6) months from the signing date of this contract.

Contract Example 2: Six (6) months from the signing date of this contract,

Software R Us will deliver software that performs Function A as demon-

strated by a 95% successfully passed rate of the functional test plan. The

functional test plan will cover 100% of requirements in Addendum A of

this contract.

In the second example, we have selected a metric, percent test cases passed, that

will be used to evaluate the functional acceptability of the software. We also clearly

communicated and codified that metric for this supplier in the contract. We would

certainly go on to include our expectations for delivery of software fixes, when

100% functionality it expected to be achieved, and clearly state what the penalty

is for failure to perform, but this first metric is a good start. (Notice the use of the

SMART metric technique.)

In general, you want metrics that allow you to monitor three9 main areas of your

supplier’s efforts:

1. Progress: Are all schedule commitments on track to be met? Metrics to

choose from in this area are similar ones to used for internal project schedule

monitoring. The difference may be in the level of visibility the supplier

allows into its business. Examples include percent of effort completed,

percent of modules completed and/or inspected, and unit or multiunit

testing progress (percent test cases executed and passed).

email order form or voluminous tome). It is most effective, however, to clearly document in writing our

expectations.
8Penalties often take the form of monetary payments for some type of failure to perform to expectations. It

can often be effective, however, especially for long-term partnerships, for some levels of missed perform-

ance to trigger senior-level, frequent project reviews and root-cause analysis and corrective action plan-

ning to drive results back to the expected levels.
9Depending on the type of work being outsourced and the type of contract put in place, you may also need

metrics in two additional areas: productivity and financial performance. For example, for development

services, where requirements are not already defined, you may end up establishing a function point devel-

oped per staff metric for scoping and pricing purposes. For ongoing maintenance services, there may be a

function point per staff metric used for pricing or benchmark comparisons. For contract types other than

fixed priced, tracking actual costs against budgets would be appropriate.
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2. Quality: Are quality targets going to be met? Have they been met? Metrics

in this area could include technical performance measures (e.g., transaction

throughput or user response time), number of open defects, mean time to

failure, and level of fault on fix.

3. Responsiveness: Aredeliveryofon-demandservicesandfixes toproblemsbeing

handled in accordance with your project’s needs? Metrics on responsiveness

include time (average, maximum) to restoration (getting us moving forward

even if it is with a temporary work around) and time to permanent fix delivery.

The extent of the metrics you need and the amount of data the supplier will give

you will depend on the project characteristics. Let us look at two extreme examples

using the risk level characteristics shown in Figure 11.2.

Example 1 (lower left quadrant of Figure 11.2): Off-the-shelf, software

package with clearly understood and market-proven functionality and

quality. Integration of the supplier’s software with our software is

clearly defined and well understood (virtually plug and play). Obtaining

the software package is a matter of placing an order and obtaining a

license. The supplier routinely handles order shipment and licensing

for a large customer base and provides a standard customer service

support agreement. In this case, the risk of managing this supplier for

our project is very low. It is on the “standard, vendor management”

end of the scale. No real metric for progress or quality needs to be

established. Inclusion of order dates and expected arrival dates would

be in our project plan. We would want to ensure that the support com-

mitments (both for product life and problem resolution) are sufficient to

enable us to meet the support commitment we make to our customers.

Metrics on number of problems and time to problem resolution could

be used to track responsiveness for this vendor if that were needed.

Example 2 (upper right quadrant of Figure 11.2): Custom-developed soft-

ware that will be closely integrated into our own software under devel-

opment. We are developing in parallel and will need to integrate the

code before any multimodule or product testing can occur. In this case

we want a project plan that includes numerous “touch points” with the

supplier, such as joint design sessions (particularly interface design)

and perhaps even code reviews. The metrics should be chosen to comp-

lement whatever project plan is developed, but should cover all three

areas (progress, quality, and responsiveness). For example, if joint

code inspections are in the plan, then we could have metrics on

percent of code reviews complete (progress), number of defects found

in those reviews (quality), and mean time to deliver updated code follow-

ing the review (responsiveness). If early touch points were not agreed to

(which increases the risk to our project), then we might have to rely on

simply a percent complete metric from the supplier. We might build in

early turnovers of their software, integrate it with early versions of

ours, and run verification tests yielding quality (number of defects

found) and responsiveness (time to fix, fault on fix) metrics.
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11.5 SUMMARY

Outsourcing is a growing trend in the software industry. Planning and monitoring

project activities that we choose to outsource are critical components of any success-

ful software project. As stated in the DiamondCluster study [2]: “Buyers need to

dedicate more time and energy to monitoring and measuring performance in

order to identify and remediate issues before they escalate and jeopardize the

entire relationship.”

The bottom line is that you will want to understand what level of risk you

are taking on by the particular type of outsourcing you use. Based on that

risk level, you can then define a metrics program that supports your project

plan and allows you to establish effective contracts and relationships with your

suppliers.

For those of you who are interested in further study, [3] provides additional

interesting information on outsourcing.

PROBLEMS

11.1 You are a small middleware company for embedded software. You need a

website for customer support. Should you outsource this work or do it your-

self? Why or why not?

11.2 Other than a reduced labor rate, what are three reasons you might outsource a

project?

11.3 You need to build a new system for 100 FPs. You have three developers

in-house ready to go. They are experts in Cþþ. They want to use VBScript

for the project. It will take them 1 month to be up to speed on VBScript.

You need to have the new system online in 4 months. Every month delay

will cost you $25K in lost revenue. Which alternative would you choose

from those listed below, and why? Which is the cheapest? Which is the

fastest? Which is the most risky? Consider the different benefit and cost

factors. You can put your developers on other jobs if they are not selected

for this project. Make reasonable assumptions as needed.

(a) Build it in-house using Cþþ, which your development team knows very

well.

(b) Build it in-house using VBScript.

(c) Contract with a hot new company that promises to meet the date with

quality for $250K. A colleague of yours contracted with them previously

and was pleased with the result. This company will only meet the date if

you can sign the contract within 2 weeks.

(d) Contract with a stable development company who promises to meet the

date with quality for $350K. This company has an excellent track record

and has built many similar systems.
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PROJECTS

11.1 For the theater tickets project:

(a) Consider the external supplier of the credit card system.

What risk quadrant would it be in?

What metrics would be reasonable for a contract?

(b) Assume you are considering outsourcing the development of a new

module, which would email subscribers to announce new productions

and specials.

What risk quadrant would it be in?

What metrics would be reasonable for a contract?

(c) Assume you are now the outsourcer rather than the outsourcee for the

new development. What metrics would you now think would be reason-

able for a contract?

11.2 If you work on a project, speak with your boss about what work is being out-

sourced in your company. If you are not working, find out what IT work is

being outsourced at your college. For one project, find out the following:

(a) What metrics are being used to manage it.

(b) How well it is going.

(c) How much overhead is required to manage the outsourced project.
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12
Financial Measures for
the Software Engineer

Money, money, money, money, MONEY

—For the Love of Money, The OJays [1]

12.1 IT’S ALL ABOUT THE GREEN

It may seem out of place to include a chapter on financial measures in a software

engineering textbook, but no matter what the software project, even if you are

purely focused on technical issues, someone who is important to you cares greatly

about value—value to the customer and value to the business. The common denomi-

nator most often used to measure value is money. Business is about money: getting

it, making it, and using it in a way that maximizes its growth. Even the best technical

ideas require a sound business case to attract investment money. Nonprofit organiz-

ations must also ensure they are using their money to maximum effect.

As a software professional, you will be exposed to financial measures in a variety

of ways, such as:

. Selection of projects to undertake: Which is a better use of limited resources?

. Determination of project/product pricing: What must we charge to give us the

greatest probability of achieving the desired profit margin?

. Estimation of costs, expected revenue (external projects), expected savings

(internal projects): How do we capture all project factors in the common

denominator of dollars?

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
Copyright # 2006 John Wiley & Sons, Inc.
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. Monitoring of progress, in financial terms, of a software project: How do we

ensure we’re on track to meet the financial goals of the project?

As a software engineer, you do not need to be an expert on financial measures.

There will be financially trained people (project controllers, organizational financial

managers, and the business’ Chief Financial Officer) associated with your projects

and products. It will be extremely beneficial to you, and improve your credibility

with them, if you understand what the key financial measures are and what they

mean. Financial metric knowledge will help you become a more valued and active

participant in project decision making, since you understand more fully the financial

impact of those decisions on your company. Additionally, should you find yourself

with project management responsibility, you will be accountable for ensuring

budgets and profitability goals are met, so you will need to understand the financial

measures. In this chapter we present the most common financial concepts and

measures used on software projects.

12.2 FINANCIAL CONCEPTS

Let us start out with three basic concepts to guide your financial thinking.

Profitability Is the Goal: We want our project to be worth doing. Quite simply,

we want the revenue and/or savings that result from the project to outweigh

the costs of the project (and we mean ALL the costs) and be comparatively

the best choice among project alternatives.

Pessimism Is Good: There are always risks associated with software develop-

ment and uncertainty associated with possible revenue/savings. Understand-
ing and quantifying what are often called “rainy day” scenarios is important

to ensure good decisions are made.

Financial Experts Are Your Allies: Your skills are in software engineering.

Those skills required years of training and experience to acquire. The same

can be said of financial professionals and their skills. You need to know

enough to speak the language of your financial experts, but they are the

experts. They will ensure you ask and answer the right questions and help

you drive your project to meet its financial objectives.

With that in mind, let us now start building our financial vocabulary. Let us do

this in the context of the two major scenarios in which a software engineer might

find him/herself: building the case for a project launch and managing an active

software project to successful completion.

12.3 BUILDING THE BUSINESS CASE

It is a wonderful testament to our inventiveness that there are always more ideas for

software projects than there are dollars to spend on them. One of the most important
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decisions businesses make is where to invest their money. When pitching an idea for

a new software project, a business case will have to be created and approved. Each

company will have its own unique way of reviewing and approving business cases.

There may be target levels for certain financial measures such as Return on Invest-

ment, Payback Period, or other measures important to that company. In all cases, it

will be necessary to understand fully the costs involved in bringing the project to

successful conclusion and to understand the benefits (revenue or savings) that are

expected to be achieved. There is no single, right way to do this. For that reason,

we will provide definitions and guidance on the most frequently used terms and

methods. You will then need to bring to bear those that are appropriate to the

business environment in which you work.

12.3.1 Understanding Costs

One portion of the business case for a project is a delineation of expected costs. All

costs must be included. This means everything: salaries, travel, hardware, software,

tools, and overhead. We will need to know when these costs will be incurred in order

to understand how they will build over time. Optimally, costs should be delineated

by month as this is typically how project progress will be monitored. Often, as a

starting point, costs will be looked at as a whole (i.e., for the entire life of the

project) and then spread across the estimated project lifetime. The more closely

the monthly estimates reflect the proposed project work schedule and external

expenditures, the more easily we will be able to monitor the project ongoing. Let

us now look in more detail at what some of the typical costs might be.

12.3.1.1 Salaries With software development, the largest portion of the cost is

often the labor cost. Using the techniques mentioned in earlier chapters, you will

need to estimate how much staff time it will take to successfully complete the

project. This estimate will eventually need to be translated into dollar costs.

Often, estimates and the resulting budgets are established in terms of staff hours.

When this is done it is critical to ensure the “multiplier” used to convert hours to

dollars is reflective of the staff mix that will be used on the project. There are typi-

cally a variety of staff classifications (and therefore pay grades) involved in any

project. The project manager needs to be sure these differing salary costs have

been included appropriately. Often this will be done using a “blended rate” as a

single multiplier. If this is done, the project manager must ensure that as the staff

mix changes over the life of the project, the ongoing staff profile meets the

blended-rate assumption.

12.3.1.2 Overhead Costs Overheads are sometimes known as internal taxes.

They are the cost of doing business that is spread over all projects in that business.

The cost of corporate organizations such as Human Resources and Legal Services,

the salaries for the senior managers, and the cost of the building facilities are all

overheads that must be covered by the revenue generated by the business. The pro-

rated cost appropriate to your software project must be included in your project costs
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at some point to get to the true bottom line profitability of the project. Overhead cost

allocation is typically assigned to a project by corporate and/or business unit finan-
cial staff based on a predetermined allocation scheme. One typical method is to cal-

culate the overheads as a percent markup on direct project salaries. Another is to

allocate a percentage of the overheads in line with the percentage of total corporate

revenues that the proposed project revenues reflect. Regardless of the method, over-

head costs must be included on the cost side of the project’s business case. If projects

ignore these overhead costs, the projects themselves might look profitable while the

entire company loses money day after day.

12.3.1.3 Risk Costs According to the Quality Assurance Institute [2], one of

the top ten challenges facing software project management is the lack of risk man-

agement, in particular, the lack of knowledge of how to quantify risks. We provide

here some fundamentals of risk management and guidance for determining the

associated risk management costs. This subject, however, is worthy of detailed

study and in fact is the subject of numerous books and courses. Hopefully, the infor-

mation here will whet your appetite for deeper study. Some additional reading

material that you may find useful is given in References 4–8.

Risk management includes identifying, assessing, planning, and monitoring the

risk triggers and mitigation plans associated with your software project.

Identifying Risk There are many types of risks that can be associated with soft-

ware development projects. There are business, contract, cost, schedule, technical,

and customer satisfaction risks, known risks that, if not mitigated, could critically

impact the success of a project. For example, one type of business risk is the risk

of a change in market conditions such as the unexpected appearance of a competitor

in the target market or an economic downturn in the target market. Technical risks

include items such as the length of time it will take to get a new technology to work

or the ability to meet a specific performance requirement. There can be cost and

schedule risks associated with staff turnover, customer availability for needed col-

laboration, and downtime of the software development environment. There are

many sources available that identify risks that may need to be considered for a par-

ticular project. For example, Barry Boehm’s [3] top ten list of software project risk

items (Table 12.1) provides a generic list of potential problem areas you may want to

consider. The Project Management Institute’s publications on Risk Management

also identify typical project risk areas. It is also helpful to look at risks that

similar completed projects (e.g., from within your company or from industry data

within a project management tool database) encountered. It is often quite effective

to get an interdisciplinary team (engineering, development, quality assurance, legal,

etc.) together to brainstorm potential risks (and ultimately mitigation plans). In any

case, the risks to your specific project should be delineated.

Assessing Risks Each risk identified must be assessed to understand the likeli-

hood of occurrence, the impact should it indeed occur, and what possible actions

may exist to mitigate either the likelihood of occurrence or the extent of the
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impact. For example, the risk may exist that the requirements may change after soft-

ware coding has already begun. Should that happen, there could be significant cost

associated with the resulting rework. There may, however, be actions that could be

taken to reduce the exposure. Prototyping with the customer may be an option or

more closely involving customers with requirements development and ensuring

their participation contractually.

For each risk identified, the costs associated with the risk (assuming the risk event

happens), its probability of occurrence, and the costs associated with potential risk

mitigation strategies1 should be estimated so that the project team can make an

informed choice on whether and/or how to accept, avoid, or mitigate each risk.

It is also worth noting that the type of contract you enter into is a major factor in

potential risk and therefore cost. A time and materials contract that is “pay as you go”

has significantly lower risk to you as the developer than a multiyear, new software

development, fixed price contract. The contract type, therefore, can be a potential

risk avoidance/mitigation vehicle if we have a choice. If the contract type is a

given, it will definitely affect the risks identified and their potential costs.

Planning for Risk Now that the team has a clear view of potential risks and poss-

ible strategies for dealing with those risks, a plan of action can be determined. The

costs associated with that action plan can then be summarized and included in the

total project cost. The total cost associated with risk (including mitigation) on soft-

ware projects can be anywhere from 1% of total other direct costs to over 100%.

There are a number of ways the risk plan2 can be quantified. One possibility is to

first view the risks qualitatively in terms of their probability, impact, and ability to

mitigate and then assign a high, medium, or low risk categorization.3 The qualitative

risk to the project as a whole can then be assigned based on engineering judgment

TABLE 12.1 Boehm’s Top Ten Software Risk Items

1. Personnel shortfalls

2. Unrealistic schedules and budgets

3. Developing the wrong software function

4. Developing the wrong user interface

5. Gold-plating

6. Continuing stream of requirements changes

7. Shortfalls in externally performed tasks

8. Shortfalls in externally furnished components

9. Real-time performance shortfalls

10. Straining computer science capabilities

1Risk mitigation strategies can run the gamut from requiring no real additional cost (e.g., strengthen terms

and conditions in the contract) to being prohibitively expensive (e.g., create a duplicate test environment).

So, you may end up mitigating some risks, accepting others (i.e., including the full impact should it

happen), and potentially, passing still others on to the end customer (via the contract).
2Whenever we use the term “risk plan” we will include risk mitigation activities as part of that plan.
3The Project Management Institute provides probabilistic methods in risk quantification in the Risk Man-

agement portion of its Project Management Body of Knowledge (PMBOK). Go to www.pmi.org for more

information.
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and/or some defined weighting scheme. Once this overall qualitative assessment is

done, some industry, company, or project “standard” could be applied. For example,

perhaps the company as a whole assigns a 5% (of estimated direct project costs) risk

factor to low-risk projects, a 20% factor to medium-risk projects, and a 40% factor to

high-risk projects. Once other direct costs are estimated, the risk factor would be

applied and added to the total project cost. Table 12.2 provides an example (assum-

ing total direct project costs were $500,000) of this method.

A second way of representing the risk plan is to specifically quantify each risk in

terms of its estimated cost of occurrence, probability, and estimated cost of mitiga-

tion. An example of this type of strategy is shown in Table 12.3.

In this example, the cost to be included in the project budget for the risk plan is

$62,600. Note that if we did nothing to mitigate the risks, the total risk cost would be

$230,600.

There are many methods from which to choose for quantifying risk. Your

team should select one that best meets the needs of your project and business. What-

ever method is selected, getting to a quantitative view of risk is the essential task.

Monitoring Risk The risks associated with a project change over time. Some never

occur andwhen their time passes they can be eliminated from the costs going forward.

Some occur and their costs are indeed incurred by the project and show up in our

actual cost tracking. New risks can appear as well and impact our estimates on

how much it will cost and what actions must be taken going forward. The bottom

line is that the risk plan must be regularly reviewed and updated.

12.3.1.4 Capital Versus Expense When looking at the costs of a project

there are two broad categories of dollars spent—capital dollars and expense

dollars. These types of dollars are treated differently from an accounting standpoint.

Capital dollars can be thought of as investment money. This money is spent on

TABLE 12.2 Qualitative to Quantitative Risk Mapping

Risk Item

Probability of

Occurrence Impact Risk Assessment

Loss of key resource 20% High Medium

More than 25% require-

ments growth after

design starts

40% High High

Development environment

unavailability . 10%

10% Moderate Low

New technology delivered

to project late

10% High Medium

Overall qualitative risk Medium

(¼ 20% risk factor)

Total risk cost $500K � 20% ¼ $100,000

12.3 BUILDING THE BUSINESS CASE 213



T
A
B
L
E
1
2
.3

Q
u
a
n
ti
fi
e
d
R
is
k
P
la
n

R
is
k
It
e
m

C
o
s
t
o
f

O
c
c
u
rr
e
n
c
e

P
ro
b
a
b
ili
ty

o
f

O
cc
u
rr
e
n
ce

C
o
s
t
o
f
R
is
k

A
cc
e
p
ta
n
c
e

M
it
ig
a
ti
o
n

A
c
ti
o
n

C
o
s
t
o
f

M
it
ig
a
ti
o
n

P
ro
b
a
b
ili
ty

A
ft
e
r
M
it
ig
a
ti
o
n

T
o
ta
l
C
o
s
t

L
o
s
s
o
f
k
e
y

re
s
o
u
rc
e

1
m
o
n
th

d
e
la
y
in

o
v
e
ra
ll

d
e
v
e
lo
p
m
e
n
t
¼

2
0
d
a
y
s
�

3
0
s
ta
ff

�
($
6
4
0
p
e
r
s
ta
ff

d
a
y
)
¼

$
3
8
4
,0
0
0

2
0
%

$
3
8
4
,0
0
0
�

2
0
%

¼
$
7
6
,8
0
0

T
ra
in

b
a
c
k
u
p
in

th
is

a
re
a

1
0
d
a
y
s
�

2
s
ta
ff

¼
$
1
2
,8
0
0

0
%

$
1
2
,8
0
0

R
e
q
u
ir
e
d

h
a
rd
w
a
re

d
e
liv
e
re
d

la
te

1
w
e
e
k
d
e
la
y
in

o
v
e
ra
ll

d
e
v
e
lo
p
m
e
n
t
¼

$
9
6
,0
0
0

3
0
%

$
9
6
,0
0
0
�

3
0
%

¼
$
2
8
,8
0
0

P
la
c
e
d
e
liv
e
ry

p
e
n
a
lt
y
in

s
u
b
c
o
n
tr
a
c
t

N
o
n
e

5
%

$
4
,8
0
0

C
o
n
tr
a
c
tu
a
l

th
ro
u
g
h
p
u
t

m
e
a
s
u
re

n
o
t

a
c
h
ie
v
e
d

P
e
n
a
lt
y
c
la
u
s
e
in

c
o
n
tr
a
c
t

in
v
o
k
e
d
¼

$
5
0
0
,0
0
0

2
5
%

$
1
2
5
,0
0
0

In
s
tr
u
m
e
n
t
c
o
d
e

fo
r
e
a
rl
y

m
e
a
s
u
re
m
e
n
t

a
n
d
c
o
rr
e
c
ti
o
n

$
2
0
,0
0
0

5
%

$
2
0
,0
0
0
þ
($
5
0
0
,0
0
0

�
5
%
)
¼

$
4
5
,0
0
0

T
o
ta
l

$
2
3
0
,6
0
0

$
3
2
,8
0
0

$
6
2
,6
0
0

214



assets4 whose expected value is derived over multiple years. Buying a piece of

equipment for a business can be viewed as spending capital dollars. From an

accounting standpoint, this cost is spread over the useful years of the equipment.

Expense dollars are those that are spent and whose value is consumed within the

year. An employee’s salary is an expense. The purchase of printer paper or the

payment of a utility bill is also an expense. Expenses, from an accounting perspec-

tive, are taken in the year spent. It is important to understand which project costs fall

into which category for two reasons:

1. There are typically separate budgets for capital and expense dollars. To

understand the viability of the project, you will need to know how much

will come from each. There is at times some limited flexibility in choice of

budget. For example, you might decide to lease computing equipment (an

expense) for a project rather than purchase (a capital budget item) the same

equipment.

2. The costs and value associated with capital are accrued over time and there-

fore must be treated differently in any business case than in-year expenses.

Let us take a brief look at some concepts unique to capital budgets: service life,

depreciation, and salvage value.

Service life is just what it sounds like, the length of time the tangible asset is

expected to provide value. There will usually be a “generally acceptable” service

life for common pieces of equipment. For example, a PC or printer is typically

assigned a service life of three years while a server is more commonly assigned a

five-year service life. You will need to know what the acceptable service lives are

for your particular company.

Depreciation is the amount of a tangible capital asset’s value that is “used up”

each year. This yearly depreciation is taken as an in-year expense.5 Let us look at

an example. Assume we purchase a computer for $50,000 and we assign to it a

service life of five years. It would then be reasonable to depreciate this asset over

the five-year life of the asset. We would, therefore, take a depreciation expense of

$10,000 (1/5th of the purchase price) for this year and each of the following four

years rather than taking the full $50,000 as an expense this year.

Salvage value is that residual value we can extract from a capital asset after its

assigned service life. There may be salvage value, for example, if we can sell this

older asset or can derive some other useful service from it after it is fully depre-

ciated. If there is salvage value for the asset, this could be taken into account

when determining how to calculate depreciation expense.

4We often think of spending capital dollars on tangible assets, such as a building or a large software

product. There are times, however, when purchase of a tangible asset might be considered an expense.

For example, the purchase of one desk might be treated as an expense rather than a capital purchase.

Most companies set a threshold for such purchases to be considered capital.
5You may also hear the term amortization. Amortization is the spreading of costs over time for an

intangible asset, such as patents, goodwill, trademarks, and prepaid insurance policies.
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In our example, if we knew that we could derive $5000 of value from the com-

puter after the first five years, we would calculate our five-year depreciation on

$45,000 rather than the full purchase price of $50,000. That would give us

in-year expenses for each of the first five years of $9000 and a residual expense

of $5000 that would need to be accounted for in year 6.

More commonly, the full cost of a capital asset is depreciated. If any income is

realized from the salvage value of a depreciated asset, it is then shown as “other

income—sale of asset” in the corporation’s financials. As with other forms of esti-

mation, trying to predict the value of an asset several years in the future is an inexact

endeavor at best.

Typically, capital depreciation costs are done on an organizational or corporate

basis rather than per project. This means that depreciation expenses would then

become part of the overhead costs allocated to each project.

12.3.2 Understanding Benefits

The “other side” of the business case looks at the benefits expected from the project.

For externally sold software, this would take the form of projected sales revenue.

You will want to look at this year over year. For example, let us say you are pro-

posing the development of a new software product. If the price established for the

product is $50,000 and you anticipate limited introduction followed by gradual

market penetration, you would view the benefits over three years as shown in

Table 12.4.

This indicates that our three-year projected revenue for this software product is

$1,550,000.

For software developed for internal use, this would take the form of expected

savings or expected revenue impact. Some typical expected savings might include:

. Reduced labor costs—for example, a given job can be done in less time or com-

pletely eliminated

. Reduced error costs—for example, this could be translated into less waste and/
or reduced error recovery costs

. Reduced material usage—for example, less paper or publishing costs incurred

For example, perhaps we wish to introduce new software that will allow the

person who uses it to save an estimated 2 hours per day. We could calculate

TABLE 12.4 Projected Revenue

Sales Region Year 1 Year 2 Year 3

North 2 sales @ $50,000 each ¼ $100,000 6 sales ¼ $300,000 10 sales ¼ $500,000

South 2 sales ¼ $100,000 4 sales ¼ $200,000 7 sales ¼ $350,000

Total $200,000 $500,000 $850,000
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projected savings by taking the average hourly rate for those technicians who would

be using the software and multiplying that by the number of staff hours saved.

Table 12.5 shows how this might look if we target, say, one department for use in

the first year and the rest of the departments in year 2. Assume there are 240 pro-

ductive days per year.

With this type of project, the projected savings will in all likelihood not be rea-

lized as actual dollars to the bottom line. More likely, it will be seen in increased

productivity for the staff. Even so, this is a reasonable way to quantify the value

of the project.

Recall that we said we do not want to be overly optimistic with regard to poten-

tial savings or revenues. Temper your enthusiasm on revenues by getting a realistic

view of the size of your target market and the strength of your competitors in that

market. Typically, product managers work with sales and marketing colleagues to

determine reasonable projections. For internal savings, make sure you remember

that introduction of new systems/processes have a learning curve and are not

immediately introduced at 100% effectiveness. Make sure to spell out all of

your assumptions and any “adjustment” factors that you may use in calculating

benefits. In our example above we could have introduced adjustments for the learn-

ing curve by, for example, estimating only 50% effectiveness of use of the new

software for the first month of any introduction (that would mean only 1 hour

saved by the staff in the first month of year 1 and in the first month on year 2

for all but the original department). Table 12.6 shows this revised, more realistic

perspective.

TABLE 12.5 Projected Savings

Target Staff (Average Rate ¼ $20/h) Year 1 Year 2

Department A—30 30 staff � 2 h � 240 days

� $20/h ¼ $288,000

$288,000

All other departments—120 0 120 � 2 � 240

� $20 ¼ $1,152,000

Total $288,000 $1,440,000

TABLE 12.6 Projected Savings (Including Learning Curve)

Target Staff

(Average Rate ¼ $20/h) Year 1 Year 2

Department A—30 (30 staff � 1 h � 20 days

� $20/h)þ (30 staff � 2 h

� 220 days � $20/h) ¼ $276,000

30 staff � 2 h � 240 days

� $20/h ¼ $288,000

All other

departments—120

(120 � 1 h � 20 � $20/h)

þ (120 � 2 � 220 � $20)

¼ $1,104,000

Total
$276,000 $1,392,000
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12.3.3 Business Case Metrics

Once we have both the cost and benefit sides of the business case, we can determine

those financial measures that are deemed important for business case authorization.

Some typical measures include Return on Investment, Payback Period, and Cost/
Benefit Ratio. There are also two financial reports that can be created from the

business case information that are also commonly used: Profit/Loss (or Income)

Statement and Cash Flow. You will typically see these reports on either a

company-wide basis, a product basis, or a project basis. In this text, we use them

to reflect the software project under consideration. Let us look at each of these items.

12.3.3.1 Return on Investment Return on Investment, ROI, is one of several

measures that may be used in business cases to compare different investment

opportunities. ROI is calculated as follows:

ROI ¼ Net Benefits=Investment

Net Benefits ¼ Benefits� Costs

Let us look at an example. Assume we have a project that will require $100,000

the first year with an additional $10,000 of incremental cost required in each sub-

sequent year. Further assume that we have calculated the benefit of this project to

be $50,000 each year. We could then calculate a cumulative ROI for this project

by year as follows:

ROI Year 1 ¼
(Net Benefit Year 1)

Investment

¼
($50,000 � $100,000)

$100,000
¼ �50%

ROI Year 2 ¼
(Net Benefit Year 2, cumulative)

Investment

¼
($50,000 þ $50,000 � $100,000� $10,000)

($100,000þ $10,000)
¼ �9%

ROI Year 3 ¼

$50,000þ $50,000þ $50,000

�$100,000� $10,000� $10,000

� �

($100,000þ $10,000þ $10,000)
¼ 25%

ROI Year 4 ¼
$70,000

$130,000
¼ 54%

ROI Year 5 ¼
$110,000

$140,000
¼ 79%

ROI Year 6 ¼
$150,000

$150,000
¼ 100%

218 FINANCIAL MEASURES FOR THE SOFTWARE ENGINEER



As with most metrics, ROI will not be the sole metric looked at when deciding on

investment opportunities. It does, however, provide a view of the magnitude and

timing of expected benefits and costs. Companies may have ROI thresholds for pro-

jects to be considered for approval (e.g., a positive ROI must be achieved by year 3).

With ROI, bigger is better.

12.3.3.2 Payback Period The Payback Period for any project is the length

of time it will take to recover your investment, that is, to hit the break-even

point. What we are looking for is that point where the net benefits equal the net

costs. Once you have passed this point, you are finally making a profit on your

investment. For a simple example, if you have a $50,000, one-time investment

that will pay you $25,000 every year, the payback period is two years. You can cal-

culate this for both internal and external projects. The only difference would be

whether the benefits line reflects sales revenues or some form of internal savings.

Figure 12.1 illustrates graphically what the break-even point and payback periods

look like.

For an external product sale example, let us look at the following. Assume

you have a fixed cost of $25 and that each product unit costs you $10 to build.

In other words, Total Cost ¼ $25þ $10 � (# of units). You can sell each product

unit for $15. In other words, Total Benefit (in this case, Revenue) ¼ $15 � (# of

units). You can now determine the number of product units that you must

sell to break even. Remember, the break-even point is where total benefit equals

total cost.

$15 � (# of units) ¼ $25þ $10 � (# of units)

$5 � (# of units) ¼ $25

# of units ¼ 5 at the break-even point

Figure 12.1. Break-even point and payback period.
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Relating this back to ROI, at the break-even point the ROI would be 0%. Like ROI,

companies may have set a payback period threshold for projects to be approved.

With payback periods, shorter is better. This is especially true for high-risk

projects.

12.3.3.3 Cost/Benefit Ratio Another financial measure that is often used to

evaluate and compare investment opportunities is the Cost/Benefit Ratio. With this

term we are going to introduce the concepts of Present Value (PV) and Future Worth

(FW). By introducing PV and FWwe are trying to assign a value today to future cash

flows. This allows us to account for the growth today’s money can achieve based on

the going interest rates. If we define the interest rate to be i and the number of interest

periods to be N, our formula for Future Worth is

FW(N) ¼ PV � (1þ i)N

this means, conversely,

PV ¼ FW=(1þ i)N

With that terminology in our vocabulary, we can now talk about Cost/Benefit Ratio
(CBR).

CBR ¼ PV (Total Costs=Total Benefits)

In other words, we are looking at the ratio of total cost to benefits over the life of the

project and stating it in today’s value. Let us try an easy example. Assume total costs

of $500,000 are incurred in the first year. If benefits of $1M are achieved over two

years and the cost of money (the interest rate) is 5%, then

i ¼ 0:05 and N ¼ 2

PV (costs) ¼ 0:5M

FW (benefits) ¼ $1M

PV (benefits) ¼ $1M=(1þ 0:05)2 ¼ $0:907M

CBR ¼ $0:5M=$0:907M ¼ 0:55

With CBR, smaller is better.

Figure 12.2 illustrates the importance of understanding PV or perhaps the import-

ance of involving the real financial experts during business case creation.
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12.3.3.4 Profit and Loss Statement A Profit and Loss (or Income) State-

ment looks at the revenues and expenses of the given project over time. It provides

a total view of the project’s profitability over time. It will include all cost and benefit

data that you have estimated for the project and show the resulting project profit

(often called Contribution Margin). Figure 12.3 provides a sample Profit and Loss

(P&L) Statement. (In this example, we have included depreciation expenses in

the overhead allocation for this project.)

Figure 12.3 reflects only the summary of the totals for the project. The categories

of cost shown in a P&L Statement can be any that are appropriate for the particular

project and can be at the level of detail deemed appropriate. For example, if there

will be specific purchases of third party software that will be used in our product

(and delivered to the customer), that could be a separate category. Perhaps you

Figure 12.2. The importance of financial experts. (DILBERT: # Scott Adams/Dist. by United

Feature Syndicate, Inc.).

Figure 12.3. Profit and Loss (P&L) Statement.
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have made a decision to lease some specific equipment for interface validation

during the test cycle. You could then include that cost explicitly in the P&L. Risk

costs, often called Management Reserve, could be a separate item although often

they are translated into equivalent staff hours and included in the salaries line

item. Figure 12.4 provides an example of a more detailed P&L Statement.

A projected P&L will typically be created for project proposals. If the project is

approved, the projected (or modified) P&L will become the commitment against

which the project’s progress will be tracked. During periodic reviews of an

ongoing software project, the P&L Statement showing budgets (i.e., agreements

made at the start of the project based on the estimates) and actuals to date is often

the key talking point.

12.3.3.5 Cash Flow Cash Flow Statements simply show how the money is

actually coming in (from revenues) and flowing out (to cover costs). Obviously a

business needs to ultimately have a positive cash flow to be viable. At the project

proposal stage, a projected cash flow reflecting the proposed project schedule for

expense and revenue will typically be created. Figure 12.5 provides a typical

Cash Flow Statement.

The Cash Flow Statement in Figure 12.5 shows the customer providing an initial

upfront payment at the start of the project and then three subsequent payments over

the life of the project. It also shows payment occurring thirty days after bills are ren-

dered. As you can see, you will need to know the proposed payment schedule in

order to do the Cash Flow Statement. Payment schedules are typically created in

conjunction with the sales force and take into account client credit ratings and pre-

vious payment histories as well as the type of contract established (e.g., time and

materials, cost plus, etc.).

Figure 12.4. Detailed P&L Statement.
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12.3.3.6 Expected Value As indicated earlier, the projected benefits from

any project must be tempered with a bit of pessimism. But how much is the right

amount? One technique often used to establish a reasonable view of a project for

comparison purposes is to calculate the expected value based on several views of

the possible outcome. For our purposes we will look at three views: optimistic,

projected, and pessimistic. By assigning probabilities to these three views, we can

calculate an expected value for each project under consideration.

Expected Value (EV) ¼ %Probability � Optimistic Viewþ% Probability

� Projected Viewþ% Probability � Pessimistic View

When probabilities are not easily estimated, yon can use a 1-4-1 ratio for a standard

distribution:

Expected Value (EV) ¼ (Optimistic þ 4 � Projectedþ Pessimistic)=6

As an example, let us look at a project that is projected to save $300,000 each

year for three years. Perhaps you believe there is an upside potential for realizing

$500,000 in year 3 should an expected competitor be delayed in bringing its

product to market. At the same time, there is the downside potential for realizing

only $200,000 in year 3 should that same competitor arrive earlier than announced.

Figure 12.5. Cash Flow Statement.
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For this example,

EV ¼ ($1,100,000þ 4 � $900,000þ $800,000)=6 ¼ $916,667

If we know that our competitor’s market history is that it delivers early 5% of the

time and late 40% of the time, we can use that information to better calibrate our

expected value:

EV ¼ 0:4 � $1,100,000 þ 0:55 � $900,000þ 0:05 � $800,000 ¼ $975,000

This can be done for alternative projects as another factor in deciding which project

to launch.

You can use the projected cost data along with projected revenues to calculate

EVs for ROIs or CBRs for the projects as well.

12.4 LIVING THE BUSINESS CASE

Once the project is approved and launched, it will be critical to monitor progress to

ensure that the financial goals laid out in the business case are actually achieved. The

most important tasks in this regard are:

1. Tracking actual costs as they occur and comparing these to the business plan

2. Revisiting and updating risk costs regularly (adding new risks if needed,

removing risks when the risk window has passed)

3. Quickly identifying any deviations from the plan, working with the project

manager and financial experts to understand underlying problems and

taking corrective action

Figure 12.6 shows one way a P&L Statement might be used to track progress.

As you can see from Figure 12.6, project management would be looking at actual

expenditures and revenues by month and year-to-date, our updated expectations

of how much more is needed (Estimate to Complete, or ETC), how much the

final total costs will be (Estimate at Completion, or EAC), and how the latter com-

pares to our approved budget. Fortunately for the project manager of the project

reflected in Figure 12.6, it looks like the project will be more profitable than

expected. Had it been the reverse, some action planning to get costs back in line

would be required.

12.5 SUMMARY

Software engineers must be aware of all the goals of the software projects with which

they are involved. This includes the financial goals for profitability and business

case realization. Key items we have addressed in this chapter are provided in

Table 12.7.
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TABLE 12.7 Summary of Key Items

Term Definition Highlight

Overhead Costs “Internal taxes”; organiz-

ational, cost-of-doing-

business spread over all

projects

Include in project financials to

understand true profitability

Risk Management Identifying, assessing,

planning and monitoring

risk triggers and mitiga-

tion plans for the project

Quantify the risk costs and

include in project expenses

Capital Expense The cost of an asset whose

useful life spans more

than one year

Depreciate the asset over its

service life; often included

in Overhead Costs

Return on Investment (ROI) A measure of benefits

derived over time from

an investment

Bigger is better

Payback Period Length of time it takes to

recover an investment

Shorter is better

Present Value (PV) The value assigned today

to future cash flows

Allows common point of com-

parison for competing

investment opportunities

Cost/Benefit Ratio (CBR) The ratio of total costs to

benefits over the life of a

project, stated in today’s

value

Smaller is better

P&L Statement Profit & Loss or Income

Statement; summary of

total project revenues

and expenses

Summarize for life of project

and include as many

detailed line items as you

need

Cash Flow Shows inflow and outflow of

cash over time

Show for life of project to

ensure health of business

Expected Value (EV) A view of value that helps

temper optimism and

pessimism

Absent unique modifiers, a

standard distribution

[(Optimisticþ 4

� Probable

þ Pessimistic)/6]
can be used

Estimate to Complete (ETC) In-process estimate of what

the remaining cost to

reach completion is at

any given point in time

During the life of any project

you will need to regularly

re-estimate what it will take

to complete the remaining

work

Estimate at Completion (EAC) In-process estimate of what

the final costs will be

when we reach com-

pletion of the project

During the life of any project

you will need to regularly

revisit your estimates for

total project costs
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Your understanding of business case creation, including quantification of costs

and benefits and basic financial reports such as P&L and Cash Flow Statements

will allow you to actively participate in the informed decision making and strong

project management required to make your project a financial success.

PROBLEMS

12.1 Identify whether the following are capital costs or expense costs:

(a) Payment of salaries

(b) Purchase of an office building

(c) Acquisition of a new payroll system

(d) Purchase of copier paper

(e) Purchase of computer hardware

(f) Payment of utility bills

12.2 Name some typical overhead costs.

12.3 What financial report shows business profitability over time?

12.4 Assume you invest $50,000.

(a) What is your ROI if this investment yields $200,000 in one year?

(b) What is your ROI if this investment yields $200,000 in five years?

(c) When is the break-even point for our five-year example?

(d) What is the Cost/Benefit Ratio for our five-year example assuming the

cost of money is 4%?

(e) Compare this CBR for our five-year example with a project that requires

a $100,000 investment in year 1 and yields $300,000 in six years?

Which is better?

12.5 You are putting together a business case for providing a new feature for your

product. You believe that offering that feature will bring increased revenues

of $50,000 in the coming year based on existing customer feedback. Your

colleague in sales believes that the revenue increase will be closer to

$150,000 because the new feature could draw in new customers. Your col-

league in market research believes there is a small possibility that your

chief competitor will beat you to market with a similar feature and thereby

dampen your revenue increase to only $30,000. What value for revenue

benefits should you use in your business case?

12.6 What steps should you take to manage your project financials once the project

has been launched?

12.7 Your financial people tell you your project is losing money. You look at the

data that shows all of the salaries, benefits, building space, and computing

resources you have used. You look at the sales data. You calculate that

your project is making a 10% profit. Where is the disconnect?
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12.8 You know that you have some big risks in your development program,

especially in the specification of one algorithm, which requires extensive

mathematics and will then be implemented using an AI (artificial intelli-

gence) engine. Your team is chomping at the bit to do this work. They esti-

mate it will take 12 staff months. You think this is an optimistic view and that

it could easily be 18 or even 24 staff months. You decide to use your risk

management techniques and quantitatively analyze the situation to determine

what to do. You determine you could bring in experts to help out, and you

think that will work, but it might not.

You come up with the following risk factor:

Risk: Overrunning schedule by 6 staff months.

Probability: 75%

Additional cost to project (other than the 6 staff months): $200K

Mitigation Plan: Bring in experts to help out

Additional cost for experts: $100K

Residual risk: 30%

Your fully loaded staff costs are $25K per month. Should you bring in outside

experts or not? Only consider the factors given to you in the problem.

PROJECTS

12.1 If you are working, for your project (or another one in your organization), find

out what exists on risk planning. Is it quantitative? If not, suggest how it

might be improved. If you are not working, create a quantitative risk plan

for your theatre ticket project.

12.2 Theater Tickets Availability Alternative Analysis: Financially analyze the

alternatives for improving availability of theater tickets. (The first four ques-

tions are from the project in Chapter 9.)

Use the block diagram below for this project.
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You are also responsible for the operation of the entire system. Your custo-

mer is quite happy with the system, except for the availability. The customer

loses $10,000 in profits for each hour the system is unavailable. You have

been in operation for 10 weeks. To date, the availability of the system

components have been:

Hardware: 99.9%—scheduled maintenance

Software: 99.8 %—software problems

External Credit Card Verification and Billing System: 99.0%—

unscheduled, unplanned

The credit card system is only required on 30% of all transactions, and the

implementation allows the other transactions and the system to work even if

the credit card system is unavailable.

(a) Calculate the system’s continuous availability in percent.

(b) What would be the change in availability if you implement a hot backup

system to reduce the schedule maintenance time by 90%?

(c) You know you need to improve the credit card vendor availability. You

search hard to find another credit card system vendor but can only find

one whose availability is much worse (80%). Still, you consider imple-

menting it in addition to the first; that is, it is called if the first is unavail-

able. What would be the projected availability if you implemented this

plan?

(d) If you implement both improvement plans, what is the projected avail-

ability of the system?

(e) Assume that the cost of money is 2% per month, and you start implement-

ing both improvements immediately. For the hot backup, it will:

. Take 6 months

. Cost $50K (all expense is for servers and development.) (Cost in is

month 1.)

. Have an ongoing cost of $10K per month for months 2 through 6

For the second credit card system:

. The development effort is 3 staff months at $12K per staff month.

. It will take three months for the project.

. You need to pay the verification software company $5K per month for

the service.

. No additional hardware is required.

For each improvement

What is the cost (over a year)?

What is the benefit?

What is the ROI after one year? After two years?

What is the CB after one year? After two years?
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13
Benchmarking

You’re the top! You’re the Louvre Museum

—You’re the Top, Cole Porter [1]

13.1 WHAT IS BENCHMARKING?

According to the dictionary,1 a benchmark is a standard by which something can be

measured or judged. To effectively use benchmarking in software engineering, you

will need to:

1. Define the goal of the benchmarking exercise.

2. Identify the area/metric that you would like to benchmark.

3. Identify and obtain the standard benchmark that will be used.

4. Collect/calculate the actual data for the chosen metric for your project (or

document the current process for process benchmarking).

5. Take action, as indicated by your goal, based on the difference between your

actual results and the benchmark.

Let us look at each of these activities.

1The American Heritage College Dictionary, 3rd edition, Houghton Mifflin Company, Boston, 1997.

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
Copyright # 2006 John Wiley & Sons, Inc.
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13.2 WHY BENCHMARK?

It is important to first determine why you would want to benchmark something.

Some typical reasons for benchmarking in software include the following:

. To drive process improvement

. To drive better financial or quality results

. To differentiate one’s company, product, service, organization, or self from the

competition

. To validate a claim or belief about relative performance

. To determine compensation (i.e., “pay for performance”)

It is always, as the definition indicates, to be able to compare the item in hand to

some recognized, desirable standard so that action can be taken. Benchmarking

will cost time and money, so the goal of any benchmarking effort must be clear.

Benchmarking is a way to look outside yourself, your organization, and/or your
project to more objectively assess your current state and your actual results and to

learn from proven standards and high-performing organizations.

13.3 WHAT TO BENCHMARK

Virtually anything can be benchmarked: strategies, processes, and any software

metrics you can define. For example, if the goal is to achieve higher levels of soft-

ware product quality, we may choose to benchmark a field fault density metric. If the

goal is to drive development costs down, we may choose to benchmark one or more

development process metrics such as defect removal efficiency or level of mechan-

ization in software testing. If we wish to differentiate our company from the compe-

tition based on our ability to better meet client needs, we might choose to benchmark

a customer satisfaction measure. You can use the techniques such as the GQM2

approach from chapter 2 to determine the actual metrics to be benchmarked.

The questions to consider when choosing what to benchmark are the following:

. How does this item relate to our goal? The relationship can be direct or indirect

but must clearly tie in to the stated goal.

. Can a valid benchmark be obtained and at what cost?

. Can actual performance data be obtained and at what cost?

. Will comparing actuals to benchmark enable action?

In other words, you are looking for a metric that correlates well with your goal, for

which a standard benchmark and actual performance data can be affordably

obtained, and which will enable an action plan when actuals are compared to the

benchmark.

You will also want to be clear about the level of performance that you want to

benchmark. For example, do you want to know best-in-class levels? World-class
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levels? Average or competitive levels? Alternatively, you may be benchmarking

against a specific or collection of specific organizations/competitors.

13.4 IDENTIFYING AND OBTAINING A BENCHMARK

Deciding on what benchmark to use is critical. You may decide to use an internal

benchmark of a project or organization that is performing to desired levels. You

may decide to look for an external benchmark in the identified area. Whichever is

used, the source of the benchmark must be documented and the definition(s)/algor-
ithm(s) on which the benchmark is based clearly understood. (For example, does a

system size measured in KLOC include comments?)

If you choose to look externally, it may be possible to use an easily obtainable and

widely recognized benchmark (the lyrics to the Cole Porter song [1] mentioned at the

start of this chapter contain many examples of widely accepted best-in-class bench-

marks). Often, in software development, benchmark data can be purchased either

directly (e.g., Rubin’s World Wide Benchmarking Report, ISBSG’s Software

Metrics Compendium2) or as part of a reference database in a development tool

(e.g., COCOMO). For process benchmarking, numerous standards exist and can be

used as a benchmark (e.g., ISO 9000, CMMI, TL 9000). The closer the area

matches your project specifics, the more relevant your ultimate comparisons will

be. Many benchmarking and project sizing tools will ask you for numerous project

characteristics (e.g., programming language, staff expertise levels, technology base,

and development methodology) in order to find the most appropriate comparison.

You may decide to launch or participate in a specific benchmarking study. You

can select a particular target organization/company that fits the bill and conduct a

study of their relevant operations and metrics. Effective design of a benchmarking

questionnaire is a skill. The right questions must be asked and the definitions of

the data to be collected must be clearly communicated to the target respondents.

If you are going to launch a benchmarking study, get appropriate training or

expert help. This should ensure that the data collected will actually provide a

valid comparison for your project. Be aware that many companies, however, are

hesitant to share their internal processes and data directly. In that case, it may be

possible to find benchmarking studies that contain the desired targets but sanitize

and amalgamate the data. Typically, when you provide your data to such a survey

you will be entitled to the summary findings.

13.5 COLLECTING ACTUAL DATA

Whatever it is that you are benchmarking, you will need to collect the same data for

your own project, software, or organization. It will be important to make sure that

2ISBSG is the International Software Benchmarking Standards Group of the International Function Point

User Group (IFPUG). Information about both the IFPUG and ISBSG and their available products can be

found at www.ifpug.org.
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your data is defined in the same way (or as near as possible) as the benchmarking

data. If some small differences exist, they must be noted and the possible effect

of those differences taken into account during reporting and action planning. As

we mentioned in earlier chapters, be clear on the level of precision that you need.

Frequently, a ballpark range is all that is needed to drive action.

13.6 TAKING ACTION

Remember that the reason for benchmarking is to take action.

Once you have both the benchmarking and project data, you can determine what

actions are needed to reach your stated goal. Typically, performing below bench-

mark data will trigger some form of root cause analysis3 to determine the specific

areas that need attention. For example, if the goal is to achieve best-in-class

levels of product quality and we find that our field fault density is well below the

industry best-in-class benchmark, we will need to determine the causes of our pro-

duct’s field faults. We will need to drill down to find the largest problem areas.

Perhaps our field fault data will tell us that we have one particularly problematic

module. With that known, we might launch a detailed inspection of that code.

Benchmarking can be used for goal setting and trends can be shown over time to

demonstrate progress toward goals. Be aware, however, that any particular bench-

mark will change over time. Keep up to date on those changes so that goals can

be adjusted accordingly. What was best-in-class today may simply reflect average

performance a few years down the road.

13.7 CURRENT BENCHMARKS

In earlier chapters, we discussed a number of metrics that are commonly used

in software engineering and frequently have provided both benchmarks and engin-

eering rules for those metrics. Finding appropriate benchmarking data on each for

use by your project team can be quite a treasure hunt. Some useful sources

include IEEE, Software Productivity Research (www.spr.com), META Group

(www.metagroup.com), the International Software Benchmarking Standards

Group (www.isbsg.org), the Software Engineering Institute (www.sei.cmu.edu),

and the Project Management Institute (www.pmi.org) to name a few. Table 13.1 pro-

vides a sampling of some of the currently published software benchmarking data.

Notice the benchmark publication dates vary greatly and few are extremely

current. To get current data targeted at your desired area will often require you to

purchase it from a third party. So be clear on what you are looking for and spend

those benchmarking dollars wisely.

3Root cause analysis (RCA) is a structured process designed to get at the underlying cause of a quality/
performance problem. There are numerous techniques and tools available that support RCA. The

American Society for Quality lists articles and books about RCA on its website: www.asq.org. A list

of widely used software tools to support RCA can be found at www.rootcauselive.com.
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13.8 SUMMARY

Benchmarking is a method of obtaining a standard of performance for one or more

of the metrics you use in your software project or organization. To effectively bench-

mark you will clearly define (1) the objective of the benchmarking effort, (2) the

metric(s), related to that objective, that you will benchmark, and (3) the source of

the benchmark data and your project data.

With your benchmarking plan in place, you will then (1) obtain the benchmark,

(2) collect your project data, and, most importantly, (3) take action based on the

comparison of your project’s performance relative to the benchmark.

Your benchmarking efforts will enable you to set performance goals that

are aligned with your business and project objectives and that will help drive

improvement of your project’s results.

Additional resources can be found in References 4–9.

PROBLEMS

13.1 List two reasons why you might want to benchmark software testing pro-

ductivity in your organization.

13.2 Where can you obtain benchmark data?

13.3 How frequently do you need to revisit a benchmark you have collected?

13.4 Your boss tells you to expect a 2% growth in features for the next year for your

system. You ask where the 2% came from. “Gut feeling” is the answer.

What do you now say?

13.5 You compare your organization’s productivity to world class and find you are

10% better than the standard. You dig deeper, and you find out the difference

is because you count reused code as 100% new code. Now what do you do?

13.6 Your delivered defect density is 10 defects/KLOC. Should you focus your

next release on quality improvement or feature development?

PROJECTS

13.1 For the theater tickets project, your CEO tells you to benchmark the

performance of the company’s website against its competitors. What bench-

marks do you choose and why?What benchmark data do you know (from this

text)? What other data can you find on the web?

13.2 You work in a company that develops software applications for the health

care industry. You would like to have benchmarks for software quality and

developer productivity. Identify available sources for such benchmarks and

indicate what it will take to obtain them.
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14
Presenting Metrics

Effectively to Management

Man-age \man’-ij \ , v., to exert control over.

—American Heritage Dictionary, Third Edition

A picture is worth a thousand words

—My mother

Whether you are a member of a software development team, the manager of one

small group in a large software project, or the president of a software product

company, you will want to base your decisions on timely and accurate infor-

mation. The basic question that each manager must continuously be able to

answer is: Are we on target and if not, why not and what can we do about it?

What we choose to measure and how we communicate those measurements

will directly determine our ability to effectively manage the risks inherent in soft-

ware development and to successfully deliver software that meets the customer’s

needs.

In this chapter, we describe an approach that will enable the “conveyor of

metrics” to meet this management challenge.1 We call this approach “the 4 Ds”

for effectively communicating metrics. The 4 Ds are:

Decide on the meaningful metrics based on the intended audience.

Draw an appropriate picture (graph, histogram, etc.) for each metric.

1Although we concentrate in this chapter on managers as customers for our metrics, you will find that the

metrics charts created using the approach defined here will also enhance communication among all team

members.

Software Measurement and Estimation, by Linda M. Laird and M. Carol Brennan
Copyright # 2006 John Wiley & Sons, Inc.
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Collect related metrics into a Dashboard.

Provide the ability to Drill down on high-level metrics that indicate trouble.

Let us look in detail at how each of these steps can be effectively followed.

14.1 DECIDE ON THE METRICS

As we discussed extensively in Chapter 2 (What to Measure), when deciding on the

metrics to be collected and presented, you must first and foremost know for whom

the metrics are intended. The first-level test manager may need to know how each

tester is progressing and in which features/areas of code defects are being found

while the higher-level software project manager may simply need to know how

the overall test plan is progressing as part of the larger project.

Once you have identified the audience, that is, the customer for the metrics,

you will need to ensure you understand that customer’s requirements for metrics

data. Is the customer trying to manage resource allocation, as a first-level

manager might, or is the customer looking for high-level confirmation that the

project is “on track,” as a vice president might? (Our GQM approach in Chapter 2

can be used to ensure a clear understanding of what’s needed.) You are, in

essence, creating a contract with each customer as to what will be presented and

how often. It is useful to actually document these agreements in standard process

descriptions or local project plans.

When deciding on the metrics to collect and report, it is important to know what

can be collected given resource and mechanization levels (again, recall the GQM2

discussion). Recognize that for each metric collected and reported, resources will

be required. We need to find the right level of metric collection to have enough infor-

mation to make informed decisions while not burdening the project with unnecess-

ary metrics collection and reporting costs. Recall our accuracy versus precision

discussion in Chapter 3: we typically want accuracy not precision when we are con-

sidering the cost/benefit equation for our metrics program. The most effective

approach is to select data that can be a natural output of the development process

(e.g., KLOC built to date, percent of budget spent, number of defects found,

number of test cases successfully executed). Look at the data that can easily be

extracted from any mechanization that is in place, such as build tools and test

drivers. Consider mechanization of report generation. Often, making a small invest-

ment up front will ultimately save both time and money by facilitating better

decision making throughout the life of the project.

As an example, let us identify our customer as the program manager of a

project that includes software. A typical set of metrics for this program manager

might be:

. Schedule Performance: To assess if the team is on track to deliver on

time. This type of metric includes measures such as percentage of schedule
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completed, development-specific phase progress measures (e.g., requirements

signed off on to date), and Schedule Performance Index (SPI).2 If our project is

using a project management tool such as Project Scheduler (PS8TM) from

Sciforma Corporation or Microsoft Project, then we will in all likelihood

have a Work Breakdown Structure (WBS) containing all project activities

and the associated effort (cost) for those activities. With that mechanization

in place, SPI would be a good choice as the schedule performance metric.

. Technical Product Performance: To assess if the software is on track to meet

the expected functionality. This type of metric includes measures such as

number of open defects and specific performance demonstrated over time. If

a key performance requirement is throughput and we have mechanized

drivers to measure it on each controlled build of software, then tracking this

measure over time would be good.

. Financial Performance: To assess if the project is on track to deliver the

objectives for cost and profit. This type of metric includes measures such as

percentage of cost budget spent, percentage of Management Reserve (i.e.,

risk dollars) spent, and Cost Performance Index (CPI).3 As with SPI, if a

WBS is in place, CPI would be a good choice.

. Customer Satisfaction: To assess if the project is meeting customer expec-

tations for project and software performance. This type of metric includes

measures such as customer survey scores, number of customer found

defects, and the dreaded number of customer complaints to the company

president. If we have a mechanized tracking system for customer reported

defects, as most software companies do, then choosing defects reported as a

barometer of customer satisfaction may be an efficient and effective choice.

The bottom line for this first “D” is: Agree on a small, manageable set of metrics

that meets the needs of the project for timely, informed decision making and cost

effectiveness.

14.2 DRAW THE PICTURE

Once we have defined the metric or metrics to be collected and presented, each

metric must be conveyed in an effective manner. We will call this creating an

eloquent metric.

2Schedule Performance Index (SPI) is formally defined in the Project Management Body of Knowledge,

which is maintained by the Project Management Institute [1]. SPI ¼ Budgeted Cost of Work Performed/
Budgeted Cost of Work Scheduled. This measure requires the creation of a Work Breakdown Structure

(WBS) for the project and identification of the costs for each activity in the WBS.
3Cost Performance Index (CPI) is formally defined in the Project Management Body of Knowledge,

which is maintained by the Project Management Institute. CPI ¼ Budgeted Cost of Work Performed/

Actual Cost of Work Performed. This measure requires the creation of a Work Breakdown Structure

(WBS) for the project and identification of the costs for each activity in the WBS.
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el-o-quent: 1. Speaking or spoken beautifully and forcefully; said or saying

something in a forceful, expressive, and persuasive way. 2. Expressing

emotion clearly; expressing a feeling or thought clearly, memorably, or

movingly.

To make a selected metric eloquent:

1. Define the metric—clearly indicate what the metric represents and how it is

calculated.

2. Set the objective—show the desired target measurement for the metric.

3. Provide current status—show the current measure for the metric, clearly indi-

cating relationship to objective.

4. Trend the metric over time.

5. Provide a benchmark, either industry average and/or best-in-class, if available.

All of these listed attributes should appear on a single chart for the given metric.

Graphs, timelines, and histograms convey the intended message of the metric

more powerfully than words or numbers in a table. Use accepted, common terminol-

ogy for all labels and annotations or else provide a clear definition or an explicit

algorithm for the terminology used. For example, if all team members and managers

on our project are familiar with the term field fault density (FFD), and know exactly

how it is calculated for our project, simply using that term on a chart will suffice. If

we needed to convey the same data to someone outside the company (say, a custo-

mer), we would want to show that FFD is equal to the total number of customer

reported defects against a specific software release divided by the size in new and

changed KLOC for that release. If needed for clarity, the source of the data

should also be identified.

Once clearly defined, we need to establish an objective for each metric and then

display that objective clearly on the chart. The objective could be a single value or a

range of acceptable values. Often, these objectives are based on historical perform-

ance or performance of a comparable entity.4

Now that we have the graph defined and the objective shown, we need to display

the current status data at each reporting period. It should be obvious whether or not

this performance is meeting objectives. This is often done with a “stop light”

technique—color coding the data point or chart red for missed objectives, yellow

for poorly trending metrics in danger of missing objectives, and green for values

that meet objectives.

We plot the values of the given metrics at each measurement point (e.g., daily or

weekly). Trending the metric over time allows for potentially degrading perform-

ance to be spotted and addressed.

If possible, identify what an industry average or best-in-class value of the particu-

lar metric would be (see Chapter 13—Benchmarking). This could be one taken from

4In Chapter 6 (Estimating Effort), we discussed models, techniques, and tools for estimating which can

also be used to help set objectives for the other metrics you choose to collect and present.
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industry or from a high performing organization within our own company. This is

particularly helpful for driving continuous improvement and setting appropriate

objectives.

As an example, let us take the scenario of a test manager presenting testing pro-

gress to a software release manager. The eloquent testing progress metric is shown in

Figure 14.1.

Audience: Release manager.

Metric Selected: Number of successfully executed test cases.

Definition: A test case is one complete user scenario defined in the documented

release test plan. Successful execution means the expected, documented

outcome was achieved for that test scenario when run against the software.

To ensure audience understanding of the terms used, we have included a

brief definition on the chart.

Objective: Based on historical data for this software and team and given the esti-

mated size of the release, a range of acceptable execution progress has been

determined prior to the start of testing. This range is represented by the

upper and lower control limits. These control limits reflect what will be con-

sidered acceptable variation that will still lead to successful project com-

pletion. Anything outside the expected performance requires analysis to

determine what actions, if any, may be needed. We could choose red for the

lower control bound to indicate that falling below requires immediate

action—the team is behind plan. Similarly, the upper control limit could be

shown as yellow to indicate that moving above that line should be examined

and there is the potential for action. Moving above the upper control limit may

be good news, because things are going better than anticipated, but it could

Figure 14.1. Successful test execution.
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mean that the test plan is not exercising the software thoroughly enough (not

getting at the defects) or testers are not doing thorough enough analysis (if

analysis of results is manual).

Trending: For this example, the progress will be trended weekly until completion

of the test program.

Benchmark: No real benchmark exists for this metric. However, the upper control

limit does reflect what the best-case execution path is estimated to be.

Bottom line for the second “D”: Use graphs, colors, and clear, concise definitions

to quickly convey the good or bad news to management.

14.3 CREATE A DASHBOARD

To allow for related metrics to be viewed as a whole, the creation of a dashboard is

very effective. It allows for easier “triangulation” of several metrics to the real con-

clusions that should be drawn from the data. To create a dashboard:

1. Identify metrics that will typically be looked at together to get the “full

picture.”

2. Follow “eloquent metrics” guidelines for each metric.

3. Combine those metric pictures together on a single page—typically 2 to 6 can

fit reasonably on a page.

A simple dashboard for a test manager might include successful test execution

and software defects found. These two are typically looked at together.

Figure 14.2 shows this simple, test manager dashboard.

We could add other useful charts to the dashboard based on what we determine

most effectively allows us to derive accurate information. For example, we might

have progress of successful test execution by feature. We might also add a view

of current status of defects found in test, such as how many are being fixed and

how many have been fixed but not yet verified.

Depending on the type of dashboard you want to create, it may be helpful to look

at one or more of the many commercially available dashboard tools that now exist.5

Bottom line for the third “D”: If it takes two or three charts to derive the desired

information, make it easy for the audience by putting them on a single dashboard.

14.4 DRILLING FOR INFORMATION

When a metric indicates something is “off track,” we will want to be able to go under

the covers and examine the components that make up that metric so that the correct

5A few dashboard provider websites we found include www.idashes.net, www.iexecutivedashboard.com,

and www.distributive.com. You would need to determine for yourself what tool would best meet your

particular needs.
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hot spot (i.e., root cause) can be identified and appropriate action taken. We must,

therefore, be able to drill down from higher level metrics and be able to continue

drilling until it is clear what area requires corrective action.

Figure 14.3 shows a test case execution chart with current performance below the

lower control limit.

We are off plan and action needs to be taken. One of the typical reasons for

the successful execution being in “the red zone” (i.e., below the lower control

limit) is that the tests are uncovering a greater number of defects than originally

expected. Alternatively, it could be that tester productivity is lower than planned

or perhaps fixes to identified faults are being turned over more slowly than

planned. Obviously, we need more data to determine the root cause. We might

first look at the defect found chart (perhaps on a dashboard) for a more complete

high-level picture. Figure 14.4 shows us what’s happening with defect discovery.

Defects found are above the upper control limit, making the status RED for this

metric as well. Greater than expected defects can indeed slow successful test

execution, causing test progress to miss expectations. Seeing current status on the

testing of each feature would be a helpful “drill down” on the off-plan test execution

metric. Figure 14.5 provides this view.

This drill down shows that Feature 3 is the “problem feature,” contributing to the

slower than predicted progress on successful test execution. It also shows that it is

due to “buggy” feature code. Possible action could include reinspection of the code

and/or design.
If we had seen that this was simply a test execution problem (we would see

this if the black6 plus vertical stripe areas in any feature column did not reached

Figure 14.3. Successful test execution.

6As stated before, it would be most effective to use colors on our graphs. Green for successful, red for

failed, and yellow for “to be run.”
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the “star”), that would indicate that testing resources were the issue. Further drill

downs could then be done to look at machine availability and individual tester

progress.

Bottom line for the fourth “D”: Keep drilling until the root cause is determined so

that the correct action can be taken.

Figure 14.4. Software defects found.

Figure 14.5. Feature test progress—week 6.
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14.5 EXAMPLE FOR THE BIG CHEESE

Let us put it all together with one more example. In this example, we will look at a

Quality Assurance Vice President.

As the high-level decision maker for quality assurance for a software company,

the QA Vice President may want to know:

. Cost effectiveness of the QA organization

. Level of customer satisfaction

. Quality level of deliverables

For this example, we are going to use modified versions7 of ones used by a real QA

organization from a major software company.

For cost effectiveness, this organization chose to use a derived measure: cost to

test/LOC, as shown in Figure 14.6.

This particular metric indicates the productivity of the QA testing organiz-

ation but can be affected by the quality of the code entering test. We would,

Figure 14.6. Cost effectiveness.

7Modifications were made to “sanitize” the data and make chart time frames compatible for the dashboard.
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therefore, want to know if the incoming quality was stable over the same time

period. We could look at defect removal ratios by phase and/or percentage of

test cases passed first time to get at this . . . and perhaps put those on the dash-

board as well.

Note that a published benchmark was not available, but an informal verbal survey

at a well-attended testing industry conference provided some useful insight. The

organization’s goal was based on a business model that took into consideration

how many testers (at each pay grade) and how much mechanization were appropri-

ate given the type of software product being tested (i.e., a new product, one being

significantly enhanced, etc.).

Customer satisfaction for this particular company was measured by a yearly

survey. Figure 14.7 shows how this metric trended over time.

For a product field quality metric, this company chose to measure field fault

density. The measure is the number of customer faults against the entire software

portfolio of current releases divided by the size of the portfolio in millions of

lines of code. Figure 14.8 shows this metric.

These three charts would make a good start to a dashboard for the QA VP. Using

GQM from Chapter 2, we could determine what other charts might be added to fully

meet the “customer’s” need.

Figure 14.7. Customer satisfaction.
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14.6 EVOLVING METRICS

As we indicated in Chapter 2, it is important to evolve metrics programs over time.

Just as the goals and demands of the business may change over time, the metrics

used to manage that business must keep pace. For example, for many years a

software product company used product-specific surveys to measure customer sat-

isfaction. Given the survey method and poor initial customer satisfaction, this

metric served the company well by driving continuous improvement for several

years. Once the company achieved consistently high levels of customer satisfaction

(levels greater than 85%), this metric was no longer meeting the business need for

continuous improvement. The company then migrated its customer satisfaction

survey to a total customer experience survey and measured the results against the

customer’s best-in-class experience. In other words, the company measured itself

against a “virtual competitor.” The new metrics allowed the company to focus on

reducing the “gap” between its performance and the customer’s best-in-class

experience.

Metrics can become stale over time for other reasons as well. When metrics are

presented to management, they have the added weight of reflecting on individual

and/or organizational performance. For this reason, you must guard against

people and organizations “learning how to play the numbers game.” For example,

one company focused for a time on specifically reducing customer reported

defects of high severity level. Over time some teams started “reclassifying”

Figure 14.8. Field fault density.
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defects from high to medium severity, while still working to respond to the customer

in a timely manner. This would skew the “severe problem” metric, giving a false

impression of both quality and customer satisfaction. This behavior precipitated a

change to the metrics program to look at total number of defects and require that

metric to trend down as well.

Evolution of a metrics program must be done carefully. Changing what is

measured too frequently can weaken an organization’s ability to make valid

historical comparisons and clearly see trending over time. Change should be

driven by the goals of the organization and the usefulness of the metrics in

driving the organization toward those goals.

14.7 SUMMARY

To ensure effective and efficient communication of metrics to management, remem-

ber the following:

1. Know your audience. Tailor the number and level of the metrics to that

audience.

2. Minimize the number of metrics. Keep the metrics to the fewest possible that

convey the intended message, but be able to get under the covers if questions

arise. Expand only when necessary for corrective action.

3. Ensure all metrics are eloquent. Eloquent metrics will ensure that each chart

accurately conveys the intended information and can speak for itself if it

“travels” without its author.8

4. Keep you metrics program fresh. Revisit your metrics program regularly to

ensure that it is meeting the needs of the business and driving the intended

behavior.

PROBLEMS

14.1 True or False: If you do a good job of defining your set of metrics, you should

be able to give the same presentation to all of your management.

14.2 Why might you want to drill down on a particular metric?

14.3 How would you improve the metric in Figure 14.9 to make it “eloquent”?

8Metric charts have a tendency to reproduce and spread through a management team in a manner similar

to a virus. Ensuring all metrics are eloquent will serve as your vaccination against a flood of requests from

the “infected” parties to explain what the metrics really mean.
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PROJECT

14.1 You have been hired as the CIO of an online trading company. The systems

have had availability issues and the customers are complaining. From what

you have seen, your organization has tons of data, but not much information.

Define and create the charts and dashboard you want to present to the CEO to

show that you are on top of the situation.
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Figure 14.9. Data for problem 14.3.
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